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# Data Import & Cleaning

## Import data

raw\_psych\_hum\_subj <- import("data/raw/raw\_psych\_hum\_subj.csv")  
raw\_mktg\_hum\_subj <- import("data/raw/raw\_mktg\_hum\_subj.csv")  
raw\_gen\_uo\_pop <- import("data/raw/raw\_gen\_uo\_pop.csv")  
pre\_fall22 <- import("data/prescreen/dittersdorf\_matches\_f22.csv")  
pre\_winter23 <- import("data/prescreen/dittersdorf\_matches\_w23.csv")  
pre\_spring23 <- import("data/prescreen/dittersdorf\_matches\_s23.csv")  
participant\_list <- import("data/prescreen/dittersdorf\_participants.csv")

Fix age before converting variable types

table(raw\_psych\_hum\_subj$Age) # 18 years old = 18

##   
## 18 18 years old 19 20 21   
## 117 220 1 297 120 76   
## 22 23 24 25 27 28   
## 41 4 3 2 1 1   
## 29 30 31 32 33 50   
## 1 1 1 1 1 1

table(raw\_mktg\_hum\_subj$Age) # 1999 = 24

##   
## 18 19 1999 20 21 22 23 24 25 28 test   
## 11 4 13 1 50 119 66 7 9 3 1 3

table(raw\_gen\_uo\_pop$Age)

##   
## 18 20 21 22 28   
## 2 1 2 1 1

raw\_psych\_hum\_subj$Age[raw\_psych\_hum\_subj$Age == "18 years old"] <- 18  
raw\_mktg\_hum\_subj$Age[raw\_mktg\_hum\_subj$Age == 1999] <- 24  
  
table(raw\_psych\_hum\_subj$Age) # 18 years old = 18

##   
## 18 19 20 21 22 23 24 25 27 28 29 30 31 32 33 50   
## 117 221 297 120 76 41 4 3 2 1 1 1 1 1 1 1 1

table(raw\_mktg\_hum\_subj$Age) # 1999 = 24

##   
## 18 19 20 21 22 23 24 25 28 test   
## 11 4 13 50 119 66 7 10 3 1 3

## Combine dataframes

raw\_psych\_hum\_subj <- raw\_psych\_hum\_subj %>%  
 mutate(Age = as.integer(Age),  
 Gender = as.factor(Gender),  
 framing\_condition\_DO = as.factor(framing\_condition\_DO),  
 norm\_condition\_DO = as.factor(norm\_condition\_DO),  
 consumer\_behaviors = as.factor(consumer\_behaviors),  
 skepticism = as.factor(skepticism),  
 id = as.factor(id),  
 source = strrep("psych\_hsp", times = 1))  
  
levels(raw\_psych\_hum\_subj$framing\_condition\_DO)

## [1] "" "control\_framing" "pro\_env\_framing" "self\_enh\_framing"

raw\_mktg\_hum\_subj <- raw\_mktg\_hum\_subj %>%  
 mutate(Age = as.integer(Age),  
 Gender = as.factor(Gender),  
 Gender\_5\_TEXT = as.character(Gender\_5\_TEXT),  
 Class\_Lvl\_7\_TEXT = as.character(Class\_Lvl\_7\_TEXT),  
 Pol\_Ornt\_8\_TEXT = as.character(Pol\_Ornt\_8\_TEXT),  
 Ethnicity\_8\_TEXT = as.character(Ethnicity\_8\_TEXT),  
 skept\_open = as.character(skept\_open),  
 skepticism = as.factor(skepticism),  
 id = as.factor(id),  
 framing\_condition\_DO = as.factor(framing\_condition\_DO),  
 norm\_condition\_DO = as.factor(norm\_condition\_DO),  
 consumer\_behaviors = as.factor(consumer\_behaviors),  
 source = strrep("mktg\_hsp", times = 1))  
  
raw\_gen\_uo\_pop <- raw\_gen\_uo\_pop %>%  
 mutate(Gender = as.factor(Gender),  
 Gender\_5\_TEXT = as.character(Gender\_5\_TEXT),  
 Class\_Lvl\_7\_TEXT = as.character(Class\_Lvl\_7\_TEXT),  
 Pol\_Ornt\_8\_TEXT = as.character(Pol\_Ornt\_8\_TEXT),  
 skept\_open = as.character(skept\_open),  
 skepticism = as.factor(skepticism),  
 id = as.factor(id),  
 framing\_condition\_DO = as.factor(framing\_condition\_DO),  
 norm\_condition\_DO = as.factor(norm\_condition\_DO),  
 consumer\_behaviors = as.factor(consumer\_behaviors),  
 source = strrep("gen\_UO", times = 1))

Specify unique variables to combine prescreen data sets

# Create unique full\_name variable  
pre\_fall22$full\_name <- paste(pre\_fall22$first\_name, pre\_fall22$last\_name, sep="\_")  
  
pre\_winter23$full\_name <- paste(pre\_winter23$first\_name, pre\_winter23$last\_name, sep="\_")  
  
pre\_spring23$full\_name <- paste(pre\_spring23$first\_name, pre\_spring23$last\_name, sep="\_")  
  
participant\_list$full\_name <- paste(participant\_list$first\_name, participant\_list$last\_name, sep="\_")  
  
# Create column indicating which data set rows came from  
  
pre\_fall22 <- pre\_fall22 %>%  
 mutate(term = "fall22")  
  
pre\_winter23 <- pre\_winter23 %>%  
 mutate(term = "winter23")  
  
pre\_spring23 <- pre\_spring23 %>%  
 mutate(term = "spring23")

Combine prescreen data

combine1 <- smartbind(pre\_fall22, pre\_winter23)  
combined\_prescreen <- smartbind(combine1, pre\_spring23)  
  
# nrow(pre\_fall22) + nrow(pre\_winter23) + nrow(pre\_spring23) # n = 1167  
  
combined\_prescreen\_unique <- combined\_prescreen[!duplicated(combined\_prescreen$full\_name), ] # keeps first row (fall22)

Subset key variables

combined\_prescreen\_key <- combined\_prescreen\_unique %>%  
 dplyr::select(full\_name, term, respecting:gratification, honest:gossip)  
  
participant\_list\_key <- participant\_list %>%  
 dplyr::select(full\_name, survey\_id)

Merge with participant list

merged\_prescreen <- merge(combined\_prescreen\_key, participant\_list\_key, by = "full\_name")

Rename SDR items to match

Convert variable types

merged\_prescreen <- merged\_prescreen %>%  
 mutate(respecting = as.integer(respecting),  
 unity = as.integer(unity),  
 protecting = as.integer(protecting),  
 preventing = as.integer(preventing),  
 equality = as.integer(equality),  
 peace = as.integer(peace),  
 justice = as.integer(justice),  
 helpful = as.integer(helpful),  
 power = as.integer(power),  
 wealth = as.integer(wealth),  
 authority = as.integer(authority),  
 influential = as.integer(influential),  
 ambition = as.integer(ambition),  
 pleasures = as.integer(pleasures),  
 enjoying = as.integer(enjoying),  
 gratification = as.integer(gratification),  
 honest = as.integer(honest),  
 like = as.integer(like),  
 disturbing = as.integer(disturbing),  
 regret = as.integer(regret),  
 lose\_out = as.integer(lose\_out),  
 rational = as.integer(rational),  
 confident = as.integer(confident),  
 lover = as.integer(lover),  
 lies = as.integer(lies),  
 cover\_up = as.integer(cover\_up),  
 advantage = as.integer(advantage),  
 get\_even = as.integer(get\_even),  
 behind\_back = as.integer(behind\_back),  
 private\_talk = as.integer(private\_talk),  
 take\_things = as.integer(take\_things),  
 gossip = as.integer(gossip),  
 id = as.factor(id))

Rename values & socially desirable items in prescreen data to match names in main data:

Combine all data

* First, combine Psych Hum Subj data with Prescreen data based on id
* Second, add Mktg Hum Subj data
* Third, add gen UO Pop data

combine1 <- merge(raw\_psych\_hum\_subj, merged\_prescreen, by = "id")  
combine2 <- smartbind(combine1, raw\_mktg\_hum\_subj)  
combine3 <- smartbind(combine2, raw\_gen\_uo\_pop)

## Remove duplicate cases

Identify duplicate cases

# first, add unique row #s  
combine3 <- combine3 %>%  
 mutate(row = 1:nrow(combine3))  
  
combine3[duplicated(combine3$id),] # Only rows 1 through 858 have unique id #s  
  
# write.csv(combine3, "combined\_data.csv")

Row IDs to remove:

* 13 (participant’s second time completing study)
* 134 (participant didn’t complete study first time)
* 145 (participant didn’t complete study first time)
* 308 (participant’s second time completing study)
* 672 (participant’s second time completing study)
* 743 (participant didn’t complete study first time)
* 790 (participant didn’t complete study first time)
* 800 (participant didn’t complete study first time)

Remove duplicate rows after resolving:

combine3 <- combine3 %>%  
 filter(!row %in% c(13, 134, 145, 308, 672, 743, 790, 800))

## Remove rows of all NAs

Identify completely missing rows:

key\_vars <- combine3 %>%  
 dplyr::select(row, big\_2\_1:big\_2\_65, consumer\_intentions\_1:consumer\_intentions\_9, consumer\_behaviors, clothing\_interest\_1:clothing\_interest\_20, ingroup\_ident\_1:ingroup\_ident\_14, values\_1:values\_16, socially\_desirable\_1:socially\_desirable\_16, source)  
  
ncol(key\_vars) # number of columns - the row # & source column = 141  
  
all\_NA\_rows <- key\_vars[rowSums(is.na(key\_vars)) == 141,] # identify rows with 141 NAs (all missing values), row numbers are preserved  
  
all\_NA\_rows

Removing rows of fully missing data

data <- combine3 %>%  
 dplyr::filter(!row %in% c(859, 860, 900, 926, 927, 941, 1139, 1141, 1142, 1143, 1144, 1146, 1149, 1150, 1152)) %>% # remove rows containing all NAs  
 dplyr::select(-StartDate, -EndDate, -Status, -Progress, -"Duration (in seconds)", -Finished, -RecordedDate, -ResponseId, -DistributionChannel, -UserLanguage, -big\_2\_DO, -consumer\_intentions\_DO, -consumer\_behaviors\_DO, -clothing\_interest\_DO, -ingroup\_ident\_DO, -full\_name, -code, -socially\_desirable\_DO, -values\_DO, -email\_giftcard, -term) # removing variables not in analysis

## Number per source

table(data$source)

##   
## gen\_UO mktg\_hsp psych\_hsp   
## 7 276 850

* 850 = psych human subjects pool
* 276 = mktg human subjects pool
* 7 = general UO pop

Rename variables

data <- data %>%  
 rename("framing\_condition" = "framing\_condition\_DO",   
 "norm\_condition" = "norm\_condition\_DO")

Drop unused levels

Re-order levels of norm condition

data$norm\_condition <- factor(data$norm\_condition, levels = c("control\_norm", "descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"))

## Inspect final data

str(data, list.len = ncol(data))  
  
# write.csv(data, "final\_data.csv")

# Aggregate Variables

## Personality

### Reverse-code

data\_R <- data %>%  
 mutate(across(c(big\_2\_11,  
 big\_2\_16,  
 big\_2\_26,  
 big\_2\_31,  
 big\_2\_36,  
 big\_2\_51,  
 big\_2\_12,  
 big\_2\_17,  
 big\_2\_22,  
 big\_2\_37,  
 big\_2\_42,  
 big\_2\_47,  
 big\_2\_3,  
 big\_2\_8,  
 big\_2\_23,  
 big\_2\_28,  
 big\_2\_48,  
 big\_2\_58,  
 big\_2\_4,  
 big\_2\_9,  
 big\_2\_24,  
 big\_2\_29,  
 big\_2\_44,  
 big\_2\_49,  
 big\_2\_5,  
 big\_2\_25,  
 big\_2\_30,  
 big\_2\_45,  
 big\_2\_50,  
 big\_2\_55,  
 big\_2\_63), ~6 - .)) # replace '6' with the max possible value plus 1 for any particular scale

### Average items

data\_R$extraversion <- data\_R %>%  
 dplyr::select(big\_2\_1, big\_2\_6, big\_2\_11, big\_2\_16, big\_2\_21, big\_2\_26, big\_2\_31, big\_2\_36, big\_2\_41, big\_2\_46, big\_2\_51, big\_2\_56) %>%  
 rowMeans(na.rm = TRUE)   
  
  
data\_R$conscientiousness <- data\_R %>%  
 dplyr::select(big\_2\_3, big\_2\_8, big\_2\_13, big\_2\_18, big\_2\_23, big\_2\_28, big\_2\_33, big\_2\_38, big\_2\_43, big\_2\_48, big\_2\_53, big\_2\_58) %>%  
 rowMeans(na.rm = TRUE)  
  
  
data\_R$agreeableness <- data\_R %>%  
 dplyr::select(big\_2\_2, big\_2\_7, big\_2\_12, big\_2\_17, big\_2\_22, big\_2\_27, big\_2\_32, big\_2\_37, big\_2\_42, big\_2\_47, big\_2\_52, big\_2\_57) %>%  
 rowMeans(na.rm = TRUE)  
  
  
data\_R$neuroticism <- data\_R %>%  
 dplyr::select(big\_2\_4, big\_2\_9, big\_2\_14, big\_2\_19, big\_2\_24, big\_2\_29, big\_2\_34, big\_2\_39, big\_2\_44, big\_2\_49, big\_2\_54, big\_2\_59) %>%  
 rowMeans(na.rm = TRUE)  
  
  
data\_R$openness <- data\_R %>%  
 dplyr::select(big\_2\_5, big\_2\_10, big\_2\_15, big\_2\_20, big\_2\_25, big\_2\_30, big\_2\_35, big\_2\_40, big\_2\_45, big\_2\_50, big\_2\_55, big\_2\_60) %>%  
 rowMeans(na.rm = TRUE)  
  
  
data\_R$honesty <- data\_R %>%  
 dplyr::select(big\_2\_61, big\_2\_62, big\_2\_63, big\_2\_64, big\_2\_65) %>%  
 rowMeans(na.rm = TRUE)

### Visually inspect

data\_R %>%  
 dplyr::select(extraversion, agreeableness, conscientiousness, openness, neuroticism, honesty) %>%  
 hist()
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## Clothing Interest

### Reverse-code

data\_R <- data\_R %>%  
 mutate(across(c(clothing\_interest\_3,  
 clothing\_interest\_5,  
 clothing\_interest\_7,  
 clothing\_interest\_9,  
 clothing\_interest\_12,  
 clothing\_interest\_14,  
 clothing\_interest\_15,  
 clothing\_interest\_16,  
 clothing\_interest\_18,  
 clothing\_interest\_20), ~6 - .)) # replace '#' with the max possible value plus 1 for any particular scale

### Average items

data\_R$clothing\_interest <- data\_R %>%  
 dplyr::select(clothing\_interest\_1:clothing\_interest\_20) %>%  
 rowMeans(na.rm = TRUE)

### Visually Inspect

data\_R %>%  
 dplyr::select(clothing\_interest) %>%  
 hist()
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## In-group Identification

### Reverse-code

No items need to be reverse-coded.

### Average items

data\_R$ingroup\_identification <- data\_R %>%  
 dplyr::select(ingroup\_ident\_1:ingroup\_ident\_14) %>%  
 rowMeans(na.rm = TRUE)

### Visually Inspect

data\_R %>%  
 dplyr::select(ingroup\_identification) %>%  
 hist()
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## Values

### Reverse-code

No items need to be reverse-coded.

### Recoding scale options

Recoding values:

* -3 = 1
* -2 = 2
* -1 = 3
* 0 = 4
* +1 = 5
* +2 = 6
* +3 = 7

table(data\_R$values\_1)

##   
## -3 -2 -1 0 1 2 3   
## 5 10 17 40 176 362 508

data\_R$values\_1\_rec <- dplyr::recode(data\_R$values\_1, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
  
table(data\_R$values\_1\_rec)

##   
## 1 2 3 4 5 6 7   
## 5 10 17 40 176 362 508

data\_R$values\_2\_rec <- dplyr::recode(data\_R$values\_2, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_3\_rec <- dplyr::recode(data\_R$values\_3, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_4\_rec <- dplyr::recode(data\_R$values\_4, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_5\_rec <- dplyr::recode(data\_R$values\_5, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_6\_rec <- dplyr::recode(data\_R$values\_6, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_7\_rec <- dplyr::recode(data\_R$values\_7, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_8\_rec <- dplyr::recode(data\_R$values\_8, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_9\_rec <- dplyr::recode(data\_R$values\_9, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_10\_rec <- dplyr::recode(data\_R$values\_10, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_11\_rec <- dplyr::recode(data\_R$values\_11, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_12\_rec <- dplyr::recode(data\_R$values\_12, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_13\_rec <- dplyr::recode(data\_R$values\_13, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_14\_rec <- dplyr::recode(data\_R$values\_14, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_15\_rec <- dplyr::recode(data\_R$values\_15, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_16\_rec <- dplyr::recode(data\_R$values\_16, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
  
table(data\_R$values\_16)

##   
## -3 -2 -1 0 1 2 3   
## 4 11 29 116 250 394 312

table(data\_R$values\_16\_rec)

##   
## 1 2 3 4 5 6 7   
## 4 11 29 116 250 394 312

### Average items

data\_R$biospheric <- data\_R %>%  
 dplyr::select(values\_1\_rec:values\_4\_rec) %>%  
 rowMeans(na.rm = TRUE)  
  
data\_R$altruistic <- data\_R %>%  
 dplyr::select(values\_5\_rec:values\_8\_rec) %>%  
 rowMeans(na.rm = TRUE)  
  
data\_R$egoistic <- data\_R %>%  
 dplyr::select(values\_9\_rec:values\_13\_rec) %>%  
 rowMeans(na.rm = TRUE)  
  
data\_R$hedonic <- data\_R %>%  
 dplyr::select(values\_14\_rec:values\_16\_rec) %>%  
 rowMeans(na.rm = TRUE)

### Visually inspect

values\_df <- data\_R %>%  
 dplyr::select(biospheric, altruistic, egoistic, hedonic)  
  
values\_df %>%  
 hist()
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### Frequency tables

# Biospheric values  
tab1(values\_df$biospheric, sort.group = "descending", cum.percent = TRUE, missing = FALSE, horiz = TRUE)
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## values\_df$biospheric :   
## Frequency %(NA+) cum.%(NA+) %(NA-) cum.%(NA-)  
## 1 1 0.1 0.1 0.1 0.1  
## 1.5 1 0.1 0.2 0.1 0.2  
## 1.75 3 0.3 0.4 0.3 0.4  
## 2 1 0.1 0.5 0.1 0.5  
## 2.25 3 0.3 0.8 0.3 0.8  
## 2.5 2 0.2 1.0 0.2 1.0  
## 2.75 2 0.2 1.1 0.2 1.2  
## 3 3 0.3 1.4 0.3 1.4  
## 3.25 3 0.3 1.7 0.3 1.7  
## 3.5 15 1.3 3.0 1.3 3.0  
## 3.75 13 1.1 4.1 1.2 4.2  
## 4 26 2.3 6.4 2.3 6.5  
## 4.25 20 1.8 8.2 1.8 8.3  
## 4.5 24 2.1 10.3 2.1 10.5  
## 4.66666666666667 1 0.1 10.4 0.1 10.5  
## 4.75 53 4.7 15.1 4.7 15.3  
## 5 69 6.1 21.2 6.2 21.4  
## 5.25 64 5.6 26.8 5.7 27.2  
## 5.33333333333333 1 0.1 26.9 0.1 27.3  
## 5.5 90 7.9 34.9 8.0 35.3  
## 5.66666666666667 1 0.1 35.0 0.1 35.4  
## 5.75 102 9.0 44.0 9.1 44.5  
## 6 123 10.9 54.8 11.0 55.5  
## 6.25 97 8.6 63.4 8.7 64.2  
## 6.5 99 8.7 72.1 8.8 73.0  
## 6.75 116 10.2 82.3 10.4 83.4  
## 7 186 16.4 98.8 16.6 100.0  
## NaN 14 1.2 100.0 0.0 100.0  
## Total 1133 100.0 100.0 100.0 100.0

# Altruistic values  
tab1(values\_df$altruistic, sort.group = "descending", cum.percent = TRUE, missing = FALSE, horiz = TRUE)
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## values\_df$altruistic :   
## Frequency %(NA+) cum.%(NA+) %(NA-) cum.%(NA-)  
## 1 2 0.2 0.2 0.2 0.2  
## 1.75 2 0.2 0.4 0.2 0.4  
## 2 1 0.1 0.4 0.1 0.4  
## 2.75 1 0.1 0.5 0.1 0.5  
## 3 3 0.3 0.8 0.3 0.8  
## 3.25 2 0.2 1.0 0.2 1.0  
## 3.5 2 0.2 1.1 0.2 1.2  
## 3.75 3 0.3 1.4 0.3 1.4  
## 4 15 1.3 2.7 1.3 2.8  
## 4.25 10 0.9 3.6 0.9 3.7  
## 4.5 11 1.0 4.6 1.0 4.6  
## 4.75 15 1.3 5.9 1.3 6.0  
## 5 25 2.2 8.1 2.2 8.2  
## 5.25 42 3.7 11.8 3.8 12.0  
## 5.5 61 5.4 17.2 5.4 17.4  
## 5.66666666666667 1 0.1 17.3 0.1 17.5  
## 5.75 92 8.1 25.4 8.2 25.7  
## 6 127 11.2 36.6 11.3 37.1  
## 6.25 133 11.7 48.4 11.9 48.9  
## 6.33333333333333 1 0.1 48.5 0.1 49.0  
## 6.5 154 13.6 62.0 13.8 62.8  
## 6.66666666666667 1 0.1 62.1 0.1 62.9  
## 6.75 187 16.5 78.6 16.7 79.6  
## 7 229 20.2 98.9 20.4 100.0  
## NaN 13 1.1 100.0 0.0 100.0  
## Total 1133 100.0 100.0 100.0 100.0

# Egoistic values  
tab1(values\_df$egoistic, sort.group = "descending", cum.percent = TRUE, missing = FALSE, horiz = TRUE)
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## values\_df$egoistic :   
## Frequency %(NA+) cum.%(NA+) %(NA-) cum.%(NA-)  
## 1.6 1 0.1 0.1 0.1 0.1  
## 1.8 1 0.1 0.2 0.1 0.2  
## 2 2 0.2 0.4 0.2 0.4  
## 2.2 3 0.3 0.6 0.3 0.6  
## 2.4 4 0.4 1.0 0.4 1.0  
## 2.6 7 0.6 1.6 0.6 1.6  
## 2.8 7 0.6 2.2 0.6 2.2  
## 3 11 1.0 3.2 1.0 3.2  
## 3.2 14 1.2 4.4 1.3 4.5  
## 3.4 18 1.6 6.0 1.6 6.1  
## 3.6 20 1.8 7.8 1.8 7.9  
## 3.75 1 0.1 7.9 0.1 8.0  
## 3.8 34 3.0 10.9 3.0 11.0  
## 4 61 5.4 16.2 5.5 16.4  
## 4.2 51 4.5 20.7 4.6 21.0  
## 4.4 73 6.4 27.2 6.5 27.5  
## 4.6 80 7.1 34.2 7.1 34.7  
## 4.8 97 8.6 42.8 8.7 43.3  
## 5 92 8.1 50.9 8.2 51.6  
## 5.2 113 10.0 60.9 10.1 61.7  
## 5.25 2 0.2 61.1 0.2 61.8  
## 5.4 87 7.7 68.8 7.8 69.6  
## 5.6 87 7.7 76.4 7.8 77.4  
## 5.75 2 0.2 76.6 0.2 77.6  
## 5.8 79 7.0 83.6 7.1 84.6  
## 6 61 5.4 89.0 5.5 90.1  
## 6.2 43 3.8 92.8 3.8 93.9  
## 6.25 1 0.1 92.9 0.1 94.0  
## 6.4 20 1.8 94.6 1.8 95.8  
## 6.6 18 1.6 96.2 1.6 97.4  
## 6.8 10 0.9 97.1 0.9 98.3  
## 7 19 1.7 98.8 1.7 100.0  
## NaN 14 1.2 100.0 0.0 100.0  
## Total 1133 100.0 100.0 100.0 100.0

# Hedonic values  
tab1(values\_df$hedonic, sort.group = "descending", cum.percent = TRUE, missing = FALSE, horiz = TRUE)
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## values\_df$hedonic :   
## Frequency %(NA+) cum.%(NA+) %(NA-) cum.%(NA-)  
## 1 1 0.1 0.1 0.1 0.1  
## 1.66666666666667 1 0.1 0.2 0.1 0.2  
## 2 1 0.1 0.3 0.1 0.3  
## 2.33333333333333 1 0.1 0.4 0.1 0.4  
## 3 3 0.3 0.6 0.3 0.6  
## 3.33333333333333 2 0.2 0.8 0.2 0.8  
## 3.5 1 0.1 0.9 0.1 0.9  
## 3.66666666666667 7 0.6 1.5 0.6 1.5  
## 4 20 1.8 3.3 1.8 3.3  
## 4.33333333333333 17 1.5 4.8 1.5 4.8  
## 4.66666666666667 23 2.0 6.8 2.1 6.9  
## 5 61 5.4 12.2 5.4 12.3  
## 5.33333333333333 83 7.3 19.5 7.4 19.7  
## 5.5 3 0.3 19.8 0.3 20.0  
## 5.66666666666667 107 9.4 29.2 9.6 29.6  
## 6 219 19.3 48.5 19.6 49.1  
## 6.33333333333333 210 18.5 67.1 18.8 67.9  
## 6.66666666666667 200 17.7 84.7 17.9 85.7  
## 7 160 14.1 98.9 14.3 100.0  
## NaN 13 1.1 100.0 0.0 100.0  
## Total 1133 100.0 100.0 100.0 100.0

## Socially Desirable Responding

### Reverse-code

data\_R <- data\_R %>%  
 mutate(across(c(socially\_desirable\_1,  
 socially\_desirable\_3,  
 socially\_desirable\_5,  
 socially\_desirable\_8,  
 socially\_desirable\_9,  
 socially\_desirable\_11,  
 socially\_desirable\_12,  
 socially\_desirable\_13), ~8 - .)) # replace '#' with the max possible value plus 1 for any particular scale

### Average items

data\_R$self\_deceptive\_sdr <- data\_R %>%  
 dplyr::select(socially\_desirable\_1:socially\_desirable\_8) %>%  
 rowMeans(na.rm = TRUE)  
   
data\_R$impress\_manag\_sdr <- data\_R %>%  
 dplyr::select(socially\_desirable\_9:socially\_desirable\_16) %>%  
 rowMeans(na.rm = TRUE)

### Visually inspect

data\_R %>%  
 dplyr::select(self\_deceptive\_sdr, impress\_manag\_sdr) %>%  
 hist()
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## Consumer Intentions

### Reverse-code

Higher scores mean better consumer intentions (intentions to *reduce* future consumption):

data\_R <- data\_R %>%  
 mutate(across(c(consumer\_intentions\_2,  
 consumer\_intentions\_4,  
 consumer\_intentions\_7,  
 consumer\_intentions\_9), ~8 - .)) # replace '#' with the max possible value plus 1 for any particular scale

### Average items

data\_R$consumer\_intentions <- data\_R %>%  
 dplyr::select(consumer\_intentions\_1:consumer\_intentions\_9) %>%  
 rowMeans(na.rm = TRUE)

### Visually inspect

data\_R %>%  
 dplyr::select(consumer\_intentions) %>%  
 hist()
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# Contrast Coding

Subset variables

Contrast Coding using ifelse() approach:

# Framing  
data\_R\_alt$FramingCode1 <- ifelse(data\_R\_alt$framing\_condition == "control\_framing", -1/2, ifelse(data\_R\_alt$framing\_condition == "self\_enh\_framing", 1/2, 0))  
  
data\_R\_alt$FramingCode2 <- ifelse(data\_R\_alt$framing\_condition == "pro\_env\_framing", 2/3, -1/3)  
  
  
# Norm  
data\_R\_alt$NormCode1 <- ifelse(data\_R\_alt$norm\_condition == "moral\_norm", 4, -1)  
  
data\_R\_alt$NormCode2 <- ifelse(data\_R\_alt$norm\_condition == "social\_norm", 3, ifelse(data\_R\_alt$norm\_condition == "moral\_norm", 0, -1))  
  
data\_R\_alt$NormCode3 <- ifelse(data\_R\_alt$norm\_condition == "convention\_norm", 2, ifelse(data\_R\_alt$norm\_condition == "moral\_norm", 0, ifelse(data\_R\_alt$norm\_condition == "social\_norm", 0, -1)))  
data\_R\_alt$NormCode4 <- ifelse(data\_R\_alt$norm\_condition == "descriptive\_norm", 1, ifelse(data\_R\_alt$norm\_condition == "control\_norm", -1, 0))  
  
  
## Adding contrast codes to Framing & Norm Condition  
# Framing  
FrameCode1 <- c(-1/2, 0, 1/2) # control vs self-enhancing  
FrameCode2 <- c(-1/3, 2/3, -1/3) # arbitrary code  
  
contrasts(data\_R\_alt$framing\_condition) <- cbind(FrameCode1, FrameCode2)  
contrasts(data\_R\_alt$framing\_condition)

## FrameCode1 FrameCode2  
## control\_framing -0.5 -0.3333333  
## pro\_env\_framing 0.0 0.6666667  
## self\_enh\_framing 0.5 -0.3333333

# Norm  
contrasts(data\_R\_alt$norm\_condition) <- contr.helmert(5)  
contrasts(data\_R\_alt$norm\_condition) # control vs DN

## [,1] [,2] [,3] [,4]  
## control\_norm -1 -1 -1 -1  
## descriptive\_norm 1 -1 -1 -1  
## convention\_norm 0 2 -1 -1  
## social\_norm 0 0 3 -1  
## moral\_norm 0 0 0 4

# Gender  
levels(data\_R\_alt$Gender) <- c("Woman", "Man", "Non-binary", "I prefer not to identify", "Other")  
  
data\_R\_alt$Gender[data\_R\_alt$Gender == "Non-binary"] <- NA  
data\_R\_alt$Gender[data\_R\_alt$Gender == "I prefer not to identify"] <- NA  
data\_R\_alt$Gender[data\_R\_alt$Gender == "Other"] <- NA  
  
data\_R\_alt$Gender <- droplevels(data\_R\_alt$Gender)  
  
  
contrasts(data\_R\_alt$Gender) <- c(1, 0)  
levels(data\_R\_alt$Gender)

## [1] "Woman" "Man"

# Multiple Imputation

## Examine Missingness

data\_R\_alt %>%  
 dplyr::select(framing\_condition, norm\_condition, hedonic, egoistic, altruistic, biospheric, ingroup\_identification, self\_deceptive\_sdr, impress\_manag\_sdr, consumer\_intentions, consumer\_behaviors, Age, Gender, clothing\_interest) %>%  
 vis\_miss()

![](data:image/png;base64,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)

n\_missing <- data\_R\_alt %>%  
 dplyr::select(framing\_condition, norm\_condition, hedonic, egoistic, altruistic, biospheric, ingroup\_identification, self\_deceptive\_sdr, impress\_manag\_sdr, consumer\_intentions, consumer\_behaviors, Age, Gender, clothing\_interest) %>%  
 lapply(function(x) sum(is.na(x)))  
  
n\_missing

## $framing\_condition  
## [1] 0  
##   
## $norm\_condition  
## [1] 0  
##   
## $hedonic  
## [1] 13  
##   
## $egoistic  
## [1] 14  
##   
## $altruistic  
## [1] 13  
##   
## $biospheric  
## [1] 14  
##   
## $ingroup\_identification  
## [1] 0  
##   
## $self\_deceptive\_sdr  
## [1] 15  
##   
## $impress\_manag\_sdr  
## [1] 14  
##   
## $consumer\_intentions  
## [1] 0  
##   
## $consumer\_behaviors  
## [1] 18  
##   
## $Age  
## [1] 103  
##   
## $Gender  
## [1] 41  
##   
## $clothing\_interest  
## [1] 0

# percent missing  
lapply(n\_missing, function(x) (x/nrow(data\_R\_alt))\*100)

## $framing\_condition  
## [1] 0  
##   
## $norm\_condition  
## [1] 0  
##   
## $hedonic  
## [1] 1.147396  
##   
## $egoistic  
## [1] 1.235658  
##   
## $altruistic  
## [1] 1.147396  
##   
## $biospheric  
## [1] 1.235658  
##   
## $ingroup\_identification  
## [1] 0  
##   
## $self\_deceptive\_sdr  
## [1] 1.323919  
##   
## $impress\_manag\_sdr  
## [1] 1.235658  
##   
## $consumer\_intentions  
## [1] 0  
##   
## $consumer\_behaviors  
## [1] 1.588703  
##   
## $Age  
## [1] 9.090909  
##   
## $Gender  
## [1] 3.618711  
##   
## $clothing\_interest  
## [1] 0

Variables with NO missing data:

* ingroup\_identification
* clothing\_interest
* consumer\_intentions
* framing\_condition
* norm\_condition

## Adding interaction terms

## Imputation model

set.seed(114950518)

* check out mice.impute.smcfcs

## [1] "Outcome variable(s): consumer\_intentions"  
## [1] "Passive variables: framing1Xbiospheric,framing2Xbiospheric,norm1Xbiospheric,norm2Xbiospheric,norm3Xbiospheric,norm4Xbiospheric,framing1Xnorm1Xbiospheric,framing1Xnorm2Xbiospheric,framing1Xnorm3Xbiospheric,framing1Xnorm4Xbiospheric,framing2Xnorm1Xbiospheric,framing2Xnorm2Xbiospheric,framing2Xnorm3Xbiospheric,framing2Xnorm4Xbiospheric,framing1Xaltruistic,framing2Xaltruistic,norm1Xaltruistic,norm2Xaltruistic,norm3Xaltruistic,norm4Xaltruistic,framing1Xnorm1Xaltruistic,framing1Xnorm2Xaltruistic,framing1Xnorm3Xaltruistic,framing1Xnorm4Xaltruistic,framing2Xnorm1Xaltruistic,framing2Xnorm2Xaltruistic,framing2Xnorm3Xaltruistic,framing2Xnorm4Xaltruistic,framing1Xegoistic,framing2Xegoistic,norm1Xegoistic,norm2Xegoistic,norm3Xegoistic,norm4Xegoistic,framing1Xnorm1Xegoistic,framing1Xnorm2Xegoistic,framing1Xnorm3Xegoistic,framing1Xnorm4Xegoistic,framing2Xnorm1Xegoistic,framing2Xnorm2Xegoistic,framing2Xnorm3Xegoistic,framing2Xnorm4Xegoistic,framing1Xhedonic,framing2Xhedonic,norm1Xhedonic,norm2Xhedonic,norm3Xhedonic,norm4Xhedonic,framing1Xnorm1Xhedonic,framing1Xnorm2Xhedonic,framing1Xnorm3Xhedonic,framing1Xnorm4Xhedonic,framing2Xnorm1Xhedonic,framing2Xnorm2Xhedonic,framing2Xnorm3Xhedonic,framing2Xnorm4Xhedonic"  
## [1] "Partially obs. variables: hedonic,egoistic,altruistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,consumer\_behaviors,Gender"  
## [1] "Fully obs. substantive model variables: ingroup\_identification,clothing\_interest,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup"  
## [1] "Imputation 1"  
## [1] "Imputing: hedonic using egoistic,altruistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,consumer\_behaviors,Gender,ingroup\_identification,clothing\_interest,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: egoistic using hedonic,altruistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,consumer\_behaviors,Gender,ingroup\_identification,clothing\_interest,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: altruistic using hedonic,egoistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,consumer\_behaviors,Gender,ingroup\_identification,clothing\_interest,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: biospheric using hedonic,egoistic,altruistic,Age,self\_deceptive\_sdr,impress\_manag\_sdr,consumer\_behaviors,Gender,ingroup\_identification,clothing\_interest,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: Age using hedonic,egoistic,altruistic,biospheric,self\_deceptive\_sdr,impress\_manag\_sdr,consumer\_behaviors,Gender,ingroup\_identification,clothing\_interest,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: self\_deceptive\_sdr using hedonic,egoistic,altruistic,biospheric,Age,impress\_manag\_sdr,consumer\_behaviors,Gender,ingroup\_identification,clothing\_interest,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: impress\_manag\_sdr using hedonic,egoistic,altruistic,biospheric,Age,self\_deceptive\_sdr,consumer\_behaviors,Gender,ingroup\_identification,clothing\_interest,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: consumer\_behaviors using hedonic,egoistic,altruistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,Gender,ingroup\_identification,clothing\_interest,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: Gender using hedonic,egoistic,altruistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,consumer\_behaviors,ingroup\_identification,clothing\_interest,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputation 2"  
## [1] "Imputation 3"  
## [1] "Imputation 4"  
## [1] "Imputation 5"

Storing imputed data sets

Restrict range of values on imputed variables

# bio values  
impobject$imputations[[1]]$biospheric <- ifelse(impobject$imputations[[1]]$biospheric > 7, 7, impobject$imputations[[1]]$biospheric)  
  
impobject$imputations[[2]]$biospheric <- ifelse(impobject$imputations[[2]]$biospheric > 7, 7, impobject$imputations[[2]]$biospheric)  
  
impobject$imputations[[3]]$biospheric <- ifelse(impobject$imputations[[3]]$biospheric > 7, 7, impobject$imputations[[3]]$biospheric)  
  
impobject$imputations[[4]]$biospheric <- ifelse(impobject$imputations[[4]]$biospheric > 7, 7, impobject$imputations[[4]]$biospheric)  
  
impobject$imputations[[5]]$biospheric <- ifelse(impobject$imputations[[5]]$biospheric > 7, 7, impobject$imputations[[5]]$biospheric)  
  
  
# alt values  
impobject$imputations[[1]]$altruistic <- ifelse(impobject$imputations[[1]]$altruistic > 7, 7, impobject$imputations[[1]]$altruistic)  
  
impobject$imputations[[2]]$altruistic <- ifelse(impobject$imputations[[2]]$altruistic > 7, 7, impobject$imputations[[2]]$altruistic)  
  
impobject$imputations[[3]]$altruistic <- ifelse(impobject$imputations[[3]]$altruistic > 7, 7, impobject$imputations[[3]]$altruistic)  
  
impobject$imputations[[4]]$altruistic <- ifelse(impobject$imputations[[4]]$altruistic > 7, 7, impobject$imputations[[4]]$altruistic)  
  
impobject$imputations[[5]]$altruistic <- ifelse(impobject$imputations[[5]]$altruistic > 7, 7, impobject$imputations[[5]]$altruistic)  
  
  
# ego values  
impobject$imputations[[1]]$egoistic <- ifelse(impobject$imputations[[1]]$egoistic > 7, 7, impobject$imputations[[1]]$egoistic)  
  
impobject$imputations[[2]]$egoistic <- ifelse(impobject$imputations[[2]]$egoistic > 7, 7, impobject$imputations[[2]]$egoistic)  
  
impobject$imputations[[3]]$egoistic <- ifelse(impobject$imputations[[3]]$egoistic > 7, 7, impobject$imputations[[3]]$egoistic)  
  
impobject$imputations[[4]]$egoistic <- ifelse(impobject$imputations[[4]]$egoistic > 7, 7, impobject$imputations[[4]]$egoistic)  
  
impobject$imputations[[5]]$egoistic <- ifelse(impobject$imputations[[5]]$egoistic > 7, 7, impobject$imputations[[5]]$egoistic)  
  
  
# hed values  
impobject$imputations[[1]]$hedonic <- ifelse(impobject$imputations[[1]]$hedonic > 7, 7, impobject$imputations[[1]]$hedonic)  
  
impobject$imputations[[2]]$hedonic <- ifelse(impobject$imputations[[2]]$hedonic > 7, 7, impobject$imputations[[2]]$hedonic)  
  
impobject$imputations[[3]]$hedonic <- ifelse(impobject$imputations[[3]]$hedonic > 7, 7, impobject$imputations[[3]]$hedonic)  
  
impobject$imputations[[4]]$hedonic <- ifelse(impobject$imputations[[4]]$hedonic > 7, 7, impobject$imputations[[4]]$hedonic)  
  
impobject$imputations[[5]]$hedonic <- ifelse(impobject$imputations[[5]]$hedonic > 7, 7, impobject$imputations[[5]]$hedonic)  
  
  
# self-deceptive enhancement  
with(impobject, describe(self\_deceptive\_sdr))

## [[1]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 3.72 0.85 3.75 3.71 0.74 1 6.62 5.62 0.14 0.14 0.03  
##   
## [[2]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 3.72 0.86 3.75 3.71 0.74 1 6.62 5.62 0.15 0.13 0.03  
##   
## [[3]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 3.72 0.85 3.75 3.71 0.74 1 6.62 5.62 0.16 0.18 0.03  
##   
## [[4]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 3.72 0.85 3.75 3.71 0.74 0.89 6.62 5.73 0.11 0.19 0.03  
##   
## [[5]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 3.72 0.86 3.75 3.71 0.74 1 6.62 5.62 0.15 0.15 0.03  
##   
## attr(,"call")  
## with(impobject, describe(self\_deceptive\_sdr))

impobject$imputations[[4]]$self\_deceptive\_sdr <- ifelse(impobject$imputations[[4]]$self\_deceptive\_sdr < 1, 1, impobject$imputations[[4]]$self\_deceptive\_sdr)  
  
  
# impr manag  
with(impobject, describe(impress\_manag\_sdr))

## [[1]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 4.01 0.85 4 3.99 0.74 1.5 7 5.5 0.26 0.15 0.03  
##   
## [[2]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 4.01 0.85 4 3.98 0.74 1.5 7 5.5 0.26 0.16 0.03  
##   
## [[3]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 4.01 0.85 4 3.99 0.74 1.5 7 5.5 0.25 0.15 0.03  
##   
## [[4]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 4 0.85 4 3.98 0.74 1.5 7 5.5 0.24 0.15 0.03  
##   
## [[5]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 4 0.85 4 3.98 0.74 1.5 7 5.5 0.26 0.17 0.03  
##   
## attr(,"call")  
## with(impobject, describe(impress\_manag\_sdr))

# Age  
describe(data\_R\_alt$Age)

## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1030 19.87 1.95 19 19.67 1.48 18 50 32 4.91 59.29 0.06

with(impobject, describe(Age))

## [[1]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 19.88 1.95 19.18 19.69 1.76 15.42 50 34.58 4.51 54.36 0.06  
##   
## [[2]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 19.85 1.96 19 19.67 1.48 14.79 50 35.21 4.39 53.26 0.06  
##   
## [[3]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 19.88 1.96 19.29 19.69 1.92 15.83 50 34.17 4.42 52.66 0.06  
##   
## [[4]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 19.87 1.95 19 19.68 1.48 15.63 50 34.37 4.51 54.13 0.06  
##   
## [[5]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 19.87 1.95 19.14 19.69 1.69 14.17 50 35.83 4.48 54.54 0.06  
##   
## attr(,"call")  
## with(impobject, describe(Age))

impobject$imputations[[1]]$Age <- ifelse(impobject$imputations[[1]]$Age < 18, 18, impobject$imputations[[1]]$Age)  
  
impobject$imputations[[2]]$Age <- ifelse(impobject$imputations[[2]]$Age < 18, 18, impobject$imputations[[2]]$Age)  
  
impobject$imputations[[3]]$Age <- ifelse(impobject$imputations[[3]]$Age < 18, 18, impobject$imputations[[3]]$Age)  
  
impobject$imputations[[4]]$Age <- ifelse(impobject$imputations[[4]]$Age < 18, 18, impobject$imputations[[4]]$Age)  
  
impobject$imputations[[5]]$Age <- ifelse(impobject$imputations[[5]]$Age < 18, 18, impobject$imputations[[5]]$Age)

## Centering continuous predictors

Convert scmfcs object to a mids object (to make the object compatible with mice, and thus, emmeans):

mids\_obj <- datlist2mids(impobject)

Complete data set:

# Regression Analysis (DV = Consumer Intentions)

## Running Model

Averaging scores across imputations

complete\_data\_subset <- complete\_data %>%  
 dplyr::select(.imp, .id, consumer\_intentions, consumer\_behaviors, Gender, framing\_condition, norm\_condition, biospheric\_center, altruistic\_center, egoistic\_center, hedonic\_center, ingroup\_center, Age\_center, clothing\_center, self\_dec\_center, impress\_manag\_center)  
  
average\_df <- complete\_data\_subset %>%   
 group\_by(.id) %>%  
 transmute(.imp = .imp,   
 consumer\_behaviors = consumer\_behaviors,   
 Gender = Gender,  
 framing\_condition = framing\_condition,  
 norm\_condition = norm\_condition,  
 biospheric\_center = mean(biospheric\_center),  
 altruistic\_center = mean(altruistic\_center),  
 egoistic\_center = mean(egoistic\_center),  
 hedonic\_center = mean(hedonic\_center),  
 ingroup\_center = mean(ingroup\_center),  
 Age\_center = mean(Age\_center),  
 clothing\_center = mean(clothing\_center),  
 self\_dec\_center = mean(self\_dec\_center),  
 impress\_manag\_center = mean(impress\_manag\_center),  
 consumer\_intentions = mean(consumer\_intentions))  
  
  
average\_df <- average\_df %>%  
 filter(.imp == 1)

# Simple effects

Averaging scores across imputations

complete\_data\_subset <- complete\_data %>%  
 dplyr::select(.imp, .id, consumer\_intentions, consumer\_behaviors, Gender, framing\_condition, norm\_condition, biospheric\_center, altruistic\_center, egoistic\_center, hedonic\_center, ingroup\_center, Age\_center, clothing\_center, self\_dec\_center, impress\_manag\_center)  
  
average\_df <- complete\_data\_subset %>%   
 group\_by(.id) %>%  
 transmute(.imp = .imp,   
 consumer\_behaviors = consumer\_behaviors,   
 Gender = Gender,  
 framing\_condition = framing\_condition,  
 norm\_condition = norm\_condition,  
 biospheric\_center = mean(biospheric\_center),  
 altruistic\_center = mean(altruistic\_center),  
 egoistic\_center = mean(egoistic\_center),  
 hedonic\_center = mean(hedonic\_center),  
 ingroup\_center = mean(ingroup\_center),  
 Age\_center = mean(Age\_center),  
 clothing\_center = mean(clothing\_center),  
 self\_dec\_center = mean(self\_dec\_center),  
 impress\_manag\_center = mean(impress\_manag\_center),  
 consumer\_intentions = mean(consumer\_intentions))  
  
  
average\_df <- average\_df %>%  
 filter(.imp == 1)

Labels to use with facet\_wrap

norm\_labs <- c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")  
names(norm\_labs) <- c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm")  
  
frame\_labs <- c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")  
names(frame\_labs) <- c("control\_framing","pro\_env\_framing","self\_enh\_framing")

Text Settings

text\_settings <- theme(text = element\_text(size = 20)) +  
 theme(plot.title = element\_text(size = 20, face = 'bold')) +  
 theme(axis.title.x = element\_text(face = 'bold')) +  
 theme(axis.title.y = element\_text(face = 'bold')) +  
 theme(axis.text.x = element\_text(size = 20)) +  
 theme(axis.text.y = element\_text(size = 20)) +  
 theme(axis.ticks = element\_blank())

## Estimated Marginal Means

cell\_emmeans <- emmeans(mod\_mice, ~ norm\_condition\*framing\_condition)  
cell\_emmeans %>%  
 knitr::kable(digits = c(NA,NA,2,2,2,2,3))

| norm\_condition | framing\_condition | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm | control\_framing | 4.45 | 0.12 | 1038 | 4.21 | 4.692 |
| descriptive\_norm | control\_framing | 4.29 | 0.13 | 1038 | 4.03 | 4.553 |
| convention\_norm | control\_framing | 4.50 | 0.14 | 1038 | 4.23 | 4.769 |
| social\_norm | control\_framing | 4.16 | 0.12 | 1038 | 3.93 | 4.388 |
| moral\_norm | control\_framing | 4.23 | 0.14 | 1038 | 3.95 | 4.512 |
| control\_norm | pro\_env\_framing | 4.61 | 0.13 | 1038 | 4.36 | 4.863 |
| descriptive\_norm | pro\_env\_framing | 4.44 | 0.13 | 1038 | 4.19 | 4.693 |
| convention\_norm | pro\_env\_framing | 4.54 | 0.12 | 1038 | 4.30 | 4.770 |
| social\_norm | pro\_env\_framing | 4.42 | 0.13 | 1038 | 4.16 | 4.687 |
| moral\_norm | pro\_env\_framing | 4.38 | 0.12 | 1038 | 4.14 | 4.614 |
| control\_norm | self\_enh\_framing | 4.24 | 0.13 | 1038 | 3.99 | 4.485 |
| descriptive\_norm | self\_enh\_framing | 4.47 | 0.12 | 1038 | 4.24 | 4.713 |
| convention\_norm | self\_enh\_framing | 4.47 | 0.13 | 1038 | 4.21 | 4.724 |
| social\_norm | self\_enh\_framing | 4.24 | 0.14 | 1038 | 3.98 | 4.513 |
| moral\_norm | self\_enh\_framing | 4.38 | 0.13 | 1038 | 4.12 | 4.629 |

frame\_emmeans <- emmeans(mod\_mice, ~ framing\_condition)  
frame\_emmeans %>%  
 knitr::kable(digits = 2)

| framing\_condition | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_framing | 4.33 | 0.06 | 1038 | 4.21 | 4.44 |
| pro\_env\_framing | 4.48 | 0.06 | 1038 | 4.37 | 4.59 |
| self\_enh\_framing | 4.36 | 0.06 | 1038 | 4.25 | 4.47 |

norm\_emmeans <- emmeans(mod\_mice, ~ norm\_condition)  
norm\_emmeans %>%  
 knitr::kable(digits = 2)

| norm\_condition | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_norm | 4.43 | 0.07 | 1038 | 4.29 | 4.58 |
| descriptive\_norm | 4.40 | 0.07 | 1038 | 4.26 | 4.55 |
| convention\_norm | 4.50 | 0.07 | 1038 | 4.36 | 4.65 |
| social\_norm | 4.28 | 0.08 | 1038 | 4.13 | 4.42 |
| moral\_norm | 4.33 | 0.08 | 1038 | 4.18 | 4.48 |

## Simples Slopes for Values & Ingroup Id across Norm and Framing Conditions

# Biospheric slopes  
bio\_slopes <- emtrends(mod\_mice, ~norm\_condition\*framing\_condition, var = "biospheric\_center")  
  
bio\_slopes %>%  
 knitr::kable(digits = 2)

| norm\_condition | framing\_condition | biospheric\_center.trend | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm | control\_framing | 0.57 | 0.16 | 1038 | 0.26 | 0.88 |
| descriptive\_norm | control\_framing | 0.47 | 0.19 | 1038 | 0.08 | 0.85 |
| convention\_norm | control\_framing | 0.83 | 0.19 | 1038 | 0.46 | 1.20 |
| social\_norm | control\_framing | 0.04 | 0.16 | 1038 | -0.28 | 0.36 |
| moral\_norm | control\_framing | -0.08 | 0.24 | 1038 | -0.55 | 0.39 |
| control\_norm | pro\_env\_framing | 0.27 | 0.16 | 1038 | -0.04 | 0.58 |
| descriptive\_norm | pro\_env\_framing | 0.18 | 0.16 | 1038 | -0.14 | 0.49 |
| convention\_norm | pro\_env\_framing | 0.68 | 0.16 | 1038 | 0.36 | 1.00 |
| social\_norm | pro\_env\_framing | 0.35 | 0.14 | 1038 | 0.07 | 0.64 |
| moral\_norm | pro\_env\_framing | 0.54 | 0.15 | 1038 | 0.25 | 0.83 |
| control\_norm | self\_enh\_framing | 0.50 | 0.19 | 1038 | 0.13 | 0.87 |
| descriptive\_norm | self\_enh\_framing | 0.28 | 0.18 | 1038 | -0.08 | 0.63 |
| convention\_norm | self\_enh\_framing | 0.32 | 0.18 | 1038 | -0.04 | 0.68 |
| social\_norm | self\_enh\_framing | 0.38 | 0.21 | 1038 | -0.03 | 0.78 |
| moral\_norm | self\_enh\_framing | 0.11 | 0.20 | 1038 | -0.29 | 0.51 |

# Altruistic values  
alt\_slopes <- emtrends(mod\_mice, ~norm\_condition\*framing\_condition, var = "altruistic\_center")  
  
alt\_slopes %>%  
 knitr::kable(digits = 2)

| norm\_condition | framing\_condition | altruistic\_center.trend | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm | control\_framing | 0.18 | 0.20 | 1038 | -0.21 | 0.56 |
| descriptive\_norm | control\_framing | -0.13 | 0.24 | 1038 | -0.61 | 0.35 |
| convention\_norm | control\_framing | -0.40 | 0.23 | 1038 | -0.85 | 0.06 |
| social\_norm | control\_framing | 0.41 | 0.24 | 1038 | -0.05 | 0.87 |
| moral\_norm | control\_framing | 0.50 | 0.27 | 1038 | -0.02 | 1.03 |
| control\_norm | pro\_env\_framing | -0.01 | 0.25 | 1038 | -0.49 | 0.47 |
| descriptive\_norm | pro\_env\_framing | 0.02 | 0.23 | 1038 | -0.42 | 0.47 |
| convention\_norm | pro\_env\_framing | -0.04 | 0.21 | 1038 | -0.45 | 0.38 |
| social\_norm | pro\_env\_framing | -0.06 | 0.23 | 1038 | -0.51 | 0.39 |
| moral\_norm | pro\_env\_framing | 0.03 | 0.19 | 1038 | -0.33 | 0.40 |
| control\_norm | self\_enh\_framing | 0.20 | 0.34 | 1038 | -0.47 | 0.88 |
| descriptive\_norm | self\_enh\_framing | -0.28 | 0.21 | 1038 | -0.71 | 0.14 |
| convention\_norm | self\_enh\_framing | 0.28 | 0.24 | 1038 | -0.20 | 0.76 |
| social\_norm | self\_enh\_framing | -0.04 | 0.30 | 1038 | -0.62 | 0.54 |
| moral\_norm | self\_enh\_framing | 0.50 | 0.21 | 1038 | 0.09 | 0.91 |

# Egoistic values  
ego\_slopes <- emtrends(mod\_mice, ~norm\_condition\*framing\_condition, var = "egoistic\_center")  
  
ego\_slopes %>%  
 knitr::kable(digits = 2)

| norm\_condition | framing\_condition | egoistic\_center.trend | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm | control\_framing | -0.24 | 0.15 | 1038 | -0.53 | 0.05 |
| descriptive\_norm | control\_framing | -0.28 | 0.18 | 1038 | -0.62 | 0.07 |
| convention\_norm | control\_framing | -0.44 | 0.15 | 1038 | -0.73 | -0.16 |
| social\_norm | control\_framing | -0.45 | 0.14 | 1038 | -0.73 | -0.17 |
| moral\_norm | control\_framing | -0.06 | 0.19 | 1038 | -0.44 | 0.31 |
| control\_norm | pro\_env\_framing | -0.52 | 0.14 | 1038 | -0.79 | -0.24 |
| descriptive\_norm | pro\_env\_framing | -0.24 | 0.16 | 1038 | -0.56 | 0.07 |
| convention\_norm | pro\_env\_framing | -0.11 | 0.16 | 1038 | -0.42 | 0.21 |
| social\_norm | pro\_env\_framing | -0.15 | 0.16 | 1038 | -0.46 | 0.16 |
| moral\_norm | pro\_env\_framing | -0.31 | 0.15 | 1038 | -0.60 | -0.02 |
| control\_norm | self\_enh\_framing | -0.33 | 0.17 | 1038 | -0.67 | 0.01 |
| descriptive\_norm | self\_enh\_framing | -0.27 | 0.21 | 1038 | -0.67 | 0.14 |
| convention\_norm | self\_enh\_framing | -0.54 | 0.13 | 1038 | -0.80 | -0.27 |
| social\_norm | self\_enh\_framing | -0.18 | 0.16 | 1038 | -0.50 | 0.14 |
| moral\_norm | self\_enh\_framing | -0.33 | 0.15 | 1038 | -0.62 | -0.05 |

# Hedonic values  
hed\_slopes <- emtrends(mod\_mice, ~norm\_condition\*framing\_condition, var = "hedonic\_center")  
  
hed\_slopes %>%  
 knitr::kable(digits = 2)

| norm\_condition | framing\_condition | hedonic\_center.trend | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm | control\_framing | -0.34 | 0.18 | 1038 | -0.70 | 0.02 |
| descriptive\_norm | control\_framing | -0.14 | 0.22 | 1038 | -0.57 | 0.29 |
| convention\_norm | control\_framing | 0.15 | 0.21 | 1038 | -0.27 | 0.57 |
| social\_norm | control\_framing | -0.05 | 0.19 | 1038 | -0.42 | 0.32 |
| moral\_norm | control\_framing | -0.36 | 0.22 | 1038 | -0.79 | 0.06 |
| control\_norm | pro\_env\_framing | 0.15 | 0.21 | 1038 | -0.27 | 0.57 |
| descriptive\_norm | pro\_env\_framing | -0.12 | 0.22 | 1038 | -0.54 | 0.31 |
| convention\_norm | pro\_env\_framing | 0.20 | 0.20 | 1038 | -0.20 | 0.60 |
| social\_norm | pro\_env\_framing | -0.11 | 0.19 | 1038 | -0.49 | 0.27 |
| moral\_norm | pro\_env\_framing | -0.08 | 0.18 | 1038 | -0.44 | 0.28 |
| control\_norm | self\_enh\_framing | -0.06 | 0.25 | 1038 | -0.56 | 0.44 |
| descriptive\_norm | self\_enh\_framing | 0.12 | 0.24 | 1038 | -0.36 | 0.59 |
| convention\_norm | self\_enh\_framing | 0.02 | 0.17 | 1038 | -0.32 | 0.35 |
| social\_norm | self\_enh\_framing | -0.38 | 0.25 | 1038 | -0.87 | 0.10 |
| moral\_norm | self\_enh\_framing | -0.39 | 0.17 | 1038 | -0.72 | -0.06 |

# Ingroup identification  
ing\_slopes <- emtrends(mod\_mice, ~norm\_condition\*framing\_condition, var = "ingroup\_center")  
  
ing\_slopes %>%  
 knitr::kable(digits = 2)

| norm\_condition | framing\_condition | ingroup\_center.trend | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm | control\_framing | 0.18 | 0.12 | 1038 | -0.05 | 0.41 |
| descriptive\_norm | control\_framing | -0.01 | 0.15 | 1038 | -0.31 | 0.28 |
| convention\_norm | control\_framing | -0.10 | 0.13 | 1038 | -0.36 | 0.16 |
| social\_norm | control\_framing | 0.01 | 0.11 | 1038 | -0.21 | 0.22 |
| moral\_norm | control\_framing | 0.10 | 0.12 | 1038 | -0.13 | 0.33 |
| control\_norm | pro\_env\_framing | -0.01 | 0.13 | 1038 | -0.26 | 0.25 |
| descriptive\_norm | pro\_env\_framing | 0.06 | 0.13 | 1038 | -0.20 | 0.31 |
| convention\_norm | pro\_env\_framing | -0.07 | 0.12 | 1038 | -0.32 | 0.17 |
| social\_norm | pro\_env\_framing | -0.07 | 0.13 | 1038 | -0.33 | 0.19 |
| moral\_norm | pro\_env\_framing | 0.04 | 0.13 | 1038 | -0.22 | 0.29 |
| control\_norm | self\_enh\_framing | -0.05 | 0.13 | 1038 | -0.29 | 0.20 |
| descriptive\_norm | self\_enh\_framing | 0.13 | 0.12 | 1038 | -0.10 | 0.36 |
| convention\_norm | self\_enh\_framing | 0.22 | 0.14 | 1038 | -0.07 | 0.50 |
| social\_norm | self\_enh\_framing | 0.23 | 0.15 | 1038 | -0.06 | 0.51 |
| moral\_norm | self\_enh\_framing | -0.23 | 0.13 | 1038 | -0.49 | 0.03 |

H4: There will be a three-way interaction between values (biospheric, egoistic, altruistic, hedonic), framing condition, & norm condition such that when a pro-environmental or control framing is used, values will moderate the effect of each norm condition, but not when a self-enhancing framing is used.

## Biospheric values

Is the difference between Control Norm and Other Norm different for people low vs high on biospheric values? Does this vary across framing conditions?

### Storing low (-1SD) and high (+1SD) biospheric values

sd\_below <- mean(average\_df$biospheric\_center) - sd(average\_df$biospheric\_center)  
sd\_above <- mean(average\_df$biospheric\_center) + sd(average\_df$biospheric\_center)

### Calculate EM Means at low and high bio

atlist <- list(biospheric\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(mod\_mice, ~ norm\_condition\*biospheric\_center\*framing\_condition, at=atlist)  
  
combinations %>% knitr::kable(digits = 2)

| norm\_condition | biospheric\_center | framing\_condition | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- | --- |
| control\_norm | -0.99 | control\_framing | 3.89 | 0.20 | 1038 | 3.50 | 4.28 |
| descriptive\_norm | -0.99 | control\_framing | 3.83 | 0.23 | 1038 | 3.37 | 4.29 |
| convention\_norm | -0.99 | control\_framing | 3.68 | 0.22 | 1038 | 3.25 | 4.10 |
| social\_norm | -0.99 | control\_framing | 4.12 | 0.20 | 1038 | 3.73 | 4.51 |
| moral\_norm | -0.99 | control\_framing | 4.31 | 0.32 | 1038 | 3.69 | 4.93 |
| control\_norm | 0.99 | control\_framing | 5.01 | 0.20 | 1038 | 4.62 | 5.40 |
| descriptive\_norm | 0.99 | control\_framing | 4.75 | 0.24 | 1038 | 4.29 | 5.22 |
| convention\_norm | 0.99 | control\_framing | 5.32 | 0.24 | 1038 | 4.85 | 5.80 |
| social\_norm | 0.99 | control\_framing | 4.20 | 0.20 | 1038 | 3.80 | 4.60 |
| moral\_norm | 0.99 | control\_framing | 4.15 | 0.23 | 1038 | 3.70 | 4.60 |
| control\_norm | -0.99 | pro\_env\_framing | 4.34 | 0.19 | 1038 | 3.97 | 4.72 |
| descriptive\_norm | -0.99 | pro\_env\_framing | 4.27 | 0.20 | 1038 | 3.88 | 4.66 |
| convention\_norm | -0.99 | pro\_env\_framing | 3.86 | 0.21 | 1038 | 3.46 | 4.26 |
| social\_norm | -0.99 | pro\_env\_framing | 4.07 | 0.18 | 1038 | 3.72 | 4.42 |
| moral\_norm | -0.99 | pro\_env\_framing | 3.85 | 0.19 | 1038 | 3.47 | 4.22 |
| control\_norm | 0.99 | pro\_env\_framing | 4.88 | 0.21 | 1038 | 4.46 | 5.30 |
| descriptive\_norm | 0.99 | pro\_env\_framing | 4.62 | 0.21 | 1038 | 4.21 | 5.02 |
| convention\_norm | 0.99 | pro\_env\_framing | 5.21 | 0.20 | 1038 | 4.83 | 5.60 |
| social\_norm | 0.99 | pro\_env\_framing | 4.77 | 0.21 | 1038 | 4.36 | 5.19 |
| moral\_norm | 0.99 | pro\_env\_framing | 4.91 | 0.19 | 1038 | 4.54 | 5.28 |
| control\_norm | -0.99 | self\_enh\_framing | 3.74 | 0.22 | 1038 | 3.31 | 4.17 |
| descriptive\_norm | -0.99 | self\_enh\_framing | 4.20 | 0.23 | 1038 | 3.75 | 4.64 |
| convention\_norm | -0.99 | self\_enh\_framing | 4.15 | 0.22 | 1038 | 3.72 | 4.58 |
| social\_norm | -0.99 | self\_enh\_framing | 3.87 | 0.24 | 1038 | 3.41 | 4.33 |
| moral\_norm | -0.99 | self\_enh\_framing | 4.26 | 0.26 | 1038 | 3.75 | 4.78 |
| control\_norm | 0.99 | self\_enh\_framing | 4.73 | 0.23 | 1038 | 4.28 | 5.18 |
| descriptive\_norm | 0.99 | self\_enh\_framing | 4.75 | 0.21 | 1038 | 4.34 | 5.16 |
| convention\_norm | 0.99 | self\_enh\_framing | 4.79 | 0.23 | 1038 | 4.34 | 5.23 |
| social\_norm | 0.99 | self\_enh\_framing | 4.62 | 0.26 | 1038 | 4.11 | 5.13 |
| moral\_norm | 0.99 | self\_enh\_framing | 4.49 | 0.21 | 1038 | 4.07 | 4.91 |

### Custom contrasts

cf\_cn\_low\_bio <- c(1, rep(0,29)) # control framing  
cf\_dn\_low\_bio <- c(0,1,rep(0,28))  
cf\_conv\_low\_bio <- c(0,0,1,rep(0,27))  
cf\_sn\_low\_bio <- c(0,0,0,1,rep(0,26))  
cf\_mn\_low\_bio <- c(rep(0,4),1,(rep(0,25)))  
  
cf\_cn\_hi\_bio <- c(rep(0,5),1,(rep(0,24)))   
cf\_dn\_hi\_bio <- c(rep(0,6),1,(rep(0,23)))  
cf\_conv\_hi\_bio <- c(rep(0,7),1,(rep(0,22)))  
cf\_sn\_hi\_bio <- c(rep(0,8),1,(rep(0,21)))  
cf\_mn\_hi\_bio <- c(rep(0,9),1,(rep(0,20)))  
  
  
pf\_cn\_low\_bio <- c(rep(0,10),1,(rep(0,19))) # pro-environmental framing  
pf\_dn\_low\_bio <- c(rep(0,11),1,(rep(0,18)))  
pf\_conv\_low\_bio <- c(rep(0,12),1,(rep(0,17)))  
pf\_sn\_low\_bio <- c(rep(0,13),1,(rep(0,16)))  
pf\_mn\_low\_bio <- c(rep(0,14),1,(rep(0,15)))  
  
pf\_cn\_hi\_bio <- c(rep(0,15),1,(rep(0,14)))   
pf\_dn\_hi\_bio <- c(rep(0,16),1,(rep(0,13)))  
pf\_conv\_hi\_bio <- c(rep(0,17),1,(rep(0,12)))  
pf\_sn\_hi\_bio <- c(rep(0,18),1,(rep(0,11)))  
pf\_mn\_hi\_bio <- c(rep(0,19),1,(rep(0,10)))  
  
  
sf\_cn\_low\_bio <- c(rep(0,20),1,(rep(0,9))) # self-enhancing framing  
sf\_dn\_low\_bio <- c(rep(0,21),1,(rep(0,8)))  
sf\_conv\_low\_bio <- c(rep(0,22),1,(rep(0,7)))  
sf\_sn\_low\_bio <- c(rep(0,23),1,(rep(0,6)))  
sf\_mn\_low\_bio <- c(rep(0,24),1,(rep(0,5)))  
  
sf\_cn\_hi\_bio <- c(rep(0,25),1,(rep(0,4)))   
sf\_dn\_hi\_bio <- c(rep(0,26),1,(rep(0,3)))  
sf\_conv\_hi\_bio <- c(rep(0,27),1,(rep(0,2)))  
sf\_sn\_hi\_bio <- c(rep(0,28),1,(rep(0,1)))  
sf\_mn\_hi\_bio <- c(rep(0,29),1)

Effect of norm for people low vs high on biospheric values across framing conditions

#### Control framing

controlframe\_lowvshi\_bio <- contrast(combinations,   
 method = list("CF/DN/LowBio - CF/CN/LowBio" = cf\_dn\_low\_bio - cf\_cn\_low\_bio,  
 "CF/Conv/LowBio - CF/CN/LowBio" = cf\_conv\_low\_bio - cf\_cn\_low\_bio,  
 "CF/SN/LowBio - CF/CN/LowBio" = cf\_sn\_low\_bio - cf\_cn\_low\_bio,  
 "CF/MN/LowBio - CF/CN/LowBio" = cf\_mn\_low\_bio - cf\_cn\_low\_bio,  
 "CF/DN/HiBio - CF/CN/HiBio" = cf\_dn\_hi\_bio - cf\_cn\_hi\_bio,  
 "CF/Conv/HiBio - CF/CN/HiBio" = cf\_conv\_hi\_bio - cf\_cn\_hi\_bio,  
 "CF/SN/HiBio - CF/CN/HiBio" = cf\_sn\_hi\_bio - cf\_cn\_hi\_bio,  
 "CF/MN/HiBio - CF/CN/HiBio" = cf\_mn\_hi\_bio - cf\_cn\_hi\_bio),   
 adjust = "none")  
  
controlframe\_lowvshi\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowBio - CF/CN/LowBio | -0.06 | 0.31 | 1038 | -0.19 | 0.853 |
| CF/Conv/LowBio - CF/CN/LowBio | -0.21 | 0.29 | 1038 | -0.71 | 0.475 |
| CF/SN/LowBio - CF/CN/LowBio | 0.23 | 0.28 | 1038 | 0.83 | 0.407 |
| CF/MN/LowBio - CF/CN/LowBio | 0.42 | 0.37 | 1038 | 1.13 | 0.258 |
| CF/DN/HiBio - CF/CN/HiBio | -0.26 | 0.31 | 1038 | -0.84 | 0.403 |
| CF/Conv/HiBio - CF/CN/HiBio | 0.31 | 0.31 | 1038 | 0.99 | 0.321 |
| CF/SN/HiBio - CF/CN/HiBio | -0.81 | 0.28 | 1038 | -2.86 | 0.004 |
| CF/MN/HiBio - CF/CN/HiBio | -0.86 | 0.30 | 1038 | -2.83 | 0.005 |

# confidence intervals  
controlframe\_lowvshi\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowBio - CF/CN/LowBio | -0.06 | 0.31 | 1038 | -0.66 | 0.54 |
| CF/Conv/LowBio - CF/CN/LowBio | -0.21 | 0.29 | 1038 | -0.79 | 0.37 |
| CF/SN/LowBio - CF/CN/LowBio | 0.23 | 0.28 | 1038 | -0.32 | 0.78 |
| CF/MN/LowBio - CF/CN/LowBio | 0.42 | 0.37 | 1038 | -0.31 | 1.16 |
| CF/DN/HiBio - CF/CN/HiBio | -0.26 | 0.31 | 1038 | -0.87 | 0.35 |
| CF/Conv/HiBio - CF/CN/HiBio | 0.31 | 0.31 | 1038 | -0.30 | 0.93 |
| CF/SN/HiBio - CF/CN/HiBio | -0.81 | 0.28 | 1038 | -1.37 | -0.25 |
| CF/MN/HiBio - CF/CN/HiBio | -0.86 | 0.30 | 1038 | -1.46 | -0.26 |

# effect sizes  
sigma\_pool <- mean(pool\_obj$glanced$sigma)  
df\_resid\_pool <- mean(pool\_obj$glanced$df.residual)  
  
eff\_size(combinations, method = list("CF/DN/LowBio - CF/CN/LowBio" = cf\_dn\_low\_bio - cf\_cn\_low\_bio,  
 "CF/Conv/LowBio - CF/CN/LowBio" = cf\_conv\_low\_bio - cf\_cn\_low\_bio,  
 "CF/SN/LowBio - CF/CN/LowBio" = cf\_sn\_low\_bio - cf\_cn\_low\_bio,  
 "CF/MN/LowBio - CF/CN/LowBio" = cf\_mn\_low\_bio - cf\_cn\_low\_bio,  
 "CF/DN/HiBio - CF/CN/HiBio" = cf\_dn\_hi\_bio - cf\_cn\_hi\_bio,  
 "CF/Conv/HiBio - CF/CN/HiBio" = cf\_conv\_hi\_bio - cf\_cn\_hi\_bio,  
 "CF/SN/HiBio - CF/CN/HiBio" = cf\_sn\_hi\_bio - cf\_cn\_hi\_bio,  
 "CF/MN/HiBio - CF/CN/HiBio" = cf\_mn\_hi\_bio - cf\_cn\_hi\_bio), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2) # need to fix

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowBio - CF/CN/LowBio | -0.05 | 0.29 | 1038 | -0.61 | 0.51 |
| CF/Conv/LowBio - CF/CN/LowBio | -0.20 | 0.28 | 1038 | -0.74 | 0.34 |
| CF/SN/LowBio - CF/CN/LowBio | 0.22 | 0.26 | 1038 | -0.30 | 0.73 |
| CF/MN/LowBio - CF/CN/LowBio | 0.40 | 0.35 | 1038 | -0.29 | 1.08 |
| CF/DN/HiBio - CF/CN/HiBio | -0.24 | 0.29 | 1038 | -0.81 | 0.33 |
| CF/Conv/HiBio - CF/CN/HiBio | 0.29 | 0.29 | 1038 | -0.29 | 0.87 |
| CF/SN/HiBio - CF/CN/HiBio | -0.76 | 0.27 | 1038 | -1.28 | -0.24 |
| CF/MN/HiBio - CF/CN/HiBio | -0.81 | 0.29 | 1038 | -1.37 | -0.25 |

Pairwise comparisons

Custom contrasts

controlframe\_lowvshi\_bio

## contrast estimate SE df t.ratio p.value  
## CF/DN/LowBio - CF/CN/LowBio -0.0567 0.305 1038 -0.186 0.8527  
## CF/Conv/LowBio - CF/CN/LowBio -0.2105 0.295 1038 -0.714 0.4753  
## CF/SN/LowBio - CF/CN/LowBio 0.2323 0.280 1038 0.829 0.4074  
## CF/MN/LowBio - CF/CN/LowBio 0.4227 0.373 1038 1.133 0.2576  
## CF/DN/HiBio - CF/CN/HiBio -0.2585 0.309 1038 -0.836 0.4033  
## CF/Conv/HiBio - CF/CN/HiBio 0.3118 0.314 1038 0.993 0.3211  
## CF/SN/HiBio - CF/CN/HiBio -0.8111 0.284 1038 -2.859 0.0043  
## CF/MN/HiBio - CF/CN/HiBio -0.8618 0.305 1038 -2.828 0.0048  
##   
## Results are averaged over the levels of: Gender

dn\_vs\_c\_lowbio <- c(1,rep(0,7))  
conv\_vs\_c\_lowbio <- c(0,1,rep(0,6))  
sn\_vs\_c\_lowbio <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_lowbio <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_hibio <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_hibio <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_hibio <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_hibio <- c(rep(0,7),1)

compare\_bio <- contrast(controlframe\_lowvshi\_bio, method = list("Effect of DN (Low - High Bio)" = dn\_vs\_c\_lowbio - dn\_vs\_c\_hibio,   
 "Effect of Conv (Low - High Bio)" = conv\_vs\_c\_lowbio - conv\_vs\_c\_hibio,  
 "Effect of SN (Low - High Bio)" = sn\_vs\_c\_lowbio - sn\_vs\_c\_hibio,  
 "Effect of MN (Low - High Bio)" = mn\_vs\_c\_lowbio - mn\_vs\_c\_hibio), adjust = "none")  
  
compare\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High Bio) | 0.20 | 0.50 | 1038 | 0.41 | 0.684 |
| Effect of Conv (Low - High Bio) | -0.52 | 0.48 | 1038 | -1.08 | 0.282 |
| Effect of SN (Low - High Bio) | 1.04 | 0.45 | 1038 | 2.31 | 0.021 |
| Effect of MN (Low - High Bio) | 1.28 | 0.57 | 1038 | 2.27 | 0.024 |

# confidence intervals  
compare\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High Bio) | 0.20 | 0.50 | 1038 | -0.77 | 1.18 |
| Effect of Conv (Low - High Bio) | -0.52 | 0.48 | 1038 | -1.47 | 0.43 |
| Effect of SN (Low - High Bio) | 1.04 | 0.45 | 1038 | 0.16 | 1.93 |
| Effect of MN (Low - High Bio) | 1.28 | 0.57 | 1038 | 0.17 | 2.40 |

# effect sizes  
eff\_size(controlframe\_lowvshi\_bio, method = list("Effect of DN (Low - High Bio)" = dn\_vs\_c\_lowbio - dn\_vs\_c\_hibio,   
 "Effect of Conv (Low - High Bio)" = conv\_vs\_c\_lowbio - conv\_vs\_c\_hibio,  
 "Effect of SN (Low - High Bio)" = sn\_vs\_c\_lowbio - sn\_vs\_c\_hibio,  
 "Effect of MN (Low - High Bio)" = mn\_vs\_c\_lowbio - mn\_vs\_c\_hibio), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High Bio) | 0.19 | 0.46 | 1038 | -0.72 | 1.10 |
| Effect of Conv (Low - High Bio) | -0.49 | 0.45 | 1038 | -1.38 | 0.40 |
| Effect of SN (Low - High Bio) | 0.98 | 0.42 | 1038 | 0.15 | 1.80 |
| Effect of MN (Low - High Bio) | 1.20 | 0.53 | 1038 | 0.16 | 2.24 |

#### Pro-environmental framing

proenvframe\_lowvshi\_bio <- contrast(combinations,   
 method = list("PF/DN/LowBio - PF/CN/LowBio" = pf\_dn\_low\_bio - pf\_cn\_low\_bio,  
 "PF/Conv/LowBio - PF/CN/LowBio" = pf\_conv\_low\_bio - pf\_cn\_low\_bio,  
 "PF/SN/LowBio - PF/CN/LowBio" = pf\_sn\_low\_bio - pf\_cn\_low\_bio,  
 "PF/MN/LowBio - PF/CN/LowBio" = pf\_mn\_low\_bio - pf\_cn\_low\_bio,  
 "PF/DN/HiBio - PF/CN/HiBio" = pf\_dn\_hi\_bio - pf\_cn\_hi\_bio,  
 "PF/Conv/HiBio - PF/CN/HiBio" = pf\_conv\_hi\_bio - pf\_cn\_hi\_bio,  
 "PF/SN/HiBio - PF/CN/HiBio" = pf\_sn\_hi\_bio - pf\_cn\_hi\_bio,  
 "PF/MN/HiBio - PF/CN/HiBio" = pf\_mn\_hi\_bio - pf\_cn\_hi\_bio),   
 adjust = "none")  
  
proenvframe\_lowvshi\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowBio - PF/CN/LowBio | -0.08 | 0.28 | 1038 | -0.27 | 0.785 |
| PF/Conv/LowBio - PF/CN/LowBio | -0.48 | 0.28 | 1038 | -1.72 | 0.087 |
| PF/SN/LowBio - PF/CN/LowBio | -0.27 | 0.26 | 1038 | -1.04 | 0.299 |
| PF/MN/LowBio - PF/CN/LowBio | -0.50 | 0.27 | 1038 | -1.83 | 0.067 |
| PF/DN/HiBio - PF/CN/HiBio | -0.26 | 0.30 | 1038 | -0.89 | 0.375 |
| PF/Conv/HiBio - PF/CN/HiBio | 0.34 | 0.29 | 1038 | 1.16 | 0.248 |
| PF/SN/HiBio - PF/CN/HiBio | -0.10 | 0.30 | 1038 | -0.35 | 0.730 |
| PF/MN/HiBio - PF/CN/HiBio | 0.03 | 0.28 | 1038 | 0.10 | 0.917 |

# confidence intervals  
proenvframe\_lowvshi\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowBio - PF/CN/LowBio | -0.08 | 0.28 | 1038 | -0.62 | 0.47 |
| PF/Conv/LowBio - PF/CN/LowBio | -0.48 | 0.28 | 1038 | -1.04 | 0.07 |
| PF/SN/LowBio - PF/CN/LowBio | -0.27 | 0.26 | 1038 | -0.78 | 0.24 |
| PF/MN/LowBio - PF/CN/LowBio | -0.50 | 0.27 | 1038 | -1.03 | 0.04 |
| PF/DN/HiBio - PF/CN/HiBio | -0.26 | 0.30 | 1038 | -0.85 | 0.32 |
| PF/Conv/HiBio - PF/CN/HiBio | 0.34 | 0.29 | 1038 | -0.23 | 0.90 |
| PF/SN/HiBio - PF/CN/HiBio | -0.10 | 0.30 | 1038 | -0.69 | 0.49 |
| PF/MN/HiBio - PF/CN/HiBio | 0.03 | 0.28 | 1038 | -0.53 | 0.59 |

# effect sizes  
eff\_size(combinations, method = list("PF/DN/LowBio - PF/CN/LowBio" = pf\_dn\_low\_bio - pf\_cn\_low\_bio,  
 "PF/Conv/LowBio - PF/CN/LowBio" = pf\_conv\_low\_bio - pf\_cn\_low\_bio,  
 "PF/SN/LowBio - PF/CN/LowBio" = pf\_sn\_low\_bio - pf\_cn\_low\_bio,  
 "PF/MN/LowBio - PF/CN/LowBio" = pf\_mn\_low\_bio - pf\_cn\_low\_bio,  
 "PF/DN/HiBio - PF/CN/HiBio" = pf\_dn\_hi\_bio - pf\_cn\_hi\_bio,  
 "PF/Conv/HiBio - PF/CN/HiBio" = pf\_conv\_hi\_bio - pf\_cn\_hi\_bio,  
 "PF/SN/HiBio - PF/CN/HiBio" = pf\_sn\_hi\_bio - pf\_cn\_hi\_bio,  
 "PF/MN/HiBio - PF/CN/HiBio" = pf\_mn\_hi\_bio - pf\_cn\_hi\_bio), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2) # need to fix

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowBio - PF/CN/LowBio | -0.07 | 0.26 | 1038 | -0.58 | 0.44 |
| PF/Conv/LowBio - PF/CN/LowBio | -0.45 | 0.26 | 1038 | -0.97 | 0.07 |
| PF/SN/LowBio - PF/CN/LowBio | -0.25 | 0.24 | 1038 | -0.73 | 0.23 |
| PF/MN/LowBio - PF/CN/LowBio | -0.47 | 0.25 | 1038 | -0.97 | 0.03 |
| PF/DN/HiBio - PF/CN/HiBio | -0.25 | 0.28 | 1038 | -0.79 | 0.30 |
| PF/Conv/HiBio - PF/CN/HiBio | 0.31 | 0.27 | 1038 | -0.22 | 0.85 |
| PF/SN/HiBio - PF/CN/HiBio | -0.10 | 0.28 | 1038 | -0.65 | 0.46 |
| PF/MN/HiBio - PF/CN/HiBio | 0.03 | 0.27 | 1038 | -0.49 | 0.55 |

Pairwise comparisons

Custom contrasts

proenvframe\_lowvshi\_bio

## contrast estimate SE df t.ratio p.value  
## PF/DN/LowBio - PF/CN/LowBio -0.0755 0.277 1038 -0.272 0.7854  
## PF/Conv/LowBio - PF/CN/LowBio -0.4834 0.282 1038 -1.715 0.0866  
## PF/SN/LowBio - PF/CN/LowBio -0.2718 0.261 1038 -1.040 0.2987  
## PF/MN/LowBio - PF/CN/LowBio -0.4982 0.272 1038 -1.833 0.0671  
## PF/DN/HiBio - PF/CN/HiBio -0.2635 0.297 1038 -0.888 0.3749  
## PF/Conv/HiBio - PF/CN/HiBio 0.3354 0.290 1038 1.156 0.2481  
## PF/SN/HiBio - PF/CN/HiBio -0.1039 0.301 1038 -0.345 0.7300  
## PF/MN/HiBio - PF/CN/HiBio 0.0296 0.284 1038 0.104 0.9171  
##   
## Results are averaged over the levels of: Gender

dn\_vs\_c\_lowbio <- c(1,rep(0,7))  
conv\_vs\_c\_lowbio <- c(0,1,rep(0,6))  
sn\_vs\_c\_lowbio <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_lowbio <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_hibio <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_hibio <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_hibio <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_hibio <- c(rep(0,7),1)

compare\_bio <- contrast(proenvframe\_lowvshi\_bio, method = list("Effect of DN (Low - High Bio)" = dn\_vs\_c\_lowbio - dn\_vs\_c\_hibio,   
 "Effect of Conv (Low - High Bio)" = conv\_vs\_c\_lowbio - conv\_vs\_c\_hibio,  
 "Effect of SN (Low - High Bio)" = sn\_vs\_c\_lowbio - sn\_vs\_c\_hibio,  
 "Effect of MN (Low - High Bio)" = mn\_vs\_c\_lowbio - mn\_vs\_c\_hibio), adjust = "none")  
  
compare\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High Bio) | 0.19 | 0.45 | 1038 | 0.42 | 0.674 |
| Effect of Conv (Low - High Bio) | -0.82 | 0.45 | 1038 | -1.80 | 0.071 |
| Effect of SN (Low - High Bio) | -0.17 | 0.43 | 1038 | -0.39 | 0.693 |
| Effect of MN (Low - High Bio) | -0.53 | 0.43 | 1038 | -1.23 | 0.221 |

# confidence intervals  
compare\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High Bio) | 0.19 | 0.45 | 1038 | -0.69 | 1.06 |
| Effect of Conv (Low - High Bio) | -0.82 | 0.45 | 1038 | -1.71 | 0.07 |
| Effect of SN (Low - High Bio) | -0.17 | 0.43 | 1038 | -1.00 | 0.67 |
| Effect of MN (Low - High Bio) | -0.53 | 0.43 | 1038 | -1.37 | 0.32 |

# effect sizes  
eff\_size(proenvframe\_lowvshi\_bio, method = list("Effect of DN (Low - High Bio)" = dn\_vs\_c\_lowbio - dn\_vs\_c\_hibio,   
 "Effect of Conv (Low - High Bio)" = conv\_vs\_c\_lowbio - conv\_vs\_c\_hibio,  
 "Effect of SN (Low - High Bio)" = sn\_vs\_c\_lowbio - sn\_vs\_c\_hibio,  
 "Effect of MN (Low - High Bio)" = mn\_vs\_c\_lowbio - mn\_vs\_c\_hibio), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High Bio) | 0.18 | 0.42 | 1038 | -0.64 | 0.99 |
| Effect of Conv (Low - High Bio) | -0.77 | 0.42 | 1038 | -1.60 | 0.07 |
| Effect of SN (Low - High Bio) | -0.16 | 0.40 | 1038 | -0.94 | 0.62 |
| Effect of MN (Low - High Bio) | -0.49 | 0.40 | 1038 | -1.29 | 0.30 |

#### Self-enhancing framing

selfenhframe\_lowvshi\_bio <- contrast(combinations,   
 method = list("SF/DN/LowBio - SF/CN/LowBio" = sf\_dn\_low\_bio - sf\_cn\_low\_bio,  
 "SF/Conv/LowBio - SF/CN/LowBio" = sf\_conv\_low\_bio - sf\_cn\_low\_bio,  
 "SF/SN/LowBio - SF/CN/LowBio" = sf\_sn\_low\_bio - sf\_cn\_low\_bio,  
 "SF/MN/LowBio - SF/CN/LowBio" = sf\_mn\_low\_bio - sf\_cn\_low\_bio,  
 "SF/DN/HiBio - SF/CN/HiBio" = sf\_dn\_hi\_bio - sf\_cn\_hi\_bio,  
 "SF/Conv/HiBio - SF/CN/HiBio" = sf\_conv\_hi\_bio - sf\_cn\_hi\_bio,  
 "SF/SN/HiBio - SF/CN/HiBio" = sf\_sn\_hi\_bio - sf\_cn\_hi\_bio,  
 "SF/MN/HiBio - SF/CN/HiBio" = sf\_mn\_hi\_bio - sf\_cn\_hi\_bio),   
 adjust = "none")  
  
selfenhframe\_lowvshi\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowBio - SF/CN/LowBio | 0.46 | 0.32 | 1038 | 1.44 | 0.150 |
| SF/Conv/LowBio - SF/CN/LowBio | 0.41 | 0.31 | 1038 | 1.33 | 0.183 |
| SF/SN/LowBio - SF/CN/LowBio | 0.13 | 0.32 | 1038 | 0.41 | 0.680 |
| SF/MN/LowBio - SF/CN/LowBio | 0.52 | 0.34 | 1038 | 1.53 | 0.125 |
| SF/DN/HiBio - SF/CN/HiBio | 0.02 | 0.31 | 1038 | 0.05 | 0.958 |
| SF/Conv/HiBio - SF/CN/HiBio | 0.05 | 0.32 | 1038 | 0.17 | 0.869 |
| SF/SN/HiBio - SF/CN/HiBio | -0.12 | 0.35 | 1038 | -0.33 | 0.739 |
| SF/MN/HiBio - SF/CN/HiBio | -0.24 | 0.31 | 1038 | -0.77 | 0.439 |

# confidence intervals  
selfenhframe\_lowvshi\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowBio - SF/CN/LowBio | 0.46 | 0.32 | 1038 | -0.17 | 1.09 |
| SF/Conv/LowBio - SF/CN/LowBio | 0.41 | 0.31 | 1038 | -0.20 | 1.02 |
| SF/SN/LowBio - SF/CN/LowBio | 0.13 | 0.32 | 1038 | -0.50 | 0.77 |
| SF/MN/LowBio - SF/CN/LowBio | 0.52 | 0.34 | 1038 | -0.15 | 1.19 |
| SF/DN/HiBio - SF/CN/HiBio | 0.02 | 0.31 | 1038 | -0.60 | 0.63 |
| SF/Conv/HiBio - SF/CN/HiBio | 0.05 | 0.32 | 1038 | -0.58 | 0.68 |
| SF/SN/HiBio - SF/CN/HiBio | -0.12 | 0.35 | 1038 | -0.80 | 0.57 |
| SF/MN/HiBio - SF/CN/HiBio | -0.24 | 0.31 | 1038 | -0.86 | 0.37 |

# effect sizes  
eff\_size(combinations, method = list("SF/DN/LowBio - SF/CN/LowBio" = sf\_dn\_low\_bio - sf\_cn\_low\_bio,  
 "SF/Conv/LowBio - SF/CN/LowBio" = sf\_conv\_low\_bio - sf\_cn\_low\_bio,  
 "SF/SN/LowBio - SF/CN/LowBio" = sf\_sn\_low\_bio - sf\_cn\_low\_bio,  
 "SF/MN/LowBio - SF/CN/LowBio" = sf\_mn\_low\_bio - sf\_cn\_low\_bio,  
 "SF/DN/HiBio - SF/CN/HiBio" = sf\_dn\_hi\_bio - sf\_cn\_hi\_bio,  
 "SF/Conv/HiBio - SF/CN/HiBio" = sf\_conv\_hi\_bio - sf\_cn\_hi\_bio,  
 "SF/SN/HiBio - SF/CN/HiBio" = sf\_sn\_hi\_bio - sf\_cn\_hi\_bio,  
 "SF/MN/HiBio - SF/CN/HiBio" = sf\_mn\_hi\_bio - sf\_cn\_hi\_bio), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2) # need to fix

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowBio - SF/CN/LowBio | 0.43 | 0.30 | 1038 | -0.16 | 1.02 |
| SF/Conv/LowBio - SF/CN/LowBio | 0.39 | 0.29 | 1038 | -0.18 | 0.96 |
| SF/SN/LowBio - SF/CN/LowBio | 0.12 | 0.30 | 1038 | -0.47 | 0.72 |
| SF/MN/LowBio - SF/CN/LowBio | 0.49 | 0.32 | 1038 | -0.14 | 1.12 |
| SF/DN/HiBio - SF/CN/HiBio | 0.02 | 0.29 | 1038 | -0.56 | 0.59 |
| SF/Conv/HiBio - SF/CN/HiBio | 0.05 | 0.30 | 1038 | -0.54 | 0.64 |
| SF/SN/HiBio - SF/CN/HiBio | -0.11 | 0.33 | 1038 | -0.75 | 0.53 |
| SF/MN/HiBio - SF/CN/HiBio | -0.23 | 0.29 | 1038 | -0.80 | 0.35 |

Pairwise comparisons

Custom contrasts

selfenhframe\_lowvshi\_bio

## contrast estimate SE df t.ratio p.value  
## SF/DN/LowBio - SF/CN/LowBio 0.4601 0.319 1038 1.442 0.1496  
## SF/Conv/LowBio - SF/CN/LowBio 0.4144 0.311 1038 1.333 0.1827  
## SF/SN/LowBio - SF/CN/LowBio 0.1335 0.324 1038 0.413 0.6800  
## SF/MN/LowBio - SF/CN/LowBio 0.5238 0.341 1038 1.535 0.1251  
## SF/DN/HiBio - SF/CN/HiBio 0.0164 0.312 1038 0.053 0.9581  
## SF/Conv/HiBio - SF/CN/HiBio 0.0532 0.322 1038 0.165 0.8689  
## SF/SN/HiBio - SF/CN/HiBio -0.1159 0.348 1038 -0.333 0.7391  
## SF/MN/HiBio - SF/CN/HiBio -0.2424 0.313 1038 -0.773 0.4394  
##   
## Results are averaged over the levels of: Gender

dn\_vs\_c\_lowbio <- c(1,rep(0,7))  
conv\_vs\_c\_lowbio <- c(0,1,rep(0,6))  
sn\_vs\_c\_lowbio <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_lowbio <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_hibio <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_hibio <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_hibio <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_hibio <- c(rep(0,7),1)

compare\_bio <- contrast(selfenhframe\_lowvshi\_bio, method = list("Effect of DN (Low - High Bio)" = dn\_vs\_c\_lowbio - dn\_vs\_c\_hibio,   
 "Effect of Conv (Low - High Bio)" = conv\_vs\_c\_lowbio - conv\_vs\_c\_hibio,  
 "Effect of SN (Low - High Bio)" = sn\_vs\_c\_lowbio - sn\_vs\_c\_hibio,  
 "Effect of MN (Low - High Bio)" = mn\_vs\_c\_lowbio - mn\_vs\_c\_hibio), adjust = "none")  
  
compare\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High Bio) | 0.44 | 0.52 | 1038 | 0.85 | 0.398 |
| Effect of Conv (Low - High Bio) | 0.36 | 0.52 | 1038 | 0.70 | 0.486 |
| Effect of SN (Low - High Bio) | 0.25 | 0.56 | 1038 | 0.45 | 0.655 |
| Effect of MN (Low - High Bio) | 0.77 | 0.55 | 1038 | 1.40 | 0.162 |

# confidence intervals  
compare\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High Bio) | 0.44 | 0.52 | 1038 | -0.59 | 1.47 |
| Effect of Conv (Low - High Bio) | 0.36 | 0.52 | 1038 | -0.66 | 1.38 |
| Effect of SN (Low - High Bio) | 0.25 | 0.56 | 1038 | -0.85 | 1.35 |
| Effect of MN (Low - High Bio) | 0.77 | 0.55 | 1038 | -0.31 | 1.84 |

# effect sizes  
eff\_size(selfenhframe\_lowvshi\_bio, method = list("Effect of DN (Low - High Bio)" = dn\_vs\_c\_lowbio - dn\_vs\_c\_hibio,   
 "Effect of Conv (Low - High Bio)" = conv\_vs\_c\_lowbio - conv\_vs\_c\_hibio,  
 "Effect of SN (Low - High Bio)" = sn\_vs\_c\_lowbio - sn\_vs\_c\_hibio,  
 "Effect of MN (Low - High Bio)" = mn\_vs\_c\_lowbio - mn\_vs\_c\_hibio), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High Bio) | 0.42 | 0.49 | 1038 | -0.55 | 1.38 |
| Effect of Conv (Low - High Bio) | 0.34 | 0.49 | 1038 | -0.61 | 1.29 |
| Effect of SN (Low - High Bio) | 0.23 | 0.52 | 1038 | -0.79 | 1.26 |
| Effect of MN (Low - High Bio) | 0.72 | 0.51 | 1038 | -0.29 | 1.72 |

## Altruistic values

Is the difference between Control Norm and Other Norm different for people low vs high on altruistic values? Does this vary across framing conditions?

### Storing low (-1SD) and high (+1SD) altspheric values

sd\_below <- mean(average\_df$altruistic\_center) - sd(average\_df$altruistic\_center)  
sd\_above <- mean(average\_df$altruistic\_center) + sd(average\_df$altruistic\_center)

### Calculate EM Means at low and high alt

atlist <- list(altruistic\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(mod\_mice, ~ norm\_condition\*altruistic\_center\*framing\_condition, at=atlist)  
  
combinations %>% knitr::kable(digits = 2)

| norm\_condition | altruistic\_center | framing\_condition | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- | --- |
| control\_norm | -0.8 | control\_framing | 4.31 | 0.21 | 1038 | 3.90 | 4.71 |
| descriptive\_norm | -0.8 | control\_framing | 4.40 | 0.22 | 1038 | 3.96 | 4.83 |
| convention\_norm | -0.8 | control\_framing | 4.82 | 0.23 | 1038 | 4.37 | 5.27 |
| social\_norm | -0.8 | control\_framing | 3.83 | 0.24 | 1038 | 3.37 | 4.29 |
| moral\_norm | -0.8 | control\_framing | 3.82 | 0.21 | 1038 | 3.41 | 4.24 |
| control\_norm | 0.8 | control\_framing | 4.59 | 0.19 | 1038 | 4.21 | 4.97 |
| descriptive\_norm | 0.8 | control\_framing | 4.19 | 0.25 | 1038 | 3.70 | 4.67 |
| convention\_norm | 0.8 | control\_framing | 4.18 | 0.23 | 1038 | 3.73 | 4.63 |
| social\_norm | 0.8 | control\_framing | 4.49 | 0.21 | 1038 | 4.08 | 4.90 |
| moral\_norm | 0.8 | control\_framing | 4.64 | 0.30 | 1038 | 4.05 | 5.22 |
| control\_norm | -0.8 | pro\_env\_framing | 4.62 | 0.24 | 1038 | 4.15 | 5.09 |
| descriptive\_norm | -0.8 | pro\_env\_framing | 4.42 | 0.24 | 1038 | 3.94 | 4.90 |
| convention\_norm | -0.8 | pro\_env\_framing | 4.57 | 0.21 | 1038 | 4.16 | 4.98 |
| social\_norm | -0.8 | pro\_env\_framing | 4.47 | 0.23 | 1038 | 4.01 | 4.93 |
| moral\_norm | -0.8 | pro\_env\_framing | 4.35 | 0.19 | 1038 | 3.98 | 4.72 |
| control\_norm | 0.8 | pro\_env\_framing | 4.61 | 0.23 | 1038 | 4.15 | 5.06 |
| descriptive\_norm | 0.8 | pro\_env\_framing | 4.46 | 0.20 | 1038 | 4.07 | 4.85 |
| convention\_norm | 0.8 | pro\_env\_framing | 4.51 | 0.21 | 1038 | 4.10 | 4.91 |
| social\_norm | 0.8 | pro\_env\_framing | 4.38 | 0.22 | 1038 | 3.94 | 4.81 |
| moral\_norm | 0.8 | pro\_env\_framing | 4.40 | 0.20 | 1038 | 4.02 | 4.79 |
| control\_norm | -0.8 | self\_enh\_framing | 4.07 | 0.31 | 1038 | 3.47 | 4.68 |
| descriptive\_norm | -0.8 | self\_enh\_framing | 4.70 | 0.20 | 1038 | 4.30 | 5.10 |
| convention\_norm | -0.8 | self\_enh\_framing | 4.24 | 0.25 | 1038 | 3.75 | 4.73 |
| social\_norm | -0.8 | self\_enh\_framing | 4.28 | 0.29 | 1038 | 3.72 | 4.84 |
| moral\_norm | -0.8 | self\_enh\_framing | 3.98 | 0.20 | 1038 | 3.59 | 4.36 |
| control\_norm | 0.8 | self\_enh\_framing | 4.40 | 0.30 | 1038 | 3.81 | 4.98 |
| descriptive\_norm | 0.8 | self\_enh\_framing | 4.25 | 0.22 | 1038 | 3.82 | 4.67 |
| convention\_norm | 0.8 | self\_enh\_framing | 4.70 | 0.22 | 1038 | 4.26 | 5.13 |
| social\_norm | 0.8 | self\_enh\_framing | 4.21 | 0.26 | 1038 | 3.70 | 4.73 |
| moral\_norm | 0.8 | self\_enh\_framing | 4.78 | 0.23 | 1038 | 4.33 | 5.22 |

### Custom contrasts

cf\_cn\_low\_alt <- c(1, rep(0,29)) # control framing  
cf\_dn\_low\_alt <- c(0,1,rep(0,28))  
cf\_conv\_low\_alt <- c(0,0,1,rep(0,27))  
cf\_sn\_low\_alt <- c(0,0,0,1,rep(0,26))  
cf\_mn\_low\_alt <- c(rep(0,4),1,(rep(0,25)))  
  
cf\_cn\_hi\_alt <- c(rep(0,5),1,(rep(0,24)))   
cf\_dn\_hi\_alt <- c(rep(0,6),1,(rep(0,23)))  
cf\_conv\_hi\_alt <- c(rep(0,7),1,(rep(0,22)))  
cf\_sn\_hi\_alt <- c(rep(0,8),1,(rep(0,21)))  
cf\_mn\_hi\_alt <- c(rep(0,9),1,(rep(0,20)))  
  
  
pf\_cn\_low\_alt <- c(rep(0,10),1,(rep(0,19))) # pro-environmental framing  
pf\_dn\_low\_alt <- c(rep(0,11),1,(rep(0,18)))  
pf\_conv\_low\_alt <- c(rep(0,12),1,(rep(0,17)))  
pf\_sn\_low\_alt <- c(rep(0,13),1,(rep(0,16)))  
pf\_mn\_low\_alt <- c(rep(0,14),1,(rep(0,15)))  
  
pf\_cn\_hi\_alt <- c(rep(0,15),1,(rep(0,14)))   
pf\_dn\_hi\_alt <- c(rep(0,16),1,(rep(0,13)))  
pf\_conv\_hi\_alt <- c(rep(0,17),1,(rep(0,12)))  
pf\_sn\_hi\_alt <- c(rep(0,18),1,(rep(0,11)))  
pf\_mn\_hi\_alt <- c(rep(0,19),1,(rep(0,10)))  
  
  
sf\_cn\_low\_alt <- c(rep(0,20),1,(rep(0,9))) # self-enhancing framing  
sf\_dn\_low\_alt <- c(rep(0,21),1,(rep(0,8)))  
sf\_conv\_low\_alt <- c(rep(0,22),1,(rep(0,7)))  
sf\_sn\_low\_alt <- c(rep(0,23),1,(rep(0,6)))  
sf\_mn\_low\_alt <- c(rep(0,24),1,(rep(0,5)))  
  
sf\_cn\_hi\_alt <- c(rep(0,25),1,(rep(0,4)))   
sf\_dn\_hi\_alt <- c(rep(0,26),1,(rep(0,3)))  
sf\_conv\_hi\_alt <- c(rep(0,27),1,(rep(0,2)))  
sf\_sn\_hi\_alt <- c(rep(0,28),1,(rep(0,1)))  
sf\_mn\_hi\_alt <- c(rep(0,29),1)

Effect of norm for people low vs high on altruistic values across framing conditions

#### Control framing

controlframe\_lowvshi\_alt <- contrast(combinations,   
 method = list("CF/DN/LowAlt - CF/CN/LowAlt" = cf\_dn\_low\_alt - cf\_cn\_low\_alt,  
 "CF/Conv/LowAlt - CF/CN/LowAlt" = cf\_conv\_low\_alt - cf\_cn\_low\_alt,  
 "CF/SN/LowAlt - CF/CN/LowAlt" = cf\_sn\_low\_alt - cf\_cn\_low\_alt,  
 "CF/MN/LowAlt - CF/CN/LowAlt" = cf\_mn\_low\_alt - cf\_cn\_low\_alt,  
 "CF/DN/HiAlt - CF/CN/HiAlt" = cf\_dn\_hi\_alt - cf\_cn\_hi\_alt,  
 "CF/Conv/HiAlt - CF/CN/HiAlt" = cf\_conv\_hi\_alt - cf\_cn\_hi\_alt,  
 "CF/SN/HiAlt - CF/CN/HiAlt" = cf\_sn\_hi\_alt - cf\_cn\_hi\_alt,  
 "CF/MN/HiAlt - CF/CN/HiAlt" = cf\_mn\_hi\_alt - cf\_cn\_hi\_alt),   
 adjust = "none")  
  
controlframe\_lowvshi\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowAlt - CF/CN/LowAlt | 0.09 | 0.30 | 1038 | 0.29 | 0.772 |
| CF/Conv/LowAlt - CF/CN/LowAlt | 0.51 | 0.31 | 1038 | 1.66 | 0.097 |
| CF/SN/LowAlt - CF/CN/LowAlt | -0.48 | 0.31 | 1038 | -1.53 | 0.127 |
| CF/MN/LowAlt - CF/CN/LowAlt | -0.48 | 0.29 | 1038 | -1.64 | 0.101 |
| CF/DN/HiAlt - CF/CN/HiAlt | -0.40 | 0.31 | 1038 | -1.29 | 0.199 |
| CF/Conv/HiAlt - CF/CN/HiAlt | -0.41 | 0.30 | 1038 | -1.36 | 0.173 |
| CF/SN/HiAlt - CF/CN/HiAlt | -0.10 | 0.28 | 1038 | -0.36 | 0.719 |
| CF/MN/HiAlt - CF/CN/HiAlt | 0.04 | 0.35 | 1038 | 0.12 | 0.902 |

# confidence intervals  
controlframe\_lowvshi\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowAlt - CF/CN/LowAlt | 0.09 | 0.30 | 1038 | -0.51 | 0.68 |
| CF/Conv/LowAlt - CF/CN/LowAlt | 0.51 | 0.31 | 1038 | -0.09 | 1.12 |
| CF/SN/LowAlt - CF/CN/LowAlt | -0.48 | 0.31 | 1038 | -1.09 | 0.14 |
| CF/MN/LowAlt - CF/CN/LowAlt | -0.48 | 0.29 | 1038 | -1.06 | 0.09 |
| CF/DN/HiAlt - CF/CN/HiAlt | -0.40 | 0.31 | 1038 | -1.02 | 0.21 |
| CF/Conv/HiAlt - CF/CN/HiAlt | -0.41 | 0.30 | 1038 | -1.00 | 0.18 |
| CF/SN/HiAlt - CF/CN/HiAlt | -0.10 | 0.28 | 1038 | -0.66 | 0.45 |
| CF/MN/HiAlt - CF/CN/HiAlt | 0.04 | 0.35 | 1038 | -0.65 | 0.74 |

# effect sizes  
sigma\_pool <- mean(pool\_obj$glanced$sigma)  
df\_resid\_pool <- mean(pool\_obj$glanced$df.residual)  
  
eff\_size(combinations, method = list("CF/DN/LowAlt - CF/CN/LowAlt" = cf\_dn\_low\_alt - cf\_cn\_low\_alt,  
 "CF/Conv/LowAlt - CF/CN/LowAlt" = cf\_conv\_low\_alt - cf\_cn\_low\_alt,  
 "CF/SN/LowAlt - CF/CN/LowAlt" = cf\_sn\_low\_alt - cf\_cn\_low\_alt,  
 "CF/MN/LowAlt - CF/CN/LowAlt" = cf\_mn\_low\_alt - cf\_cn\_low\_alt,  
 "CF/DN/HiAlt - CF/CN/HiAlt" = cf\_dn\_hi\_alt - cf\_cn\_hi\_alt,  
 "CF/Conv/HiAlt - CF/CN/HiAlt" = cf\_conv\_hi\_alt - cf\_cn\_hi\_alt,  
 "CF/SN/HiAlt - CF/CN/HiAlt" = cf\_sn\_hi\_alt - cf\_cn\_hi\_alt,  
 "CF/MN/HiAlt - CF/CN/HiAlt" = cf\_mn\_hi\_alt - cf\_cn\_hi\_alt), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2) # need to fix

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowAlt - CF/CN/LowAlt | 0.08 | 0.28 | 1038 | -0.48 | 0.64 |
| CF/Conv/LowAlt - CF/CN/LowAlt | 0.48 | 0.29 | 1038 | -0.09 | 1.05 |
| CF/SN/LowAlt - CF/CN/LowAlt | -0.45 | 0.29 | 1038 | -1.02 | 0.13 |
| CF/MN/LowAlt - CF/CN/LowAlt | -0.45 | 0.28 | 1038 | -0.99 | 0.09 |
| CF/DN/HiAlt - CF/CN/HiAlt | -0.38 | 0.29 | 1038 | -0.95 | 0.20 |
| CF/Conv/HiAlt - CF/CN/HiAlt | -0.38 | 0.28 | 1038 | -0.94 | 0.17 |
| CF/SN/HiAlt - CF/CN/HiAlt | -0.10 | 0.27 | 1038 | -0.62 | 0.43 |
| CF/MN/HiAlt - CF/CN/HiAlt | 0.04 | 0.33 | 1038 | -0.61 | 0.69 |

Pairwise comparisons

Custom contrasts

controlframe\_lowvshi\_alt

## contrast estimate SE df t.ratio p.value  
## CF/DN/LowAlt - CF/CN/LowAlt 0.0881 0.304 1038 0.290 0.7718  
## CF/Conv/LowAlt - CF/CN/LowAlt 0.5126 0.308 1038 1.663 0.0967  
## CF/SN/LowAlt - CF/CN/LowAlt -0.4767 0.312 1038 -1.526 0.1274  
## CF/MN/LowAlt - CF/CN/LowAlt -0.4829 0.294 1038 -1.641 0.1012  
## CF/DN/HiAlt - CF/CN/HiAlt -0.4033 0.314 1038 -1.285 0.1991  
## CF/Conv/HiAlt - CF/CN/HiAlt -0.4113 0.302 1038 -1.363 0.1730  
## CF/SN/HiAlt - CF/CN/HiAlt -0.1021 0.284 1038 -0.360 0.7192  
## CF/MN/HiAlt - CF/CN/HiAlt 0.0438 0.354 1038 0.124 0.9015  
##   
## Results are averaged over the levels of: Gender

dn\_vs\_c\_LowAlt <- c(1,rep(0,7))  
conv\_vs\_c\_LowAlt <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowAlt <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowAlt <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiAlt <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiAlt <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiAlt <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiAlt <- c(rep(0,7),1)

compare\_alt <- contrast(controlframe\_lowvshi\_alt, method = list("Effect of DN (Low - High alt)" = dn\_vs\_c\_LowAlt - dn\_vs\_c\_HiAlt,   
 "Effect of Conv (Low - High alt)" = conv\_vs\_c\_LowAlt - conv\_vs\_c\_HiAlt,  
 "Effect of SN (Low - High alt)" = sn\_vs\_c\_LowAlt - sn\_vs\_c\_HiAlt,  
 "Effect of MN (Low - High alt)" = mn\_vs\_c\_LowAlt - mn\_vs\_c\_HiAlt), adjust = "none")  
  
compare\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High alt) | 0.49 | 0.50 | 1038 | 0.98 | 0.326 |
| Effect of Conv (Low - High alt) | 0.92 | 0.49 | 1038 | 1.90 | 0.058 |
| Effect of SN (Low - High alt) | -0.37 | 0.49 | 1038 | -0.76 | 0.446 |
| Effect of MN (Low - High alt) | -0.53 | 0.53 | 1038 | -0.99 | 0.321 |

# confidence intervals  
compare\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High alt) | 0.49 | 0.50 | 1038 | -0.49 | 1.47 |
| Effect of Conv (Low - High alt) | 0.92 | 0.49 | 1038 | -0.03 | 1.88 |
| Effect of SN (Low - High alt) | -0.37 | 0.49 | 1038 | -1.34 | 0.59 |
| Effect of MN (Low - High alt) | -0.53 | 0.53 | 1038 | -1.57 | 0.51 |

# effect sizes  
eff\_size(controlframe\_lowvshi\_alt, method = list("Effect of DN (Low - High alt)" = dn\_vs\_c\_LowAlt - dn\_vs\_c\_HiAlt,   
 "Effect of Conv (Low - High alt)" = conv\_vs\_c\_LowAlt - conv\_vs\_c\_HiAlt,  
 "Effect of SN (Low - High alt)" = sn\_vs\_c\_LowAlt - sn\_vs\_c\_HiAlt,  
 "Effect of MN (Low - High alt)" = mn\_vs\_c\_LowAlt - mn\_vs\_c\_HiAlt), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High alt) | 0.46 | 0.47 | 1038 | -0.46 | 1.38 |
| Effect of Conv (Low - High alt) | 0.86 | 0.45 | 1038 | -0.03 | 1.76 |
| Effect of SN (Low - High alt) | -0.35 | 0.46 | 1038 | -1.25 | 0.55 |
| Effect of MN (Low - High alt) | -0.49 | 0.50 | 1038 | -1.47 | 0.48 |

#### Pro-environmental framing

proenvframe\_lowvshi\_alt <- contrast(combinations,   
 method = list("PF/DN/LowAlt - PF/CN/LowAlt" = pf\_dn\_low\_alt - pf\_cn\_low\_alt,  
 "PF/Conv/LowAlt - PF/CN/LowAlt" = pf\_conv\_low\_alt - pf\_cn\_low\_alt,  
 "PF/SN/LowAlt - PF/CN/LowAlt" = pf\_sn\_low\_alt - pf\_cn\_low\_alt,  
 "PF/MN/LowAlt - PF/CN/LowAlt" = pf\_mn\_low\_alt - pf\_cn\_low\_alt,  
 "PF/DN/HiAlt - PF/CN/HiAlt" = pf\_dn\_hi\_alt - pf\_cn\_hi\_alt,  
 "PF/Conv/HiAlt - PF/CN/HiAlt" = pf\_conv\_hi\_alt - pf\_cn\_hi\_alt,  
 "PF/SN/HiAlt - PF/CN/HiAlt" = pf\_sn\_hi\_alt - pf\_cn\_hi\_alt,  
 "PF/MN/HiAlt - PF/CN/HiAlt" = pf\_mn\_hi\_alt - pf\_cn\_hi\_alt),   
 adjust = "none")  
  
proenvframe\_lowvshi\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowAlt - PF/CN/LowAlt | -0.19 | 0.34 | 1038 | -0.57 | 0.570 |
| PF/Conv/LowAlt - PF/CN/LowAlt | -0.05 | 0.32 | 1038 | -0.16 | 0.877 |
| PF/SN/LowAlt - PF/CN/LowAlt | -0.15 | 0.33 | 1038 | -0.44 | 0.663 |
| PF/MN/LowAlt - PF/CN/LowAlt | -0.27 | 0.31 | 1038 | -0.87 | 0.385 |
| PF/DN/HiAlt - PF/CN/HiAlt | -0.14 | 0.30 | 1038 | -0.48 | 0.634 |
| PF/Conv/HiAlt - PF/CN/HiAlt | -0.10 | 0.31 | 1038 | -0.32 | 0.748 |
| PF/SN/HiAlt - PF/CN/HiAlt | -0.23 | 0.32 | 1038 | -0.72 | 0.471 |
| PF/MN/HiAlt - PF/CN/HiAlt | -0.20 | 0.30 | 1038 | -0.67 | 0.502 |

# confidence intervals  
proenvframe\_lowvshi\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowAlt - PF/CN/LowAlt | -0.19 | 0.34 | 1038 | -0.86 | 0.48 |
| PF/Conv/LowAlt - PF/CN/LowAlt | -0.05 | 0.32 | 1038 | -0.67 | 0.57 |
| PF/SN/LowAlt - PF/CN/LowAlt | -0.15 | 0.33 | 1038 | -0.80 | 0.51 |
| PF/MN/LowAlt - PF/CN/LowAlt | -0.27 | 0.31 | 1038 | -0.87 | 0.33 |
| PF/DN/HiAlt - PF/CN/HiAlt | -0.14 | 0.30 | 1038 | -0.74 | 0.45 |
| PF/Conv/HiAlt - PF/CN/HiAlt | -0.10 | 0.31 | 1038 | -0.70 | 0.50 |
| PF/SN/HiAlt - PF/CN/HiAlt | -0.23 | 0.32 | 1038 | -0.86 | 0.40 |
| PF/MN/HiAlt - PF/CN/HiAlt | -0.20 | 0.30 | 1038 | -0.79 | 0.39 |

# effect sizes  
eff\_size(combinations,   
 method = list("PF/DN/LowAlt - PF/CN/LowAlt" = pf\_dn\_low\_alt - pf\_cn\_low\_alt,  
 "PF/Conv/LowAlt - PF/CN/LowAlt" = pf\_conv\_low\_alt - pf\_cn\_low\_alt,  
 "PF/SN/LowAlt - PF/CN/LowAlt" = pf\_sn\_low\_alt - pf\_cn\_low\_alt,  
 "PF/MN/LowAlt - PF/CN/LowAlt" = pf\_mn\_low\_alt - pf\_cn\_low\_alt,  
 "PF/DN/HiAlt - PF/CN/HiAlt" = pf\_dn\_hi\_alt - pf\_cn\_hi\_alt,  
 "PF/Conv/HiAlt - PF/CN/HiAlt" = pf\_conv\_hi\_alt - pf\_cn\_hi\_alt,  
 "PF/SN/HiAlt - PF/CN/HiAlt" = pf\_sn\_hi\_alt - pf\_cn\_hi\_alt,  
 "PF/MN/HiAlt - PF/CN/HiAlt" = pf\_mn\_hi\_alt - pf\_cn\_hi\_alt), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2) # need to fix

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowAlt - PF/CN/LowAlt | -0.18 | 0.32 | 1038 | -0.81 | 0.45 |
| PF/Conv/LowAlt - PF/CN/LowAlt | -0.05 | 0.30 | 1038 | -0.63 | 0.54 |
| PF/SN/LowAlt - PF/CN/LowAlt | -0.14 | 0.31 | 1038 | -0.75 | 0.48 |
| PF/MN/LowAlt - PF/CN/LowAlt | -0.25 | 0.29 | 1038 | -0.81 | 0.31 |
| PF/DN/HiAlt - PF/CN/HiAlt | -0.14 | 0.28 | 1038 | -0.69 | 0.42 |
| PF/Conv/HiAlt - PF/CN/HiAlt | -0.09 | 0.29 | 1038 | -0.66 | 0.47 |
| PF/SN/HiAlt - PF/CN/HiAlt | -0.22 | 0.30 | 1038 | -0.80 | 0.37 |
| PF/MN/HiAlt - PF/CN/HiAlt | -0.19 | 0.28 | 1038 | -0.74 | 0.36 |

Pairwise comparisons

Custom contrasts

proenvframe\_lowvshi\_alt

## contrast estimate SE df t.ratio p.value  
## PF/DN/LowAlt - PF/CN/LowAlt -0.1942 0.342 1038 -0.568 0.5700  
## PF/Conv/LowAlt - PF/CN/LowAlt -0.0493 0.318 1038 -0.155 0.8766  
## PF/SN/LowAlt - PF/CN/LowAlt -0.1455 0.334 1038 -0.436 0.6628  
## PF/MN/LowAlt - PF/CN/LowAlt -0.2664 0.306 1038 -0.870 0.3845  
## PF/DN/HiAlt - PF/CN/HiAlt -0.1448 0.304 1038 -0.476 0.6341  
## PF/Conv/HiAlt - PF/CN/HiAlt -0.0986 0.307 1038 -0.321 0.7482  
## PF/SN/HiAlt - PF/CN/HiAlt -0.2302 0.319 1038 -0.722 0.4706  
## PF/MN/HiAlt - PF/CN/HiAlt -0.2022 0.301 1038 -0.672 0.5020  
##   
## Results are averaged over the levels of: Gender

dn\_vs\_c\_LowAlt <- c(1,rep(0,7))  
conv\_vs\_c\_LowAlt <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowAlt <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowAlt <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiAlt <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiAlt <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiAlt <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiAlt <- c(rep(0,7),1)

compare\_alt <- contrast(proenvframe\_lowvshi\_alt, method = list("Effect of DN (Low - High alt)" = dn\_vs\_c\_LowAlt - dn\_vs\_c\_HiAlt,   
 "Effect of Conv (Low - High alt)" = conv\_vs\_c\_LowAlt - conv\_vs\_c\_HiAlt,  
 "Effect of SN (Low - High alt)" = sn\_vs\_c\_LowAlt - sn\_vs\_c\_HiAlt,  
 "Effect of MN (Low - High alt)" = mn\_vs\_c\_LowAlt - mn\_vs\_c\_HiAlt), adjust = "none")  
  
compare\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High alt) | -0.05 | 0.54 | 1038 | -0.09 | 0.927 |
| Effect of Conv (Low - High alt) | 0.05 | 0.52 | 1038 | 0.10 | 0.924 |
| Effect of SN (Low - High alt) | 0.08 | 0.54 | 1038 | 0.16 | 0.875 |
| Effect of MN (Low - High alt) | -0.06 | 0.50 | 1038 | -0.13 | 0.897 |

# confidence intervals  
compare\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High alt) | -0.05 | 0.54 | 1038 | -1.10 | 1.00 |
| Effect of Conv (Low - High alt) | 0.05 | 0.52 | 1038 | -0.97 | 1.07 |
| Effect of SN (Low - High alt) | 0.08 | 0.54 | 1038 | -0.97 | 1.14 |
| Effect of MN (Low - High alt) | -0.06 | 0.50 | 1038 | -1.04 | 0.91 |

# effect sizes  
eff\_size(proenvframe\_lowvshi\_alt, method = list("Effect of DN (Low - High alt)" = dn\_vs\_c\_LowAlt - dn\_vs\_c\_HiAlt,   
 "Effect of Conv (Low - High alt)" = conv\_vs\_c\_LowAlt - conv\_vs\_c\_HiAlt,  
 "Effect of SN (Low - High alt)" = sn\_vs\_c\_LowAlt - sn\_vs\_c\_HiAlt,  
 "Effect of MN (Low - High alt)" = mn\_vs\_c\_LowAlt - mn\_vs\_c\_HiAlt), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High alt) | -0.05 | 0.50 | 1038 | -1.03 | 0.94 |
| Effect of Conv (Low - High alt) | 0.05 | 0.49 | 1038 | -0.91 | 1.00 |
| Effect of SN (Low - High alt) | 0.08 | 0.50 | 1038 | -0.91 | 1.07 |
| Effect of MN (Low - High alt) | -0.06 | 0.46 | 1038 | -0.97 | 0.85 |

#### Self-enhancing framing

selfenhframe\_lowvshi\_alt <- contrast(combinations,   
 method = list("SF/DN/LowAlt - SF/CN/LowAlt" = sf\_dn\_low\_alt - sf\_cn\_low\_alt,  
 "SF/Conv/LowAlt - SF/CN/LowAlt" = sf\_conv\_low\_alt - sf\_cn\_low\_alt,  
 "SF/SN/LowAlt - SF/CN/LowAlt" = sf\_sn\_low\_alt - sf\_cn\_low\_alt,  
 "SF/MN/LowAlt - SF/CN/LowAlt" = sf\_mn\_low\_alt - sf\_cn\_low\_alt,  
 "SF/DN/HiAlt - SF/CN/HiAlt" = sf\_dn\_hi\_alt - sf\_cn\_hi\_alt,  
 "SF/Conv/HiAlt - SF/CN/HiAlt" = sf\_conv\_hi\_alt - sf\_cn\_hi\_alt,  
 "SF/SN/HiAlt - SF/CN/HiAlt" = sf\_sn\_hi\_alt - sf\_cn\_hi\_alt,  
 "SF/MN/HiAlt - SF/CN/HiAlt" = sf\_mn\_hi\_alt - sf\_cn\_hi\_alt),   
 adjust = "none")  
  
selfenhframe\_lowvshi\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowAlt - SF/CN/LowAlt | 0.63 | 0.37 | 1038 | 1.69 | 0.091 |
| SF/Conv/LowAlt - SF/CN/LowAlt | 0.17 | 0.39 | 1038 | 0.43 | 0.669 |
| SF/SN/LowAlt - SF/CN/LowAlt | 0.20 | 0.42 | 1038 | 0.49 | 0.628 |
| SF/MN/LowAlt - SF/CN/LowAlt | -0.10 | 0.37 | 1038 | -0.27 | 0.789 |
| SF/DN/HiAlt - SF/CN/HiAlt | -0.15 | 0.37 | 1038 | -0.42 | 0.677 |
| SF/Conv/HiAlt - SF/CN/HiAlt | 0.30 | 0.37 | 1038 | 0.80 | 0.424 |
| SF/SN/HiAlt - SF/CN/HiAlt | -0.19 | 0.40 | 1038 | -0.47 | 0.639 |
| SF/MN/HiAlt - SF/CN/HiAlt | 0.38 | 0.37 | 1038 | 1.04 | 0.301 |

# confidence intervals  
selfenhframe\_lowvshi\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowAlt - SF/CN/LowAlt | 0.63 | 0.37 | 1038 | -0.10 | 1.36 |
| SF/Conv/LowAlt - SF/CN/LowAlt | 0.17 | 0.39 | 1038 | -0.60 | 0.94 |
| SF/SN/LowAlt - SF/CN/LowAlt | 0.20 | 0.42 | 1038 | -0.62 | 1.03 |
| SF/MN/LowAlt - SF/CN/LowAlt | -0.10 | 0.37 | 1038 | -0.81 | 0.62 |
| SF/DN/HiAlt - SF/CN/HiAlt | -0.15 | 0.37 | 1038 | -0.88 | 0.57 |
| SF/Conv/HiAlt - SF/CN/HiAlt | 0.30 | 0.37 | 1038 | -0.44 | 1.03 |
| SF/SN/HiAlt - SF/CN/HiAlt | -0.19 | 0.40 | 1038 | -0.97 | 0.59 |
| SF/MN/HiAlt - SF/CN/HiAlt | 0.38 | 0.37 | 1038 | -0.34 | 1.10 |

# effect sizes  
eff\_size(combinations,   
 method = list("SF/DN/LowAlt - SF/CN/LowAlt" = sf\_dn\_low\_alt - sf\_cn\_low\_alt,  
 "SF/Conv/LowAlt - SF/CN/LowAlt" = sf\_conv\_low\_alt - sf\_cn\_low\_alt,  
 "SF/SN/LowAlt - SF/CN/LowAlt" = sf\_sn\_low\_alt - sf\_cn\_low\_alt,  
 "SF/MN/LowAlt - SF/CN/LowAlt" = sf\_mn\_low\_alt - sf\_cn\_low\_alt,  
 "SF/DN/HiAlt - SF/CN/HiAlt" = sf\_dn\_hi\_alt - sf\_cn\_hi\_alt,  
 "SF/Conv/HiAlt - SF/CN/HiAlt" = sf\_conv\_hi\_alt - sf\_cn\_hi\_alt,  
 "SF/SN/HiAlt - SF/CN/HiAlt" = sf\_sn\_hi\_alt - sf\_cn\_hi\_alt,  
 "SF/MN/HiAlt - SF/CN/HiAlt" = sf\_mn\_hi\_alt - sf\_cn\_hi\_alt), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2) # need to fix

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowAlt - SF/CN/LowAlt | 0.59 | 0.35 | 1038 | -0.10 | 1.27 |
| SF/Conv/LowAlt - SF/CN/LowAlt | 0.16 | 0.37 | 1038 | -0.57 | 0.88 |
| SF/SN/LowAlt - SF/CN/LowAlt | 0.19 | 0.39 | 1038 | -0.58 | 0.96 |
| SF/MN/LowAlt - SF/CN/LowAlt | -0.09 | 0.34 | 1038 | -0.76 | 0.58 |
| SF/DN/HiAlt - SF/CN/HiAlt | -0.14 | 0.35 | 1038 | -0.82 | 0.53 |
| SF/Conv/HiAlt - SF/CN/HiAlt | 0.28 | 0.35 | 1038 | -0.41 | 0.97 |
| SF/SN/HiAlt - SF/CN/HiAlt | -0.17 | 0.37 | 1038 | -0.90 | 0.55 |
| SF/MN/HiAlt - SF/CN/HiAlt | 0.36 | 0.34 | 1038 | -0.32 | 1.03 |

Pairwise comparisons

Custom contrasts

selfenhframe\_lowvshi\_alt

## contrast estimate SE df t.ratio p.value  
## SF/DN/LowAlt - SF/CN/LowAlt 0.630 0.373 1038 1.689 0.0915  
## SF/Conv/LowAlt - SF/CN/LowAlt 0.168 0.394 1038 0.427 0.6695  
## SF/SN/LowAlt - SF/CN/LowAlt 0.204 0.421 1038 0.485 0.6278  
## SF/MN/LowAlt - SF/CN/LowAlt -0.098 0.365 1038 -0.268 0.7885  
## SF/DN/HiAlt - SF/CN/HiAlt -0.153 0.369 1038 -0.416 0.6774  
## SF/Conv/HiAlt - SF/CN/HiAlt 0.299 0.374 1038 0.800 0.4242  
## SF/SN/HiAlt - SF/CN/HiAlt -0.186 0.397 1038 -0.470 0.6387  
## SF/MN/HiAlt - SF/CN/HiAlt 0.379 0.366 1038 1.036 0.3006  
##   
## Results are averaged over the levels of: Gender

dn\_vs\_c\_LowAlt <- c(1,rep(0,7))  
conv\_vs\_c\_LowAlt <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowAlt <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowAlt <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiAlt <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiAlt <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiAlt <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiAlt <- c(rep(0,7),1)

compare\_alt <- contrast(selfenhframe\_lowvshi\_alt, method = list("Effect of DN (Low - High alt)" = dn\_vs\_c\_LowAlt - dn\_vs\_c\_HiAlt,   
 "Effect of Conv (Low - High alt)" = conv\_vs\_c\_LowAlt - conv\_vs\_c\_HiAlt,  
 "Effect of SN (Low - High alt)" = sn\_vs\_c\_LowAlt - sn\_vs\_c\_HiAlt,  
 "Effect of MN (Low - High alt)" = mn\_vs\_c\_LowAlt - mn\_vs\_c\_HiAlt), adjust = "none")  
  
compare\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High alt) | 0.78 | 0.65 | 1038 | 1.20 | 0.231 |
| Effect of Conv (Low - High alt) | -0.13 | 0.68 | 1038 | -0.19 | 0.846 |
| Effect of SN (Low - High alt) | 0.39 | 0.73 | 1038 | 0.54 | 0.592 |
| Effect of MN (Low - High alt) | -0.48 | 0.64 | 1038 | -0.75 | 0.454 |

# confidence intervals  
compare\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High alt) | 0.78 | 0.65 | 1038 | -0.50 | 2.07 |
| Effect of Conv (Low - High alt) | -0.13 | 0.68 | 1038 | -1.46 | 1.20 |
| Effect of SN (Low - High alt) | 0.39 | 0.73 | 1038 | -1.04 | 1.82 |
| Effect of MN (Low - High alt) | -0.48 | 0.64 | 1038 | -1.73 | 0.77 |

# effect sizes  
eff\_size(selfenhframe\_lowvshi\_alt, method = list("Effect of DN (Low - High alt)" = dn\_vs\_c\_LowAlt - dn\_vs\_c\_HiAlt,   
 "Effect of Conv (Low - High alt)" = conv\_vs\_c\_LowAlt - conv\_vs\_c\_HiAlt,  
 "Effect of SN (Low - High alt)" = sn\_vs\_c\_LowAlt - sn\_vs\_c\_HiAlt,  
 "Effect of MN (Low - High alt)" = mn\_vs\_c\_LowAlt - mn\_vs\_c\_HiAlt), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High alt) | 0.73 | 0.61 | 1038 | -0.47 | 1.93 |
| Effect of Conv (Low - High alt) | -0.12 | 0.63 | 1038 | -1.37 | 1.12 |
| Effect of SN (Low - High alt) | 0.37 | 0.68 | 1038 | -0.97 | 1.70 |
| Effect of MN (Low - High alt) | -0.45 | 0.60 | 1038 | -1.62 | 0.72 |

## Egoistic values

Is the difference between Control Norm and Other Norm different for people low vs high on egoistic values? Does this vary across framing conditions?

### Storing low (-1SD) and high (+1SD) egoistic values

sd\_below <- mean(average\_df$egoistic\_center) - sd(average\_df$egoistic\_center)  
sd\_above <- mean(average\_df$egoistic\_center) + sd(average\_df$egoistic\_center)

### Calculate EM Means at low and high ego

atlist <- list(egoistic\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(mod\_mice, ~ norm\_condition\*egoistic\_center\*framing\_condition, at=atlist)  
  
combinations %>% knitr::kable(digits = 2)

| norm\_condition | egoistic\_center | framing\_condition | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- | --- |
| control\_norm | -0.92 | control\_framing | 4.67 | 0.17 | 1038 | 4.34 | 5.00 |
| descriptive\_norm | -0.92 | control\_framing | 4.54 | 0.22 | 1038 | 4.12 | 4.97 |
| convention\_norm | -0.92 | control\_framing | 4.91 | 0.18 | 1038 | 4.55 | 5.26 |
| social\_norm | -0.92 | control\_framing | 4.57 | 0.17 | 1038 | 4.24 | 4.90 |
| moral\_norm | -0.92 | control\_framing | 4.29 | 0.24 | 1038 | 3.82 | 4.76 |
| control\_norm | 0.92 | control\_framing | 4.23 | 0.20 | 1038 | 3.84 | 4.62 |
| descriptive\_norm | 0.92 | control\_framing | 4.04 | 0.20 | 1038 | 3.64 | 4.44 |
| convention\_norm | 0.92 | control\_framing | 4.09 | 0.20 | 1038 | 3.70 | 4.49 |
| social\_norm | 0.92 | control\_framing | 3.75 | 0.18 | 1038 | 3.39 | 4.11 |
| moral\_norm | 0.92 | control\_framing | 4.17 | 0.21 | 1038 | 3.76 | 4.58 |
| control\_norm | -0.92 | pro\_env\_framing | 5.08 | 0.18 | 1038 | 4.74 | 5.43 |
| descriptive\_norm | -0.92 | pro\_env\_framing | 4.67 | 0.21 | 1038 | 4.25 | 5.08 |
| convention\_norm | -0.92 | pro\_env\_framing | 4.63 | 0.18 | 1038 | 4.27 | 4.99 |
| social\_norm | -0.92 | pro\_env\_framing | 4.56 | 0.19 | 1038 | 4.18 | 4.94 |
| moral\_norm | -0.92 | pro\_env\_framing | 4.66 | 0.19 | 1038 | 4.29 | 5.03 |
| control\_norm | 0.92 | pro\_env\_framing | 4.14 | 0.19 | 1038 | 3.77 | 4.50 |
| descriptive\_norm | 0.92 | pro\_env\_framing | 4.22 | 0.18 | 1038 | 3.87 | 4.57 |
| convention\_norm | 0.92 | pro\_env\_framing | 4.44 | 0.19 | 1038 | 4.06 | 4.82 |
| social\_norm | 0.92 | pro\_env\_framing | 4.28 | 0.20 | 1038 | 3.89 | 4.68 |
| moral\_norm | 0.92 | pro\_env\_framing | 4.09 | 0.18 | 1038 | 3.75 | 4.44 |
| control\_norm | -0.92 | self\_enh\_framing | 4.54 | 0.21 | 1038 | 4.13 | 4.95 |
| descriptive\_norm | -0.92 | self\_enh\_framing | 4.72 | 0.22 | 1038 | 4.29 | 5.15 |
| convention\_norm | -0.92 | self\_enh\_framing | 4.96 | 0.18 | 1038 | 4.61 | 5.31 |
| social\_norm | -0.92 | self\_enh\_framing | 4.41 | 0.21 | 1038 | 3.99 | 4.83 |
| moral\_norm | -0.92 | self\_enh\_framing | 4.68 | 0.18 | 1038 | 4.32 | 5.04 |
| control\_norm | 0.92 | self\_enh\_framing | 3.93 | 0.20 | 1038 | 3.55 | 4.32 |
| descriptive\_norm | 0.92 | self\_enh\_framing | 4.23 | 0.23 | 1038 | 3.78 | 4.68 |
| convention\_norm | 0.92 | self\_enh\_framing | 3.98 | 0.18 | 1038 | 3.62 | 4.33 |
| social\_norm | 0.92 | self\_enh\_framing | 4.08 | 0.19 | 1038 | 3.70 | 4.46 |
| moral\_norm | 0.92 | self\_enh\_framing | 4.07 | 0.19 | 1038 | 3.70 | 4.44 |

### Custom contrasts

cf\_cn\_low\_ego <- c(1, rep(0,29)) # control framing  
cf\_dn\_low\_ego <- c(0,1,rep(0,28))  
cf\_conv\_low\_ego <- c(0,0,1,rep(0,27))  
cf\_sn\_low\_ego <- c(0,0,0,1,rep(0,26))  
cf\_mn\_low\_ego <- c(rep(0,4),1,(rep(0,25)))  
  
cf\_cn\_hi\_ego <- c(rep(0,5),1,(rep(0,24)))   
cf\_dn\_hi\_ego <- c(rep(0,6),1,(rep(0,23)))  
cf\_conv\_hi\_ego <- c(rep(0,7),1,(rep(0,22)))  
cf\_sn\_hi\_ego <- c(rep(0,8),1,(rep(0,21)))  
cf\_mn\_hi\_ego <- c(rep(0,9),1,(rep(0,20)))  
  
  
pf\_cn\_low\_ego <- c(rep(0,10),1,(rep(0,19))) # pro-environmental framing  
pf\_dn\_low\_ego <- c(rep(0,11),1,(rep(0,18)))  
pf\_conv\_low\_ego <- c(rep(0,12),1,(rep(0,17)))  
pf\_sn\_low\_ego <- c(rep(0,13),1,(rep(0,16)))  
pf\_mn\_low\_ego <- c(rep(0,14),1,(rep(0,15)))  
  
pf\_cn\_hi\_ego <- c(rep(0,15),1,(rep(0,14)))   
pf\_dn\_hi\_ego <- c(rep(0,16),1,(rep(0,13)))  
pf\_conv\_hi\_ego <- c(rep(0,17),1,(rep(0,12)))  
pf\_sn\_hi\_ego <- c(rep(0,18),1,(rep(0,11)))  
pf\_mn\_hi\_ego <- c(rep(0,19),1,(rep(0,10)))  
  
  
sf\_cn\_low\_ego <- c(rep(0,20),1,(rep(0,9))) # self-enhancing framing  
sf\_dn\_low\_ego <- c(rep(0,21),1,(rep(0,8)))  
sf\_conv\_low\_ego <- c(rep(0,22),1,(rep(0,7)))  
sf\_sn\_low\_ego <- c(rep(0,23),1,(rep(0,6)))  
sf\_mn\_low\_ego <- c(rep(0,24),1,(rep(0,5)))  
  
sf\_cn\_hi\_ego <- c(rep(0,25),1,(rep(0,4)))   
sf\_dn\_hi\_ego <- c(rep(0,26),1,(rep(0,3)))  
sf\_conv\_hi\_ego <- c(rep(0,27),1,(rep(0,2)))  
sf\_sn\_hi\_ego <- c(rep(0,28),1,(rep(0,1)))  
sf\_mn\_hi\_ego <- c(rep(0,29),1)

Effect of norm for people low vs high on egoistic values across framing conditions

#### Control framing

controlframe\_lowvshi\_ego <- contrast(combinations,   
 method = list("CF/DN/LowEgo - CF/CN/LowEgo" = cf\_dn\_low\_ego - cf\_cn\_low\_ego,  
 "CF/Conv/LowEgo - CF/CN/LowEgo" = cf\_conv\_low\_ego - cf\_cn\_low\_ego,  
 "CF/SN/LowEgo - CF/CN/LowEgo" = cf\_sn\_low\_ego - cf\_cn\_low\_ego,  
 "CF/MN/LowEgo - CF/CN/LowEgo" = cf\_mn\_low\_ego - cf\_cn\_low\_ego,  
 "CF/DN/HiEgo - CF/CN/HiEgo" = cf\_dn\_hi\_ego - cf\_cn\_hi\_ego,  
 "CF/Conv/HiEgo - CF/CN/HiEgo" = cf\_conv\_hi\_ego - cf\_cn\_hi\_ego,  
 "CF/SN/HiEgo - CF/CN/HiEgo" = cf\_sn\_hi\_ego - cf\_cn\_hi\_ego,  
 "CF/MN/HiEgo - CF/CN/HiEgo" = cf\_mn\_hi\_ego - cf\_cn\_hi\_ego),   
 adjust = "none")  
  
controlframe\_lowvshi\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowEgo - CF/CN/LowEgo | -0.13 | 0.27 | 1038 | -0.47 | 0.640 |
| CF/Conv/LowEgo - CF/CN/LowEgo | 0.24 | 0.25 | 1038 | 0.96 | 0.336 |
| CF/SN/LowEgo - CF/CN/LowEgo | -0.10 | 0.24 | 1038 | -0.42 | 0.674 |
| CF/MN/LowEgo - CF/CN/LowEgo | -0.38 | 0.29 | 1038 | -1.31 | 0.192 |
| CF/DN/HiEgo - CF/CN/HiEgo | -0.19 | 0.28 | 1038 | -0.66 | 0.507 |
| CF/Conv/HiEgo - CF/CN/HiEgo | -0.13 | 0.28 | 1038 | -0.48 | 0.634 |
| CF/SN/HiEgo - CF/CN/HiEgo | -0.48 | 0.27 | 1038 | -1.77 | 0.076 |
| CF/MN/HiEgo - CF/CN/HiEgo | -0.06 | 0.29 | 1038 | -0.20 | 0.844 |

# confidence intervals  
controlframe\_lowvshi\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowEgo - CF/CN/LowEgo | -0.13 | 0.27 | 1038 | -0.66 | 0.41 |
| CF/Conv/LowEgo - CF/CN/LowEgo | 0.24 | 0.25 | 1038 | -0.25 | 0.72 |
| CF/SN/LowEgo - CF/CN/LowEgo | -0.10 | 0.24 | 1038 | -0.56 | 0.36 |
| CF/MN/LowEgo - CF/CN/LowEgo | -0.38 | 0.29 | 1038 | -0.96 | 0.19 |
| CF/DN/HiEgo - CF/CN/HiEgo | -0.19 | 0.28 | 1038 | -0.75 | 0.37 |
| CF/Conv/HiEgo - CF/CN/HiEgo | -0.13 | 0.28 | 1038 | -0.69 | 0.42 |
| CF/SN/HiEgo - CF/CN/HiEgo | -0.48 | 0.27 | 1038 | -1.01 | 0.05 |
| CF/MN/HiEgo - CF/CN/HiEgo | -0.06 | 0.29 | 1038 | -0.62 | 0.51 |

# effect sizes  
sigma\_pool <- mean(pool\_obj$glanced$sigma)  
df\_resid\_pool <- mean(pool\_obj$glanced$df.residual)  
  
eff\_size(combinations,   
 method = list("CF/DN/LowEgo - CF/CN/LowEgo" = cf\_dn\_low\_ego - cf\_cn\_low\_ego,  
 "CF/Conv/LowEgo - CF/CN/LowEgo" = cf\_conv\_low\_ego - cf\_cn\_low\_ego,  
 "CF/SN/LowEgo - CF/CN/LowEgo" = cf\_sn\_low\_ego - cf\_cn\_low\_ego,  
 "CF/MN/LowEgo - CF/CN/LowEgo" = cf\_mn\_low\_ego - cf\_cn\_low\_ego,  
 "CF/DN/HiEgo - CF/CN/HiEgo" = cf\_dn\_hi\_ego - cf\_cn\_hi\_ego,  
 "CF/Conv/HiEgo - CF/CN/HiEgo" = cf\_conv\_hi\_ego - cf\_cn\_hi\_ego,  
 "CF/SN/HiEgo - CF/CN/HiEgo" = cf\_sn\_hi\_ego - cf\_cn\_hi\_ego,  
 "CF/MN/HiEgo - CF/CN/HiEgo" = cf\_mn\_hi\_ego - cf\_cn\_hi\_ego), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2) # need to fix

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowEgo - CF/CN/LowEgo | -0.12 | 0.25 | 1038 | -0.62 | 0.38 |
| CF/Conv/LowEgo - CF/CN/LowEgo | 0.22 | 0.23 | 1038 | -0.23 | 0.67 |
| CF/SN/LowEgo - CF/CN/LowEgo | -0.09 | 0.22 | 1038 | -0.52 | 0.34 |
| CF/MN/LowEgo - CF/CN/LowEgo | -0.36 | 0.27 | 1038 | -0.89 | 0.18 |
| CF/DN/HiEgo - CF/CN/HiEgo | -0.18 | 0.27 | 1038 | -0.70 | 0.34 |
| CF/Conv/HiEgo - CF/CN/HiEgo | -0.13 | 0.26 | 1038 | -0.65 | 0.39 |
| CF/SN/HiEgo - CF/CN/HiEgo | -0.45 | 0.25 | 1038 | -0.95 | 0.05 |
| CF/MN/HiEgo - CF/CN/HiEgo | -0.05 | 0.27 | 1038 | -0.58 | 0.48 |

Pairwise comparisons

Custom contrasts

controlframe\_lowvshi\_ego

## contrast estimate SE df t.ratio p.value  
## CF/DN/LowEgo - CF/CN/LowEgo -0.1268 0.271 1038 -0.468 0.6402  
## CF/Conv/LowEgo - CF/CN/LowEgo 0.2362 0.246 1038 0.962 0.3363  
## CF/SN/LowEgo - CF/CN/LowEgo -0.0988 0.235 1038 -0.420 0.6744  
## CF/MN/LowEgo - CF/CN/LowEgo -0.3821 0.292 1038 -1.307 0.1916  
## CF/DN/HiEgo - CF/CN/HiEgo -0.1884 0.284 1038 -0.664 0.5069  
## CF/Conv/HiEgo - CF/CN/HiEgo -0.1349 0.283 1038 -0.476 0.6338  
## CF/SN/HiEgo - CF/CN/HiEgo -0.4799 0.271 1038 -1.774 0.0764  
## CF/MN/HiEgo - CF/CN/HiEgo -0.0570 0.289 1038 -0.197 0.8436  
##   
## Results are averaged over the levels of: Gender

dn\_vs\_c\_LowEgo <- c(1,rep(0,7))  
conv\_vs\_c\_LowEgo <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowEgo <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowEgo <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiEgo <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiEgo <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiEgo <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiEgo <- c(rep(0,7),1)

compare\_ego <- contrast(controlframe\_lowvshi\_ego, method = list("Effect of DN (Low - High ego)" = dn\_vs\_c\_LowEgo - dn\_vs\_c\_HiEgo,   
 "Effect of Conv (Low - High ego)" = conv\_vs\_c\_LowEgo - conv\_vs\_c\_HiEgo,  
 "Effect of SN (Low - High ego)" = sn\_vs\_c\_LowEgo - sn\_vs\_c\_HiEgo,  
 "Effect of MN (Low - High ego)" = mn\_vs\_c\_LowEgo - mn\_vs\_c\_HiEgo), adjust = "none")  
  
compare\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ego) | 0.06 | 0.42 | 1038 | 0.15 | 0.884 |
| Effect of Conv (Low - High ego) | 0.37 | 0.38 | 1038 | 0.98 | 0.330 |
| Effect of SN (Low - High ego) | 0.38 | 0.38 | 1038 | 1.01 | 0.313 |
| Effect of MN (Low - High ego) | -0.33 | 0.44 | 1038 | -0.74 | 0.462 |

# confidence intervals  
compare\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ego) | 0.06 | 0.42 | 1038 | -0.76 | 0.89 |
| Effect of Conv (Low - High ego) | 0.37 | 0.38 | 1038 | -0.38 | 1.12 |
| Effect of SN (Low - High ego) | 0.38 | 0.38 | 1038 | -0.36 | 1.12 |
| Effect of MN (Low - High ego) | -0.33 | 0.44 | 1038 | -1.19 | 0.54 |

# effect sizes  
eff\_size(controlframe\_lowvshi\_ego, method = list("Effect of DN (Low - High ego)" = dn\_vs\_c\_LowEgo - dn\_vs\_c\_HiEgo,   
 "Effect of Conv (Low - High ego)" = conv\_vs\_c\_LowEgo - conv\_vs\_c\_HiEgo,  
 "Effect of SN (Low - High ego)" = sn\_vs\_c\_LowEgo - sn\_vs\_c\_HiEgo,  
 "Effect of MN (Low - High ego)" = mn\_vs\_c\_LowEgo - mn\_vs\_c\_HiEgo), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ego) | 0.06 | 0.39 | 1038 | -0.72 | 0.83 |
| Effect of Conv (Low - High ego) | 0.35 | 0.36 | 1038 | -0.35 | 1.05 |
| Effect of SN (Low - High ego) | 0.36 | 0.35 | 1038 | -0.34 | 1.05 |
| Effect of MN (Low - High ego) | -0.30 | 0.41 | 1038 | -1.12 | 0.51 |

#### Pro-environmental framing

proenvframe\_lowvshi\_ego <- contrast(combinations,   
 method = list("PF/DN/LowEgo - PF/CN/LowEgo" = pf\_dn\_low\_ego - pf\_cn\_low\_ego,  
 "PF/Conv/LowEgo - PF/CN/LowEgo" = pf\_conv\_low\_ego - pf\_cn\_low\_ego,  
 "PF/SN/LowEgo - PF/CN/LowEgo" = pf\_sn\_low\_ego - pf\_cn\_low\_ego,  
 "PF/MN/LowEgo - PF/CN/LowEgo" = pf\_mn\_low\_ego - pf\_cn\_low\_ego,  
 "PF/DN/HiEgo - PF/CN/HiEgo" = pf\_dn\_hi\_ego - pf\_cn\_hi\_ego,  
 "PF/Conv/HiEgo - PF/CN/HiEgo" = pf\_conv\_hi\_ego - pf\_cn\_hi\_ego,  
 "PF/SN/HiEgo - PF/CN/HiEgo" = pf\_sn\_hi\_ego - pf\_cn\_hi\_ego,  
 "PF/MN/HiEgo - PF/CN/HiEgo" = pf\_mn\_hi\_ego - pf\_cn\_hi\_ego),   
 adjust = "none")  
  
proenvframe\_lowvshi\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowEgo - PF/CN/LowEgo | -0.42 | 0.27 | 1038 | -1.53 | 0.126 |
| PF/Conv/LowEgo - PF/CN/LowEgo | -0.45 | 0.25 | 1038 | -1.78 | 0.076 |
| PF/SN/LowEgo - PF/CN/LowEgo | -0.52 | 0.26 | 1038 | -2.00 | 0.045 |
| PF/MN/LowEgo - PF/CN/LowEgo | -0.43 | 0.26 | 1038 | -1.66 | 0.097 |
| PF/DN/HiEgo - PF/CN/HiEgo | 0.08 | 0.26 | 1038 | 0.31 | 0.757 |
| PF/Conv/HiEgo - PF/CN/HiEgo | 0.30 | 0.27 | 1038 | 1.13 | 0.259 |
| PF/SN/HiEgo - PF/CN/HiEgo | 0.15 | 0.27 | 1038 | 0.53 | 0.595 |
| PF/MN/HiEgo - PF/CN/HiEgo | -0.04 | 0.26 | 1038 | -0.17 | 0.868 |

# confidence intervals  
proenvframe\_lowvshi\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowEgo - PF/CN/LowEgo | -0.42 | 0.27 | 1038 | -0.96 | 0.12 |
| PF/Conv/LowEgo - PF/CN/LowEgo | -0.45 | 0.25 | 1038 | -0.95 | 0.05 |
| PF/SN/LowEgo - PF/CN/LowEgo | -0.52 | 0.26 | 1038 | -1.03 | -0.01 |
| PF/MN/LowEgo - PF/CN/LowEgo | -0.43 | 0.26 | 1038 | -0.93 | 0.08 |
| PF/DN/HiEgo - PF/CN/HiEgo | 0.08 | 0.26 | 1038 | -0.43 | 0.59 |
| PF/Conv/HiEgo - PF/CN/HiEgo | 0.30 | 0.27 | 1038 | -0.22 | 0.83 |
| PF/SN/HiEgo - PF/CN/HiEgo | 0.15 | 0.27 | 1038 | -0.39 | 0.68 |
| PF/MN/HiEgo - PF/CN/HiEgo | -0.04 | 0.26 | 1038 | -0.55 | 0.46 |

# effect sizes  
eff\_size(combinations,   
 method = list("PF/DN/LowEgo - PF/CN/LowEgo" = pf\_dn\_low\_ego - pf\_cn\_low\_ego,  
 "PF/Conv/LowEgo - PF/CN/LowEgo" = pf\_conv\_low\_ego - pf\_cn\_low\_ego,  
 "PF/SN/LowEgo - PF/CN/LowEgo" = pf\_sn\_low\_ego - pf\_cn\_low\_ego,  
 "PF/MN/LowEgo - PF/CN/LowEgo" = pf\_mn\_low\_ego - pf\_cn\_low\_ego,  
 "PF/DN/HiEgo - PF/CN/HiEgo" = pf\_dn\_hi\_ego - pf\_cn\_hi\_ego,  
 "PF/Conv/HiEgo - PF/CN/HiEgo" = pf\_conv\_hi\_ego - pf\_cn\_hi\_ego,  
 "PF/SN/HiEgo - PF/CN/HiEgo" = pf\_sn\_hi\_ego - pf\_cn\_hi\_ego,  
 "PF/MN/HiEgo - PF/CN/HiEgo" = pf\_mn\_hi\_ego - pf\_cn\_hi\_ego), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2) # need to fix

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowEgo - PF/CN/LowEgo | -0.39 | 0.26 | 1038 | -0.89 | 0.11 |
| PF/Conv/LowEgo - PF/CN/LowEgo | -0.42 | 0.24 | 1038 | -0.89 | 0.04 |
| PF/SN/LowEgo - PF/CN/LowEgo | -0.49 | 0.24 | 1038 | -0.97 | -0.01 |
| PF/MN/LowEgo - PF/CN/LowEgo | -0.40 | 0.24 | 1038 | -0.87 | 0.07 |
| PF/DN/HiEgo - PF/CN/HiEgo | 0.07 | 0.24 | 1038 | -0.40 | 0.55 |
| PF/Conv/HiEgo - PF/CN/HiEgo | 0.28 | 0.25 | 1038 | -0.21 | 0.78 |
| PF/SN/HiEgo - PF/CN/HiEgo | 0.14 | 0.26 | 1038 | -0.37 | 0.64 |
| PF/MN/HiEgo - PF/CN/HiEgo | -0.04 | 0.24 | 1038 | -0.51 | 0.43 |

Pairwise comparisons

Custom contrasts

proenvframe\_lowvshi\_ego

## contrast estimate SE df t.ratio p.value  
## PF/DN/LowEgo - PF/CN/LowEgo -0.4190 0.273 1038 -1.532 0.1258  
## PF/Conv/LowEgo - PF/CN/LowEgo -0.4508 0.254 1038 -1.776 0.0760  
## PF/SN/LowEgo - PF/CN/LowEgo -0.5216 0.260 1038 -2.003 0.0455  
## PF/MN/LowEgo - PF/CN/LowEgo -0.4258 0.257 1038 -1.660 0.0973  
## PF/DN/HiEgo - PF/CN/HiEgo 0.0800 0.258 1038 0.310 0.7568  
## PF/Conv/HiEgo - PF/CN/HiEgo 0.3029 0.268 1038 1.129 0.2594  
## PF/SN/HiEgo - PF/CN/HiEgo 0.1459 0.275 1038 0.531 0.5953  
## PF/MN/HiEgo - PF/CN/HiEgo -0.0428 0.257 1038 -0.167 0.8677  
##   
## Results are averaged over the levels of: Gender

dn\_vs\_c\_LowEgo <- c(1,rep(0,7))  
conv\_vs\_c\_LowEgo <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowEgo <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowEgo <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiEgo <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiEgo <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiEgo <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiEgo <- c(rep(0,7),1)

compare\_ego <- contrast(proenvframe\_lowvshi\_ego, method = list("Effect of DN (Low - High ego)" = dn\_vs\_c\_LowEgo - dn\_vs\_c\_HiEgo,   
 "Effect of Conv (Low - High ego)" = conv\_vs\_c\_LowEgo - conv\_vs\_c\_HiEgo,  
 "Effect of SN (Low - High ego)" = sn\_vs\_c\_LowEgo - sn\_vs\_c\_HiEgo,  
 "Effect of MN (Low - High ego)" = mn\_vs\_c\_LowEgo - mn\_vs\_c\_HiEgo), adjust = "none")  
  
compare\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ego) | -0.50 | 0.39 | 1038 | -1.28 | 0.201 |
| Effect of Conv (Low - High ego) | -0.75 | 0.39 | 1038 | -1.94 | 0.053 |
| Effect of SN (Low - High ego) | -0.67 | 0.39 | 1038 | -1.73 | 0.085 |
| Effect of MN (Low - High ego) | -0.38 | 0.37 | 1038 | -1.02 | 0.306 |

# confidence intervals  
compare\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ego) | -0.50 | 0.39 | 1038 | -1.26 | 0.27 |
| Effect of Conv (Low - High ego) | -0.75 | 0.39 | 1038 | -1.52 | 0.01 |
| Effect of SN (Low - High ego) | -0.67 | 0.39 | 1038 | -1.43 | 0.09 |
| Effect of MN (Low - High ego) | -0.38 | 0.37 | 1038 | -1.12 | 0.35 |

# effect sizes  
eff\_size(proenvframe\_lowvshi\_ego, method = list("Effect of DN (Low - High ego)" = dn\_vs\_c\_LowEgo - dn\_vs\_c\_HiEgo,   
 "Effect of Conv (Low - High ego)" = conv\_vs\_c\_LowEgo - conv\_vs\_c\_HiEgo,  
 "Effect of SN (Low - High ego)" = sn\_vs\_c\_LowEgo - sn\_vs\_c\_HiEgo,  
 "Effect of MN (Low - High ego)" = mn\_vs\_c\_LowEgo - mn\_vs\_c\_HiEgo), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ego) | -0.47 | 0.36 | 1038 | -1.18 | 0.25 |
| Effect of Conv (Low - High ego) | -0.71 | 0.36 | 1038 | -1.42 | 0.01 |
| Effect of SN (Low - High ego) | -0.62 | 0.36 | 1038 | -1.34 | 0.09 |
| Effect of MN (Low - High ego) | -0.36 | 0.35 | 1038 | -1.05 | 0.33 |

#### Self-enhancing framing

selfenhframe\_lowvshi\_ego <- contrast(combinations,   
 method = list("SF/DN/LowEgo - SF/CN/LowEgo" = sf\_dn\_low\_ego - sf\_cn\_low\_ego,  
 "SF/Conv/LowEgo - SF/CN/LowEgo" = sf\_conv\_low\_ego - sf\_cn\_low\_ego,  
 "SF/SN/LowEgo - SF/CN/LowEgo" = sf\_sn\_low\_ego - sf\_cn\_low\_ego,  
 "SF/MN/LowEgo - SF/CN/LowEgo" = sf\_mn\_low\_ego - sf\_cn\_low\_ego,  
 "SF/DN/HiEgo - SF/CN/HiEgo" = sf\_dn\_hi\_ego - sf\_cn\_hi\_ego,  
 "SF/Conv/HiEgo - SF/CN/HiEgo" = sf\_conv\_hi\_ego - sf\_cn\_hi\_ego,  
 "SF/SN/HiEgo - SF/CN/HiEgo" = sf\_sn\_hi\_ego - sf\_cn\_hi\_ego,  
 "SF/MN/HiEgo - SF/CN/HiEgo" = sf\_mn\_hi\_ego - sf\_cn\_hi\_ego),   
 adjust = "none")  
  
selfenhframe\_lowvshi\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowEgo - SF/CN/LowEgo | 0.18 | 0.31 | 1038 | 0.58 | 0.560 |
| SF/Conv/LowEgo - SF/CN/LowEgo | 0.42 | 0.28 | 1038 | 1.53 | 0.126 |
| SF/SN/LowEgo - SF/CN/LowEgo | -0.13 | 0.30 | 1038 | -0.43 | 0.670 |
| SF/MN/LowEgo - SF/CN/LowEgo | 0.14 | 0.28 | 1038 | 0.52 | 0.604 |
| SF/DN/HiEgo - SF/CN/HiEgo | 0.30 | 0.31 | 1038 | 0.97 | 0.331 |
| SF/Conv/HiEgo - SF/CN/HiEgo | 0.04 | 0.27 | 1038 | 0.17 | 0.867 |
| SF/SN/HiEgo - SF/CN/HiEgo | 0.15 | 0.28 | 1038 | 0.53 | 0.597 |
| SF/MN/HiEgo - SF/CN/HiEgo | 0.14 | 0.27 | 1038 | 0.50 | 0.617 |

# confidence intervals  
selfenhframe\_lowvshi\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowEgo - SF/CN/LowEgo | 0.18 | 0.31 | 1038 | -0.42 | 0.78 |
| SF/Conv/LowEgo - SF/CN/LowEgo | 0.42 | 0.28 | 1038 | -0.12 | 0.96 |
| SF/SN/LowEgo - SF/CN/LowEgo | -0.13 | 0.30 | 1038 | -0.72 | 0.46 |
| SF/MN/LowEgo - SF/CN/LowEgo | 0.14 | 0.28 | 1038 | -0.40 | 0.69 |
| SF/DN/HiEgo - SF/CN/HiEgo | 0.30 | 0.31 | 1038 | -0.30 | 0.90 |
| SF/Conv/HiEgo - SF/CN/HiEgo | 0.04 | 0.27 | 1038 | -0.48 | 0.57 |
| SF/SN/HiEgo - SF/CN/HiEgo | 0.15 | 0.28 | 1038 | -0.39 | 0.69 |
| SF/MN/HiEgo - SF/CN/HiEgo | 0.14 | 0.27 | 1038 | -0.40 | 0.67 |

# effect sizes  
eff\_size(combinations,   
 method = list("SF/DN/LowEgo - SF/CN/LowEgo" = sf\_dn\_low\_ego - sf\_cn\_low\_ego,  
 "SF/Conv/LowEgo - SF/CN/LowEgo" = sf\_conv\_low\_ego - sf\_cn\_low\_ego,  
 "SF/SN/LowEgo - SF/CN/LowEgo" = sf\_sn\_low\_ego - sf\_cn\_low\_ego,  
 "SF/MN/LowEgo - SF/CN/LowEgo" = sf\_mn\_low\_ego - sf\_cn\_low\_ego,  
 "SF/DN/HiEgo - SF/CN/HiEgo" = sf\_dn\_hi\_ego - sf\_cn\_hi\_ego,  
 "SF/Conv/HiEgo - SF/CN/HiEgo" = sf\_conv\_hi\_ego - sf\_cn\_hi\_ego,  
 "SF/SN/HiEgo - SF/CN/HiEgo" = sf\_sn\_hi\_ego - sf\_cn\_hi\_ego,  
 "SF/MN/HiEgo - SF/CN/HiEgo" = sf\_mn\_hi\_ego - sf\_cn\_hi\_ego), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2) # need to fix

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowEgo - SF/CN/LowEgo | 0.17 | 0.29 | 1038 | -0.40 | 0.73 |
| SF/Conv/LowEgo - SF/CN/LowEgo | 0.40 | 0.26 | 1038 | -0.11 | 0.90 |
| SF/SN/LowEgo - SF/CN/LowEgo | -0.12 | 0.28 | 1038 | -0.67 | 0.43 |
| SF/MN/LowEgo - SF/CN/LowEgo | 0.14 | 0.26 | 1038 | -0.38 | 0.65 |
| SF/DN/HiEgo - SF/CN/HiEgo | 0.28 | 0.29 | 1038 | -0.28 | 0.84 |
| SF/Conv/HiEgo - SF/CN/HiEgo | 0.04 | 0.25 | 1038 | -0.45 | 0.53 |
| SF/SN/HiEgo - SF/CN/HiEgo | 0.14 | 0.26 | 1038 | -0.37 | 0.64 |
| SF/MN/HiEgo - SF/CN/HiEgo | 0.13 | 0.26 | 1038 | -0.37 | 0.63 |

Pairwise comparisons

Custom contrasts

selfenhframe\_lowvshi\_ego

## contrast estimate SE df t.ratio p.value  
## SF/DN/LowEgo - SF/CN/LowEgo 0.1794 0.307 1038 0.584 0.5595  
## SF/Conv/LowEgo - SF/CN/LowEgo 0.4226 0.276 1038 1.533 0.1256  
## SF/SN/LowEgo - SF/CN/LowEgo -0.1278 0.300 1038 -0.427 0.6697  
## SF/MN/LowEgo - SF/CN/LowEgo 0.1444 0.278 1038 0.519 0.6038  
## SF/DN/HiEgo - SF/CN/HiEgo 0.2971 0.306 1038 0.972 0.3315  
## SF/Conv/HiEgo - SF/CN/HiEgo 0.0449 0.268 1038 0.168 0.8668  
## SF/SN/HiEgo - SF/CN/HiEgo 0.1455 0.275 1038 0.529 0.5971  
## SF/MN/HiEgo - SF/CN/HiEgo 0.1370 0.274 1038 0.501 0.6168  
##   
## Results are averaged over the levels of: Gender

dn\_vs\_c\_LowEgo <- c(1,rep(0,7))  
conv\_vs\_c\_LowEgo <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowEgo <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowEgo <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiEgo <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiEgo <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiEgo <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiEgo <- c(rep(0,7),1)

compare\_ego <- contrast(selfenhframe\_lowvshi\_ego, method = list("Effect of DN (Low - High ego)" = dn\_vs\_c\_LowEgo - dn\_vs\_c\_HiEgo,   
 "Effect of Conv (Low - High ego)" = conv\_vs\_c\_LowEgo - conv\_vs\_c\_HiEgo,  
 "Effect of SN (Low - High ego)" = sn\_vs\_c\_LowEgo - sn\_vs\_c\_HiEgo,  
 "Effect of MN (Low - High ego)" = mn\_vs\_c\_LowEgo - mn\_vs\_c\_HiEgo), adjust = "none")  
  
compare\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ego) | -0.12 | 0.50 | 1038 | -0.23 | 0.815 |
| Effect of Conv (Low - High ego) | 0.38 | 0.40 | 1038 | 0.93 | 0.351 |
| Effect of SN (Low - High ego) | -0.27 | 0.44 | 1038 | -0.62 | 0.533 |
| Effect of MN (Low - High ego) | 0.01 | 0.42 | 1038 | 0.02 | 0.986 |

# confidence intervals  
compare\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ego) | -0.12 | 0.50 | 1038 | -1.10 | 0.87 |
| Effect of Conv (Low - High ego) | 0.38 | 0.40 | 1038 | -0.42 | 1.17 |
| Effect of SN (Low - High ego) | -0.27 | 0.44 | 1038 | -1.13 | 0.59 |
| Effect of MN (Low - High ego) | 0.01 | 0.42 | 1038 | -0.81 | 0.83 |

# effect sizes  
eff\_size(selfenhframe\_lowvshi\_ego, method = list("Effect of DN (Low - High ego)" = dn\_vs\_c\_LowEgo - dn\_vs\_c\_HiEgo,   
 "Effect of Conv (Low - High ego)" = conv\_vs\_c\_LowEgo - conv\_vs\_c\_HiEgo,  
 "Effect of SN (Low - High ego)" = sn\_vs\_c\_LowEgo - sn\_vs\_c\_HiEgo,  
 "Effect of MN (Low - High ego)" = mn\_vs\_c\_LowEgo - mn\_vs\_c\_HiEgo), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ego) | -0.11 | 0.47 | 1038 | -1.03 | 0.81 |
| Effect of Conv (Low - High ego) | 0.35 | 0.38 | 1038 | -0.39 | 1.10 |
| Effect of SN (Low - High ego) | -0.26 | 0.41 | 1038 | -1.06 | 0.55 |
| Effect of MN (Low - High ego) | 0.01 | 0.39 | 1038 | -0.76 | 0.77 |

## Hedonic values

Is the difference between Control Norm and Other Norm different for people low vs high on hedonic values? Does this vary across framing conditions?

### Storing low (-1SD) and high (+1SD) hedonic values

sd\_below <- mean(average\_df$hedonic\_center) - sd(average\_df$hedonic\_center)  
sd\_above <- mean(average\_df$hedonic\_center) + sd(average\_df$hedonic\_center)

### Calculate EM Means at low and high hed

atlist <- list(hedonic\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(mod\_mice, ~ norm\_condition\*hedonic\_center\*framing\_condition, at=atlist)  
  
combinations %>% knitr::kable(digits = 2)

| norm\_condition | hedonic\_center | framing\_condition | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- | --- |
| control\_norm | -0.79 | control\_framing | 4.72 | 0.20 | 1038 | 4.33 | 5.10 |
| descriptive\_norm | -0.79 | control\_framing | 4.41 | 0.21 | 1038 | 3.98 | 4.83 |
| convention\_norm | -0.79 | control\_framing | 4.38 | 0.24 | 1038 | 3.91 | 4.85 |
| social\_norm | -0.79 | control\_framing | 4.20 | 0.20 | 1038 | 3.81 | 4.58 |
| moral\_norm | -0.79 | control\_framing | 4.52 | 0.23 | 1038 | 4.07 | 4.97 |
| control\_norm | 0.79 | control\_framing | 4.18 | 0.18 | 1038 | 3.82 | 4.54 |
| descriptive\_norm | 0.79 | control\_framing | 4.18 | 0.22 | 1038 | 3.74 | 4.61 |
| convention\_norm | 0.79 | control\_framing | 4.62 | 0.20 | 1038 | 4.24 | 5.00 |
| social\_norm | 0.79 | control\_framing | 4.12 | 0.18 | 1038 | 3.77 | 4.48 |
| moral\_norm | 0.79 | control\_framing | 3.94 | 0.22 | 1038 | 3.52 | 4.37 |
| control\_norm | -0.79 | pro\_env\_framing | 4.49 | 0.23 | 1038 | 4.04 | 4.95 |
| descriptive\_norm | -0.79 | pro\_env\_framing | 4.53 | 0.20 | 1038 | 4.15 | 4.92 |
| convention\_norm | -0.79 | pro\_env\_framing | 4.38 | 0.21 | 1038 | 3.96 | 4.79 |
| social\_norm | -0.79 | pro\_env\_framing | 4.51 | 0.20 | 1038 | 4.11 | 4.90 |
| moral\_norm | -0.79 | pro\_env\_framing | 4.44 | 0.18 | 1038 | 4.08 | 4.80 |
| control\_norm | 0.79 | pro\_env\_framing | 4.73 | 0.19 | 1038 | 4.35 | 5.11 |
| descriptive\_norm | 0.79 | pro\_env\_framing | 4.35 | 0.23 | 1038 | 3.89 | 4.81 |
| convention\_norm | 0.79 | pro\_env\_framing | 4.70 | 0.19 | 1038 | 4.33 | 5.07 |
| social\_norm | 0.79 | pro\_env\_framing | 4.34 | 0.21 | 1038 | 3.93 | 4.75 |
| moral\_norm | 0.79 | pro\_env\_framing | 4.31 | 0.20 | 1038 | 3.93 | 4.70 |
| control\_norm | -0.79 | self\_enh\_framing | 4.28 | 0.26 | 1038 | 3.78 | 4.78 |
| descriptive\_norm | -0.79 | self\_enh\_framing | 4.38 | 0.23 | 1038 | 3.94 | 4.83 |
| convention\_norm | -0.79 | self\_enh\_framing | 4.46 | 0.16 | 1038 | 4.13 | 4.78 |
| social\_norm | -0.79 | self\_enh\_framing | 4.55 | 0.24 | 1038 | 4.08 | 5.02 |
| moral\_norm | -0.79 | self\_enh\_framing | 4.68 | 0.17 | 1038 | 4.35 | 5.02 |
| control\_norm | 0.79 | self\_enh\_framing | 4.19 | 0.22 | 1038 | 3.76 | 4.62 |
| descriptive\_norm | 0.79 | self\_enh\_framing | 4.57 | 0.23 | 1038 | 4.12 | 5.01 |
| convention\_norm | 0.79 | self\_enh\_framing | 4.48 | 0.21 | 1038 | 4.08 | 4.89 |
| social\_norm | 0.79 | self\_enh\_framing | 3.94 | 0.24 | 1038 | 3.48 | 4.41 |
| moral\_norm | 0.79 | self\_enh\_framing | 4.07 | 0.20 | 1038 | 3.68 | 4.46 |

### Custom contrasts

cf\_cn\_low\_hed <- c(1, rep(0,29)) # control framing  
cf\_dn\_low\_hed <- c(0,1,rep(0,28))  
cf\_conv\_low\_hed <- c(0,0,1,rep(0,27))  
cf\_sn\_low\_hed <- c(0,0,0,1,rep(0,26))  
cf\_mn\_low\_hed <- c(rep(0,4),1,(rep(0,25)))  
  
cf\_cn\_hi\_hed <- c(rep(0,5),1,(rep(0,24)))   
cf\_dn\_hi\_hed <- c(rep(0,6),1,(rep(0,23)))  
cf\_conv\_hi\_hed <- c(rep(0,7),1,(rep(0,22)))  
cf\_sn\_hi\_hed <- c(rep(0,8),1,(rep(0,21)))  
cf\_mn\_hi\_hed <- c(rep(0,9),1,(rep(0,20)))  
  
  
pf\_cn\_low\_hed <- c(rep(0,10),1,(rep(0,19))) # pro-environmental framing  
pf\_dn\_low\_hed <- c(rep(0,11),1,(rep(0,18)))  
pf\_conv\_low\_hed <- c(rep(0,12),1,(rep(0,17)))  
pf\_sn\_low\_hed <- c(rep(0,13),1,(rep(0,16)))  
pf\_mn\_low\_hed <- c(rep(0,14),1,(rep(0,15)))  
  
pf\_cn\_hi\_hed <- c(rep(0,15),1,(rep(0,14)))   
pf\_dn\_hi\_hed <- c(rep(0,16),1,(rep(0,13)))  
pf\_conv\_hi\_hed <- c(rep(0,17),1,(rep(0,12)))  
pf\_sn\_hi\_hed <- c(rep(0,18),1,(rep(0,11)))  
pf\_mn\_hi\_hed <- c(rep(0,19),1,(rep(0,10)))  
  
  
sf\_cn\_low\_hed <- c(rep(0,20),1,(rep(0,9))) # self-enhancing framing  
sf\_dn\_low\_hed <- c(rep(0,21),1,(rep(0,8)))  
sf\_conv\_low\_hed <- c(rep(0,22),1,(rep(0,7)))  
sf\_sn\_low\_hed <- c(rep(0,23),1,(rep(0,6)))  
sf\_mn\_low\_hed <- c(rep(0,24),1,(rep(0,5)))  
  
sf\_cn\_hi\_hed <- c(rep(0,25),1,(rep(0,4)))   
sf\_dn\_hi\_hed <- c(rep(0,26),1,(rep(0,3)))  
sf\_conv\_hi\_hed <- c(rep(0,27),1,(rep(0,2)))  
sf\_sn\_hi\_hed <- c(rep(0,28),1,(rep(0,1)))  
sf\_mn\_hi\_hed <- c(rep(0,29),1)

Effect of norm for people low vs high on hedonic values across framing conditions

#### Control framing

controlframe\_lowvshi\_hed <- contrast(combinations,   
 method = list("CF/DN/LowHed - CF/CN/LowHed" = cf\_dn\_low\_hed - cf\_cn\_low\_hed,  
 "CF/Conv/LowHed - CF/CN/LowHed" = cf\_conv\_low\_hed - cf\_cn\_low\_hed,  
 "CF/SN/LowHed - CF/CN/LowHed" = cf\_sn\_low\_hed - cf\_cn\_low\_hed,  
 "CF/MN/LowHed - CF/CN/LowHed" = cf\_mn\_low\_hed - cf\_cn\_low\_hed,  
 "CF/DN/HiHed - CF/CN/HiHed" = cf\_dn\_hi\_hed - cf\_cn\_hi\_hed,  
 "CF/Conv/HiHed - CF/CN/HiHed" = cf\_conv\_hi\_hed - cf\_cn\_hi\_hed,  
 "CF/SN/HiHed - CF/CN/HiHed" = cf\_sn\_hi\_hed - cf\_cn\_hi\_hed,  
 "CF/MN/HiHed - CF/CN/HiHed" = cf\_mn\_hi\_hed - cf\_cn\_hi\_hed),   
 adjust = "none")  
  
controlframe\_lowvshi\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowHed - CF/CN/LowHed | -0.31 | 0.29 | 1038 | -1.07 | 0.286 |
| CF/Conv/LowHed - CF/CN/LowHed | -0.34 | 0.31 | 1038 | -1.09 | 0.277 |
| CF/SN/LowHed - CF/CN/LowHed | -0.52 | 0.28 | 1038 | -1.86 | 0.063 |
| CF/MN/LowHed - CF/CN/LowHed | -0.20 | 0.30 | 1038 | -0.66 | 0.511 |
| CF/DN/HiHed - CF/CN/HiHed | 0.00 | 0.29 | 1038 | -0.01 | 0.989 |
| CF/Conv/HiHed - CF/CN/HiHed | 0.44 | 0.27 | 1038 | 1.64 | 0.101 |
| CF/SN/HiHed - CF/CN/HiHed | -0.06 | 0.26 | 1038 | -0.23 | 0.818 |
| CF/MN/HiHed - CF/CN/HiHed | -0.24 | 0.28 | 1038 | -0.85 | 0.395 |

# confidence intervals  
controlframe\_lowvshi\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowHed - CF/CN/LowHed | -0.31 | 0.29 | 1038 | -0.88 | 0.26 |
| CF/Conv/LowHed - CF/CN/LowHed | -0.34 | 0.31 | 1038 | -0.94 | 0.27 |
| CF/SN/LowHed - CF/CN/LowHed | -0.52 | 0.28 | 1038 | -1.07 | 0.03 |
| CF/MN/LowHed - CF/CN/LowHed | -0.20 | 0.30 | 1038 | -0.79 | 0.40 |
| CF/DN/HiHed - CF/CN/HiHed | 0.00 | 0.29 | 1038 | -0.57 | 0.56 |
| CF/Conv/HiHed - CF/CN/HiHed | 0.44 | 0.27 | 1038 | -0.09 | 0.96 |
| CF/SN/HiHed - CF/CN/HiHed | -0.06 | 0.26 | 1038 | -0.56 | 0.45 |
| CF/MN/HiHed - CF/CN/HiHed | -0.24 | 0.28 | 1038 | -0.79 | 0.31 |

# effect sizes  
  
eff\_size(combinations,   
 method = list("CF/DN/LowHed - CF/CN/LowHed" = cf\_dn\_low\_hed - cf\_cn\_low\_hed,  
 "CF/Conv/LowHed - CF/CN/LowHed" = cf\_conv\_low\_hed - cf\_cn\_low\_hed,  
 "CF/SN/LowHed - CF/CN/LowHed" = cf\_sn\_low\_hed - cf\_cn\_low\_hed,  
 "CF/MN/LowHed - CF/CN/LowHed" = cf\_mn\_low\_hed - cf\_cn\_low\_hed,  
 "CF/DN/HiHed - CF/CN/HiHed" = cf\_dn\_hi\_hed - cf\_cn\_hi\_hed,  
 "CF/Conv/HiHed - CF/CN/HiHed" = cf\_conv\_hi\_hed - cf\_cn\_hi\_hed,  
 "CF/SN/HiHed - CF/CN/HiHed" = cf\_sn\_hi\_hed - cf\_cn\_hi\_hed,  
 "CF/MN/HiHed - CF/CN/HiHed" = cf\_mn\_hi\_hed - cf\_cn\_hi\_hed), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2) # need to fix

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowHed - CF/CN/LowHed | -0.29 | 0.27 | 1038 | -0.83 | 0.24 |
| CF/Conv/LowHed - CF/CN/LowHed | -0.32 | 0.29 | 1038 | -0.88 | 0.25 |
| CF/SN/LowHed - CF/CN/LowHed | -0.49 | 0.26 | 1038 | -1.00 | 0.03 |
| CF/MN/LowHed - CF/CN/LowHed | -0.19 | 0.28 | 1038 | -0.74 | 0.37 |
| CF/DN/HiHed - CF/CN/HiHed | 0.00 | 0.27 | 1038 | -0.53 | 0.52 |
| CF/Conv/HiHed - CF/CN/HiHed | 0.41 | 0.25 | 1038 | -0.08 | 0.90 |
| CF/SN/HiHed - CF/CN/HiHed | -0.06 | 0.24 | 1038 | -0.53 | 0.42 |
| CF/MN/HiHed - CF/CN/HiHed | -0.22 | 0.26 | 1038 | -0.74 | 0.29 |

Pairwise comparisons

Custom contrasts

controlframe\_lowvshi\_hed

## contrast estimate SE df t.ratio p.value  
## CF/DN/LowHed - CF/CN/LowHed -0.31133 0.292 1038 -1.068 0.2858  
## CF/Conv/LowHed - CF/CN/LowHed -0.33656 0.309 1038 -1.088 0.2770  
## CF/SN/LowHed - CF/CN/LowHed -0.51964 0.279 1038 -1.861 0.0630  
## CF/MN/LowHed - CF/CN/LowHed -0.19898 0.303 1038 -0.657 0.5112  
## CF/DN/HiHed - CF/CN/HiHed -0.00388 0.287 1038 -0.014 0.9892  
## CF/Conv/HiHed - CF/CN/HiHed 0.43794 0.267 1038 1.639 0.1014  
## CF/SN/HiHed - CF/CN/HiHed -0.05915 0.257 1038 -0.230 0.8182  
## CF/MN/HiHed - CF/CN/HiHed -0.24012 0.282 1038 -0.850 0.3954  
##   
## Results are averaged over the levels of: Gender

dn\_vs\_c\_LowHed <- c(1,rep(0,7))  
conv\_vs\_c\_LowHed <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowHed <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowHed <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiHed <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiHed <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiHed <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiHed <- c(rep(0,7),1)

compare\_hed <- contrast(controlframe\_lowvshi\_hed, method = list("Effect of DN (Low - High hed)" = dn\_vs\_c\_LowHed - dn\_vs\_c\_HiHed,   
 "Effect of Conv (Low - High hed)" = conv\_vs\_c\_LowHed - conv\_vs\_c\_HiHed,  
 "Effect of SN (Low - High hed)" = sn\_vs\_c\_LowHed - sn\_vs\_c\_HiHed,  
 "Effect of MN (Low - High hed)" = mn\_vs\_c\_LowHed - mn\_vs\_c\_HiHed), adjust = "none")  
  
compare\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High hed) | -0.31 | 0.45 | 1038 | -0.68 | 0.495 |
| Effect of Conv (Low - High hed) | -0.77 | 0.45 | 1038 | -1.74 | 0.082 |
| Effect of SN (Low - High hed) | -0.46 | 0.42 | 1038 | -1.11 | 0.269 |
| Effect of MN (Low - High hed) | 0.04 | 0.45 | 1038 | 0.09 | 0.927 |

# confidence intervals  
compare\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High hed) | -0.31 | 0.45 | 1038 | -1.19 | 0.58 |
| Effect of Conv (Low - High hed) | -0.77 | 0.45 | 1038 | -1.65 | 0.10 |
| Effect of SN (Low - High hed) | -0.46 | 0.42 | 1038 | -1.28 | 0.36 |
| Effect of MN (Low - High hed) | 0.04 | 0.45 | 1038 | -0.84 | 0.92 |

# effect sizes  
eff\_size(controlframe\_lowvshi\_hed, method = list("Effect of DN (Low - High hed)" = dn\_vs\_c\_LowHed - dn\_vs\_c\_HiHed,   
 "Effect of Conv (Low - High hed)" = conv\_vs\_c\_LowHed - conv\_vs\_c\_HiHed,  
 "Effect of SN (Low - High hed)" = sn\_vs\_c\_LowHed - sn\_vs\_c\_HiHed,  
 "Effect of MN (Low - High hed)" = mn\_vs\_c\_LowHed - mn\_vs\_c\_HiHed), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High hed) | -0.29 | 0.42 | 1038 | -1.12 | 0.54 |
| Effect of Conv (Low - High hed) | -0.72 | 0.42 | 1038 | -1.54 | 0.09 |
| Effect of SN (Low - High hed) | -0.43 | 0.39 | 1038 | -1.20 | 0.33 |
| Effect of MN (Low - High hed) | 0.04 | 0.42 | 1038 | -0.78 | 0.86 |

#### Pro-environmental framing

proenvframe\_lowvshi\_hed <- contrast(combinations,   
 method = list("PF/DN/LowHed - PF/CN/LowHed" = pf\_dn\_low\_hed - pf\_cn\_low\_hed,  
 "PF/Conv/LowHed - PF/CN/LowHed" = pf\_conv\_low\_hed - pf\_cn\_low\_hed,  
 "PF/SN/LowHed - PF/CN/LowHed" = pf\_sn\_low\_hed - pf\_cn\_low\_hed,  
 "PF/MN/LowHed - PF/CN/LowHed" = pf\_mn\_low\_hed - pf\_cn\_low\_hed,  
 "PF/DN/HiHed - PF/CN/HiHed" = pf\_dn\_hi\_hed - pf\_cn\_hi\_hed,  
 "PF/Conv/HiHed - PF/CN/HiHed" = pf\_conv\_hi\_hed - pf\_cn\_hi\_hed,  
 "PF/SN/HiHed - PF/CN/HiHed" = pf\_sn\_hi\_hed - pf\_cn\_hi\_hed,  
 "PF/MN/HiHed - PF/CN/HiHed" = pf\_mn\_hi\_hed - pf\_cn\_hi\_hed),   
 adjust = "none")  
  
proenvframe\_lowvshi\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowHed - PF/CN/LowHed | 0.04 | 0.30 | 1038 | 0.13 | 0.899 |
| PF/Conv/LowHed - PF/CN/LowHed | -0.12 | 0.31 | 1038 | -0.38 | 0.707 |
| PF/SN/LowHed - PF/CN/LowHed | 0.01 | 0.31 | 1038 | 0.04 | 0.966 |
| PF/MN/LowHed - PF/CN/LowHed | -0.05 | 0.29 | 1038 | -0.18 | 0.857 |
| PF/DN/HiHed - PF/CN/HiHed | -0.38 | 0.30 | 1038 | -1.25 | 0.210 |
| PF/Conv/HiHed - PF/CN/HiHed | -0.03 | 0.27 | 1038 | -0.11 | 0.910 |
| PF/SN/HiHed - PF/CN/HiHed | -0.39 | 0.28 | 1038 | -1.38 | 0.168 |
| PF/MN/HiHed - PF/CN/HiHed | -0.42 | 0.27 | 1038 | -1.52 | 0.128 |

# confidence intervals  
proenvframe\_lowvshi\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowHed - PF/CN/LowHed | 0.04 | 0.30 | 1038 | -0.56 | 0.63 |
| PF/Conv/LowHed - PF/CN/LowHed | -0.12 | 0.31 | 1038 | -0.73 | 0.50 |
| PF/SN/LowHed - PF/CN/LowHed | 0.01 | 0.31 | 1038 | -0.59 | 0.61 |
| PF/MN/LowHed - PF/CN/LowHed | -0.05 | 0.29 | 1038 | -0.63 | 0.52 |
| PF/DN/HiHed - PF/CN/HiHed | -0.38 | 0.30 | 1038 | -0.97 | 0.21 |
| PF/Conv/HiHed - PF/CN/HiHed | -0.03 | 0.27 | 1038 | -0.56 | 0.50 |
| PF/SN/HiHed - PF/CN/HiHed | -0.39 | 0.28 | 1038 | -0.94 | 0.16 |
| PF/MN/HiHed - PF/CN/HiHed | -0.42 | 0.27 | 1038 | -0.95 | 0.12 |

# effect sizes  
eff\_size(combinations,   
 method = list("PF/DN/LowHed - PF/CN/LowHed" = pf\_dn\_low\_hed - pf\_cn\_low\_hed,  
 "PF/Conv/LowHed - PF/CN/LowHed" = pf\_conv\_low\_hed - pf\_cn\_low\_hed,  
 "PF/SN/LowHed - PF/CN/LowHed" = pf\_sn\_low\_hed - pf\_cn\_low\_hed,  
 "PF/MN/LowHed - PF/CN/LowHed" = pf\_mn\_low\_hed - pf\_cn\_low\_hed,  
 "PF/DN/HiHed - PF/CN/HiHed" = pf\_dn\_hi\_hed - pf\_cn\_hi\_hed,  
 "PF/Conv/HiHed - PF/CN/HiHed" = pf\_conv\_hi\_hed - pf\_cn\_hi\_hed,  
 "PF/SN/HiHed - PF/CN/HiHed" = pf\_sn\_hi\_hed - pf\_cn\_hi\_hed,  
 "PF/MN/HiHed - PF/CN/HiHed" = pf\_mn\_hi\_hed - pf\_cn\_hi\_hed), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2) # need to fix

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowHed - PF/CN/LowHed | 0.04 | 0.28 | 1038 | -0.52 | 0.59 |
| PF/Conv/LowHed - PF/CN/LowHed | -0.11 | 0.29 | 1038 | -0.69 | 0.46 |
| PF/SN/LowHed - PF/CN/LowHed | 0.01 | 0.29 | 1038 | -0.55 | 0.57 |
| PF/MN/LowHed - PF/CN/LowHed | -0.05 | 0.28 | 1038 | -0.59 | 0.49 |
| PF/DN/HiHed - PF/CN/HiHed | -0.35 | 0.28 | 1038 | -0.91 | 0.20 |
| PF/Conv/HiHed - PF/CN/HiHed | -0.03 | 0.25 | 1038 | -0.52 | 0.46 |
| PF/SN/HiHed - PF/CN/HiHed | -0.36 | 0.26 | 1038 | -0.88 | 0.15 |
| PF/MN/HiHed - PF/CN/HiHed | -0.39 | 0.26 | 1038 | -0.89 | 0.11 |

Pairwise comparisons

Custom contrasts

proenvframe\_lowvshi\_hed

## contrast estimate SE df t.ratio p.value  
## PF/DN/LowHed - PF/CN/LowHed 0.0383 0.303 1038 0.126 0.8994  
## PF/Conv/LowHed - PF/CN/LowHed -0.1177 0.313 1038 -0.376 0.7069  
## PF/SN/LowHed - PF/CN/LowHed 0.0130 0.306 1038 0.042 0.9661  
## PF/MN/LowHed - PF/CN/LowHed -0.0531 0.294 1038 -0.181 0.8566  
## PF/DN/HiHed - PF/CN/HiHed -0.3773 0.301 1038 -1.254 0.2103  
## PF/Conv/HiHed - PF/CN/HiHed -0.0302 0.268 1038 -0.112 0.9105  
## PF/SN/HiHed - PF/CN/HiHed -0.3887 0.282 1038 -1.380 0.1680  
## PF/MN/HiHed - PF/CN/HiHed -0.4155 0.273 1038 -1.523 0.1281  
##   
## Results are averaged over the levels of: Gender

dn\_vs\_c\_LowHed <- c(1,rep(0,7))  
conv\_vs\_c\_LowHed <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowHed <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowHed <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiHed <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiHed <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiHed <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiHed <- c(rep(0,7),1)

compare\_hed <- contrast(proenvframe\_lowvshi\_hed, method = list("Effect of DN (Low - High hed)" = dn\_vs\_c\_LowHed - dn\_vs\_c\_HiHed,   
 "Effect of Conv (Low - High hed)" = conv\_vs\_c\_LowHed - conv\_vs\_c\_HiHed,  
 "Effect of SN (Low - High hed)" = sn\_vs\_c\_LowHed - sn\_vs\_c\_HiHed,  
 "Effect of MN (Low - High hed)" = mn\_vs\_c\_LowHed - mn\_vs\_c\_HiHed), adjust = "none")  
  
compare\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High hed) | 0.42 | 0.48 | 1038 | 0.86 | 0.390 |
| Effect of Conv (Low - High hed) | -0.09 | 0.47 | 1038 | -0.19 | 0.851 |
| Effect of SN (Low - High hed) | 0.40 | 0.46 | 1038 | 0.88 | 0.380 |
| Effect of MN (Low - High hed) | 0.36 | 0.44 | 1038 | 0.81 | 0.416 |

# confidence intervals  
compare\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High hed) | 0.42 | 0.48 | 1038 | -0.53 | 1.36 |
| Effect of Conv (Low - High hed) | -0.09 | 0.47 | 1038 | -1.00 | 0.83 |
| Effect of SN (Low - High hed) | 0.40 | 0.46 | 1038 | -0.50 | 1.30 |
| Effect of MN (Low - High hed) | 0.36 | 0.44 | 1038 | -0.51 | 1.24 |

# effect sizes  
eff\_size(proenvframe\_lowvshi\_hed, method = list("Effect of DN (Low - High hed)" = dn\_vs\_c\_LowHed - dn\_vs\_c\_HiHed,   
 "Effect of Conv (Low - High hed)" = conv\_vs\_c\_LowHed - conv\_vs\_c\_HiHed,  
 "Effect of SN (Low - High hed)" = sn\_vs\_c\_LowHed - sn\_vs\_c\_HiHed,  
 "Effect of MN (Low - High hed)" = mn\_vs\_c\_LowHed - mn\_vs\_c\_HiHed), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High hed) | 0.39 | 0.45 | 1038 | -0.50 | 1.28 |
| Effect of Conv (Low - High hed) | -0.08 | 0.44 | 1038 | -0.94 | 0.78 |
| Effect of SN (Low - High hed) | 0.38 | 0.43 | 1038 | -0.46 | 1.22 |
| Effect of MN (Low - High hed) | 0.34 | 0.42 | 1038 | -0.48 | 1.16 |

#### Self-enhancing framing

selfenhframe\_lowvshi\_hed <- contrast(combinations,   
 method = list("SF/DN/LowHed - SF/CN/LowHed" = sf\_dn\_low\_hed - sf\_cn\_low\_hed,  
 "SF/Conv/LowHed - SF/CN/LowHed" = sf\_conv\_low\_hed - sf\_cn\_low\_hed,  
 "SF/SN/LowHed - SF/CN/LowHed" = sf\_sn\_low\_hed - sf\_cn\_low\_hed,  
 "SF/MN/LowHed - SF/CN/LowHed" = sf\_mn\_low\_hed - sf\_cn\_low\_hed,  
 "SF/DN/HiHed - SF/CN/HiHed" = sf\_dn\_hi\_hed - sf\_cn\_hi\_hed,  
 "SF/Conv/HiHed - SF/CN/HiHed" = sf\_conv\_hi\_hed - sf\_cn\_hi\_hed,  
 "SF/SN/HiHed - SF/CN/HiHed" = sf\_sn\_hi\_hed - sf\_cn\_hi\_hed,  
 "SF/MN/HiHed - SF/CN/HiHed" = sf\_mn\_hi\_hed - sf\_cn\_hi\_hed),   
 adjust = "none")  
  
selfenhframe\_lowvshi\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowHed - SF/CN/LowHed | 0.10 | 0.34 | 1038 | 0.29 | 0.770 |
| SF/Conv/LowHed - SF/CN/LowHed | 0.17 | 0.31 | 1038 | 0.57 | 0.570 |
| SF/SN/LowHed - SF/CN/LowHed | 0.27 | 0.35 | 1038 | 0.76 | 0.448 |
| SF/MN/LowHed - SF/CN/LowHed | 0.40 | 0.30 | 1038 | 1.33 | 0.182 |
| SF/DN/HiHed - SF/CN/HiHed | 0.38 | 0.31 | 1038 | 1.20 | 0.229 |
| SF/Conv/HiHed - SF/CN/HiHed | 0.29 | 0.30 | 1038 | 0.98 | 0.327 |
| SF/SN/HiHed - SF/CN/HiHed | -0.25 | 0.32 | 1038 | -0.77 | 0.443 |
| SF/MN/HiHed - SF/CN/HiHed | -0.12 | 0.30 | 1038 | -0.40 | 0.688 |

# confidence intervals  
selfenhframe\_lowvshi\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowHed - SF/CN/LowHed | 0.10 | 0.34 | 1038 | -0.57 | 0.77 |
| SF/Conv/LowHed - SF/CN/LowHed | 0.17 | 0.31 | 1038 | -0.43 | 0.77 |
| SF/SN/LowHed - SF/CN/LowHed | 0.27 | 0.35 | 1038 | -0.42 | 0.95 |
| SF/MN/LowHed - SF/CN/LowHed | 0.40 | 0.30 | 1038 | -0.19 | 0.99 |
| SF/DN/HiHed - SF/CN/HiHed | 0.38 | 0.31 | 1038 | -0.24 | 0.99 |
| SF/Conv/HiHed - SF/CN/HiHed | 0.29 | 0.30 | 1038 | -0.29 | 0.88 |
| SF/SN/HiHed - SF/CN/HiHed | -0.25 | 0.32 | 1038 | -0.88 | 0.39 |
| SF/MN/HiHed - SF/CN/HiHed | -0.12 | 0.30 | 1038 | -0.70 | 0.47 |

# effect sizes  
eff\_size(combinations,   
 method = list("SF/DN/LowHed - SF/CN/LowHed" = sf\_dn\_low\_hed - sf\_cn\_low\_hed,  
 "SF/Conv/LowHed - SF/CN/LowHed" = sf\_conv\_low\_hed - sf\_cn\_low\_hed,  
 "SF/SN/LowHed - SF/CN/LowHed" = sf\_sn\_low\_hed - sf\_cn\_low\_hed,  
 "SF/MN/LowHed - SF/CN/LowHed" = sf\_mn\_low\_hed - sf\_cn\_low\_hed,  
 "SF/DN/HiHed - SF/CN/HiHed" = sf\_dn\_hi\_hed - sf\_cn\_hi\_hed,  
 "SF/Conv/HiHed - SF/CN/HiHed" = sf\_conv\_hi\_hed - sf\_cn\_hi\_hed,  
 "SF/SN/HiHed - SF/CN/HiHed" = sf\_sn\_hi\_hed - sf\_cn\_hi\_hed,  
 "SF/MN/HiHed - SF/CN/HiHed" = sf\_mn\_hi\_hed - sf\_cn\_hi\_hed), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowHed - SF/CN/LowHed | 0.09 | 0.32 | 1038 | -0.53 | 0.72 |
| SF/Conv/LowHed - SF/CN/LowHed | 0.16 | 0.29 | 1038 | -0.40 | 0.72 |
| SF/SN/LowHed - SF/CN/LowHed | 0.25 | 0.33 | 1038 | -0.39 | 0.89 |
| SF/MN/LowHed - SF/CN/LowHed | 0.38 | 0.28 | 1038 | -0.18 | 0.93 |
| SF/DN/HiHed - SF/CN/HiHed | 0.35 | 0.29 | 1038 | -0.22 | 0.93 |
| SF/Conv/HiHed - SF/CN/HiHed | 0.27 | 0.28 | 1038 | -0.28 | 0.83 |
| SF/SN/HiHed - SF/CN/HiHed | -0.23 | 0.30 | 1038 | -0.83 | 0.36 |
| SF/MN/HiHed - SF/CN/HiHed | -0.11 | 0.28 | 1038 | -0.66 | 0.44 |

Pairwise comparisons

Custom contrasts

selfenhframe\_lowvshi\_hed

## contrast estimate SE df t.ratio p.value  
## SF/DN/LowHed - SF/CN/LowHed 0.0998 0.341 1038 0.293 0.7698  
## SF/Conv/LowHed - SF/CN/LowHed 0.1737 0.306 1038 0.568 0.5699  
## SF/SN/LowHed - SF/CN/LowHed 0.2655 0.350 1038 0.759 0.4480  
## SF/MN/LowHed - SF/CN/LowHed 0.4012 0.301 1038 1.334 0.1824  
## SF/DN/HiHed - SF/CN/HiHed 0.3767 0.313 1038 1.202 0.2295  
## SF/Conv/HiHed - SF/CN/HiHed 0.2938 0.300 1038 0.980 0.3272  
## SF/SN/HiHed - SF/CN/HiHed -0.2479 0.323 1038 -0.767 0.4435  
## SF/MN/HiHed - SF/CN/HiHed -0.1198 0.298 1038 -0.402 0.6879  
##   
## Results are averaged over the levels of: Gender

dn\_vs\_c\_LowHed <- c(1,rep(0,7))  
conv\_vs\_c\_LowHed <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowHed <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowHed <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiHed <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiHed <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiHed <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiHed <- c(rep(0,7),1)

compare\_hed <- contrast(selfenhframe\_lowvshi\_hed, method = list("Effect of DN (Low - High hed)" = dn\_vs\_c\_LowHed - dn\_vs\_c\_HiHed,   
 "Effect of Conv (Low - High hed)" = conv\_vs\_c\_LowHed - conv\_vs\_c\_HiHed,  
 "Effect of SN (Low - High hed)" = sn\_vs\_c\_LowHed - sn\_vs\_c\_HiHed,  
 "Effect of MN (Low - High hed)" = mn\_vs\_c\_LowHed - mn\_vs\_c\_HiHed), adjust = "none")  
  
compare\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High hed) | -0.28 | 0.55 | 1038 | -0.50 | 0.617 |
| Effect of Conv (Low - High hed) | -0.12 | 0.48 | 1038 | -0.25 | 0.804 |
| Effect of SN (Low - High hed) | 0.51 | 0.56 | 1038 | 0.92 | 0.360 |
| Effect of MN (Low - High hed) | 0.52 | 0.48 | 1038 | 1.09 | 0.276 |

# confidence intervals  
compare\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High hed) | -0.28 | 0.55 | 1038 | -1.36 | 0.81 |
| Effect of Conv (Low - High hed) | -0.12 | 0.48 | 1038 | -1.07 | 0.83 |
| Effect of SN (Low - High hed) | 0.51 | 0.56 | 1038 | -0.59 | 1.61 |
| Effect of MN (Low - High hed) | 0.52 | 0.48 | 1038 | -0.42 | 1.46 |

# effect sizes  
eff\_size(selfenhframe\_lowvshi\_hed, method = list("Effect of DN (Low - High hed)" = dn\_vs\_c\_LowHed - dn\_vs\_c\_HiHed,   
 "Effect of Conv (Low - High hed)" = conv\_vs\_c\_LowHed - conv\_vs\_c\_HiHed,  
 "Effect of SN (Low - High hed)" = sn\_vs\_c\_LowHed - sn\_vs\_c\_HiHed,  
 "Effect of MN (Low - High hed)" = mn\_vs\_c\_LowHed - mn\_vs\_c\_HiHed), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High hed) | -0.26 | 0.52 | 1038 | -1.28 | 0.76 |
| Effect of Conv (Low - High hed) | -0.11 | 0.45 | 1038 | -1.00 | 0.78 |
| Effect of SN (Low - High hed) | 0.48 | 0.52 | 1038 | -0.55 | 1.51 |
| Effect of MN (Low - High hed) | 0.49 | 0.45 | 1038 | -0.39 | 1.37 |

## Ingroup Identification

Exploratory Research Question 1: Is there a three-way interaction between in-group identification, framing condition, and norm-intervention condition?

Is the difference between Control Norm and Other Norm different for people low vs high on ingroup identification? Does this vary across framing conditions?

### Storing low (-1SD) and high (+1SD) ingroup identification

sd\_below <- mean(average\_df$ingroup\_center) - sd(average\_df$ingroup\_center)  
sd\_above <- mean(average\_df$ingroup\_center) + sd(average\_df$ingroup\_center)

### Calculate EM Means at low and high bio

atlist <- list(ingroup\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(mod\_mice, ~ norm\_condition\*ingroup\_center\*framing\_condition, at=atlist)  
  
combinations %>% knitr::kable(digits = 2)

| norm\_condition | ingroup\_center | framing\_condition | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- | --- |
| control\_norm | -1.01 | control\_framing | 4.26 | 0.16 | 1038 | 3.95 | 4.58 |
| descriptive\_norm | -1.01 | control\_framing | 4.31 | 0.22 | 1038 | 3.87 | 4.74 |
| convention\_norm | -1.01 | control\_framing | 4.60 | 0.20 | 1038 | 4.22 | 4.98 |
| social\_norm | -1.01 | control\_framing | 4.15 | 0.15 | 1038 | 3.86 | 4.45 |
| moral\_norm | -1.01 | control\_framing | 4.13 | 0.20 | 1038 | 3.74 | 4.51 |
| control\_norm | 1.01 | control\_framing | 4.63 | 0.18 | 1038 | 4.28 | 4.99 |
| descriptive\_norm | 1.01 | control\_framing | 4.28 | 0.18 | 1038 | 3.92 | 4.64 |
| convention\_norm | 1.01 | control\_framing | 4.40 | 0.19 | 1038 | 4.03 | 4.77 |
| social\_norm | 1.01 | control\_framing | 4.17 | 0.17 | 1038 | 3.83 | 4.50 |
| moral\_norm | 1.01 | control\_framing | 4.33 | 0.18 | 1038 | 3.99 | 4.68 |
| control\_norm | -1.01 | pro\_env\_framing | 4.62 | 0.18 | 1038 | 4.27 | 4.96 |
| descriptive\_norm | -1.01 | pro\_env\_framing | 4.38 | 0.19 | 1038 | 4.01 | 4.75 |
| convention\_norm | -1.01 | pro\_env\_framing | 4.61 | 0.17 | 1038 | 4.28 | 4.94 |
| social\_norm | -1.01 | pro\_env\_framing | 4.50 | 0.19 | 1038 | 4.12 | 4.87 |
| moral\_norm | -1.01 | pro\_env\_framing | 4.34 | 0.18 | 1038 | 3.98 | 4.70 |
| control\_norm | 1.01 | pro\_env\_framing | 4.61 | 0.19 | 1038 | 4.23 | 4.99 |
| descriptive\_norm | 1.01 | pro\_env\_framing | 4.50 | 0.18 | 1038 | 4.15 | 4.85 |
| convention\_norm | 1.01 | pro\_env\_framing | 4.46 | 0.18 | 1038 | 4.11 | 4.81 |
| social\_norm | 1.01 | pro\_env\_framing | 4.35 | 0.19 | 1038 | 3.98 | 4.72 |
| moral\_norm | 1.01 | pro\_env\_framing | 4.41 | 0.18 | 1038 | 4.07 | 4.76 |
| control\_norm | -1.01 | self\_enh\_framing | 4.28 | 0.17 | 1038 | 3.94 | 4.62 |
| descriptive\_norm | -1.01 | self\_enh\_framing | 4.34 | 0.18 | 1038 | 3.99 | 4.69 |
| convention\_norm | -1.01 | self\_enh\_framing | 4.25 | 0.18 | 1038 | 3.89 | 4.61 |
| social\_norm | -1.01 | self\_enh\_framing | 4.01 | 0.21 | 1038 | 3.60 | 4.43 |
| moral\_norm | -1.01 | self\_enh\_framing | 4.61 | 0.18 | 1038 | 4.25 | 4.96 |
| control\_norm | 1.01 | self\_enh\_framing | 4.19 | 0.19 | 1038 | 3.82 | 4.55 |
| descriptive\_norm | 1.01 | self\_enh\_framing | 4.60 | 0.16 | 1038 | 4.29 | 4.92 |
| convention\_norm | 1.01 | self\_enh\_framing | 4.69 | 0.21 | 1038 | 4.29 | 5.09 |
| social\_norm | 1.01 | self\_enh\_framing | 4.48 | 0.19 | 1038 | 4.10 | 4.85 |
| moral\_norm | 1.01 | self\_enh\_framing | 4.15 | 0.19 | 1038 | 3.78 | 4.52 |

### Custom contrasts

cf\_cn\_low\_ing <- c(1, rep(0,29)) # control framing  
cf\_dn\_low\_ing <- c(0,1,rep(0,28))  
cf\_conv\_low\_ing <- c(0,0,1,rep(0,27))  
cf\_sn\_low\_ing <- c(0,0,0,1,rep(0,26))  
cf\_mn\_low\_ing <- c(rep(0,4),1,(rep(0,25)))  
  
cf\_cn\_hi\_ing <- c(rep(0,5),1,(rep(0,24)))   
cf\_dn\_hi\_ing <- c(rep(0,6),1,(rep(0,23)))  
cf\_conv\_hi\_ing <- c(rep(0,7),1,(rep(0,22)))  
cf\_sn\_hi\_ing <- c(rep(0,8),1,(rep(0,21)))  
cf\_mn\_hi\_ing <- c(rep(0,9),1,(rep(0,20)))  
  
  
pf\_cn\_low\_ing <- c(rep(0,10),1,(rep(0,19))) # pro-environmental framing  
pf\_dn\_low\_ing <- c(rep(0,11),1,(rep(0,18)))  
pf\_conv\_low\_ing <- c(rep(0,12),1,(rep(0,17)))  
pf\_sn\_low\_ing <- c(rep(0,13),1,(rep(0,16)))  
pf\_mn\_low\_ing <- c(rep(0,14),1,(rep(0,15)))  
  
pf\_cn\_hi\_ing <- c(rep(0,15),1,(rep(0,14)))   
pf\_dn\_hi\_ing <- c(rep(0,16),1,(rep(0,13)))  
pf\_conv\_hi\_ing <- c(rep(0,17),1,(rep(0,12)))  
pf\_sn\_hi\_ing <- c(rep(0,18),1,(rep(0,11)))  
pf\_mn\_hi\_ing <- c(rep(0,19),1,(rep(0,10)))  
  
  
sf\_cn\_low\_ing <- c(rep(0,20),1,(rep(0,9))) # self-enhancing framing  
sf\_dn\_low\_ing <- c(rep(0,21),1,(rep(0,8)))  
sf\_conv\_low\_ing <- c(rep(0,22),1,(rep(0,7)))  
sf\_sn\_low\_ing <- c(rep(0,23),1,(rep(0,6)))  
sf\_mn\_low\_ing <- c(rep(0,24),1,(rep(0,5)))  
  
sf\_cn\_hi\_ing <- c(rep(0,25),1,(rep(0,4)))   
sf\_dn\_hi\_ing <- c(rep(0,26),1,(rep(0,3)))  
sf\_conv\_hi\_ing <- c(rep(0,27),1,(rep(0,2)))  
sf\_sn\_hi\_ing <- c(rep(0,28),1,(rep(0,1)))  
sf\_mn\_hi\_ing <- c(rep(0,29),1)

Effect of norm for people low vs high on ingroup identification across framing conditions

#### Control framing

controlframe\_lowvshi\_ing <- contrast(combinations,   
 method = list("CF/DN/LowIng - CF/CN/LowIng" = cf\_dn\_low\_ing - cf\_cn\_low\_ing,  
 "CF/Conv/LowIng - CF/CN/LowIng" = cf\_conv\_low\_ing - cf\_cn\_low\_ing,  
 "CF/SN/LowIng - CF/CN/LowIng" = cf\_sn\_low\_ing - cf\_cn\_low\_ing,  
 "CF/MN/LowIng - CF/CN/LowIng" = cf\_mn\_low\_ing - cf\_cn\_low\_ing,  
 "CF/DN/HiIng - CF/CN/HiIng" = cf\_dn\_hi\_ing - cf\_cn\_hi\_ing,  
 "CF/Conv/HiIng - CF/CN/HiIng" = cf\_conv\_hi\_ing - cf\_cn\_hi\_ing,  
 "CF/SN/HiIng - CF/CN/HiIng" = cf\_sn\_hi\_ing - cf\_cn\_hi\_ing,  
 "CF/MN/HiIng - CF/CN/HiIng" = cf\_mn\_hi\_ing - cf\_cn\_hi\_ing),   
 adjust = "none")  
  
controlframe\_lowvshi\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowIng - CF/CN/LowIng | 0.04 | 0.27 | 1038 | 0.15 | 0.881 |
| CF/Conv/LowIng - CF/CN/LowIng | 0.33 | 0.25 | 1038 | 1.32 | 0.188 |
| CF/SN/LowIng - CF/CN/LowIng | -0.11 | 0.22 | 1038 | -0.50 | 0.617 |
| CF/MN/LowIng - CF/CN/LowIng | -0.14 | 0.26 | 1038 | -0.54 | 0.587 |
| CF/DN/HiIng - CF/CN/HiIng | -0.36 | 0.26 | 1038 | -1.39 | 0.163 |
| CF/Conv/HiIng - CF/CN/HiIng | -0.23 | 0.26 | 1038 | -0.90 | 0.370 |
| CF/SN/HiIng - CF/CN/HiIng | -0.47 | 0.25 | 1038 | -1.88 | 0.060 |
| CF/MN/HiIng - CF/CN/HiIng | -0.30 | 0.25 | 1038 | -1.20 | 0.230 |

# confidence intervals  
controlframe\_lowvshi\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowIng - CF/CN/LowIng | 0.04 | 0.27 | 1038 | -0.49 | 0.58 |
| CF/Conv/LowIng - CF/CN/LowIng | 0.33 | 0.25 | 1038 | -0.16 | 0.83 |
| CF/SN/LowIng - CF/CN/LowIng | -0.11 | 0.22 | 1038 | -0.54 | 0.32 |
| CF/MN/LowIng - CF/CN/LowIng | -0.14 | 0.26 | 1038 | -0.64 | 0.36 |
| CF/DN/HiIng - CF/CN/HiIng | -0.36 | 0.26 | 1038 | -0.86 | 0.14 |
| CF/Conv/HiIng - CF/CN/HiIng | -0.23 | 0.26 | 1038 | -0.74 | 0.28 |
| CF/SN/HiIng - CF/CN/HiIng | -0.47 | 0.25 | 1038 | -0.96 | 0.02 |
| CF/MN/HiIng - CF/CN/HiIng | -0.30 | 0.25 | 1038 | -0.79 | 0.19 |

# effect sizes  
sigma\_pool <- mean(pool\_obj$glanced$sigma)  
df\_resid\_pool <- mean(pool\_obj$glanced$df.residual)  
  
eff\_size(combinations,   
 method = list("CF/DN/LowIng - CF/CN/LowIng" = cf\_dn\_low\_ing - cf\_cn\_low\_ing,  
 "CF/Conv/LowIng - CF/CN/LowIng" = cf\_conv\_low\_ing - cf\_cn\_low\_ing,  
 "CF/SN/LowIng - CF/CN/LowIng" = cf\_sn\_low\_ing - cf\_cn\_low\_ing,  
 "CF/MN/LowIng - CF/CN/LowIng" = cf\_mn\_low\_ing - cf\_cn\_low\_ing,  
 "CF/DN/HiIng - CF/CN/HiIng" = cf\_dn\_hi\_ing - cf\_cn\_hi\_ing,  
 "CF/Conv/HiIng - CF/CN/HiIng" = cf\_conv\_hi\_ing - cf\_cn\_hi\_ing,  
 "CF/SN/HiIng - CF/CN/HiIng" = cf\_sn\_hi\_ing - cf\_cn\_hi\_ing,  
 "CF/MN/HiIng - CF/CN/HiIng" = cf\_mn\_hi\_ing - cf\_cn\_hi\_ing), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2) # need to fix

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowIng - CF/CN/LowIng | 0.04 | 0.26 | 1038 | -0.46 | 0.54 |
| CF/Conv/LowIng - CF/CN/LowIng | 0.31 | 0.24 | 1038 | -0.15 | 0.78 |
| CF/SN/LowIng - CF/CN/LowIng | -0.10 | 0.21 | 1038 | -0.51 | 0.30 |
| CF/MN/LowIng - CF/CN/LowIng | -0.13 | 0.24 | 1038 | -0.60 | 0.34 |
| CF/DN/HiIng - CF/CN/HiIng | -0.33 | 0.24 | 1038 | -0.80 | 0.14 |
| CF/Conv/HiIng - CF/CN/HiIng | -0.22 | 0.24 | 1038 | -0.69 | 0.26 |
| CF/SN/HiIng - CF/CN/HiIng | -0.44 | 0.23 | 1038 | -0.90 | 0.02 |
| CF/MN/HiIng - CF/CN/HiIng | -0.28 | 0.23 | 1038 | -0.74 | 0.18 |

Pairwise comparisons

Custom contrasts

controlframe\_lowvshi\_ing

## contrast estimate SE df t.ratio p.value  
## CF/DN/LowIng - CF/CN/LowIng 0.0409 0.273 1038 0.150 0.8810  
## CF/Conv/LowIng - CF/CN/LowIng 0.3342 0.254 1038 1.317 0.1881  
## CF/SN/LowIng - CF/CN/LowIng -0.1101 0.220 1038 -0.500 0.6168  
## CF/MN/LowIng - CF/CN/LowIng -0.1388 0.256 1038 -0.543 0.5873  
## CF/DN/HiIng - CF/CN/HiIng -0.3561 0.255 1038 -1.395 0.1634  
## CF/Conv/HiIng - CF/CN/HiIng -0.2328 0.259 1038 -0.897 0.3697  
## CF/SN/HiIng - CF/CN/HiIng -0.4687 0.249 1038 -1.885 0.0597  
## CF/MN/HiIng - CF/CN/HiIng -0.3003 0.250 1038 -1.200 0.2303  
##   
## Results are averaged over the levels of: Gender

dn\_vs\_c\_LowIng <- c(1,rep(0,7))  
conv\_vs\_c\_LowIng <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowIng <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowIng <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiIng <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiIng <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiIng <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiIng <- c(rep(0,7),1)

compare\_ing <- contrast(controlframe\_lowvshi\_ing, method = list("Effect of DN (Low - High ing)" = dn\_vs\_c\_LowIng - dn\_vs\_c\_HiIng,   
 "Effect of Conv (Low - High ing)" = conv\_vs\_c\_LowIng - conv\_vs\_c\_HiIng,  
 "Effect of SN (Low - High ing)" = sn\_vs\_c\_LowIng - sn\_vs\_c\_HiIng,  
 "Effect of MN (Low - High ing)" = mn\_vs\_c\_LowIng - mn\_vs\_c\_HiIng), adjust = "none")  
  
compare\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ing) | 0.40 | 0.39 | 1038 | 1.03 | 0.303 |
| Effect of Conv (Low - High ing) | 0.57 | 0.36 | 1038 | 1.59 | 0.112 |
| Effect of SN (Low - High ing) | 0.36 | 0.32 | 1038 | 1.10 | 0.270 |
| Effect of MN (Low - High ing) | 0.16 | 0.34 | 1038 | 0.48 | 0.631 |

# confidence intervals  
compare\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ing) | 0.40 | 0.39 | 1038 | -0.36 | 1.15 |
| Effect of Conv (Low - High ing) | 0.57 | 0.36 | 1038 | -0.13 | 1.27 |
| Effect of SN (Low - High ing) | 0.36 | 0.32 | 1038 | -0.28 | 1.00 |
| Effect of MN (Low - High ing) | 0.16 | 0.34 | 1038 | -0.50 | 0.82 |

# effect sizes  
eff\_size(controlframe\_lowvshi\_ing, method = list("Effect of DN (Low - High ing)" = dn\_vs\_c\_LowIng - dn\_vs\_c\_HiIng,   
 "Effect of Conv (Low - High ing)" = conv\_vs\_c\_LowIng - conv\_vs\_c\_HiIng,  
 "Effect of SN (Low - High ing)" = sn\_vs\_c\_LowIng - sn\_vs\_c\_HiIng,  
 "Effect of MN (Low - High ing)" = mn\_vs\_c\_LowIng - mn\_vs\_c\_HiIng), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ing) | 0.37 | 0.36 | 1038 | -0.34 | 1.08 |
| Effect of Conv (Low - High ing) | 0.53 | 0.33 | 1038 | -0.12 | 1.19 |
| Effect of SN (Low - High ing) | 0.34 | 0.30 | 1038 | -0.26 | 0.93 |
| Effect of MN (Low - High ing) | 0.15 | 0.31 | 1038 | -0.47 | 0.77 |

#### Pro-environmental framing

proenvframe\_lowvshi\_ing <- contrast(combinations,   
 method = list("PF/DN/LowIng - PF/CN/LowIng" = pf\_dn\_low\_ing - pf\_cn\_low\_ing,  
 "PF/Conv/LowIng - PF/CN/LowIng" = pf\_conv\_low\_ing - pf\_cn\_low\_ing,  
 "PF/SN/LowIng - PF/CN/LowIng" = pf\_sn\_low\_ing - pf\_cn\_low\_ing,  
 "PF/MN/LowIng - PF/CN/LowIng" = pf\_mn\_low\_ing - pf\_cn\_low\_ing,  
 "PF/DN/HiIng - PF/CN/HiIng" = pf\_dn\_hi\_ing - pf\_cn\_hi\_ing,  
 "PF/Conv/HiIng - PF/CN/HiIng" = pf\_conv\_hi\_ing - pf\_cn\_hi\_ing,  
 "PF/SN/HiIng - PF/CN/HiIng" = pf\_sn\_hi\_ing - pf\_cn\_hi\_ing,  
 "PF/MN/HiIng - PF/CN/HiIng" = pf\_mn\_hi\_ing - pf\_cn\_hi\_ing),   
 adjust = "none")  
  
proenvframe\_lowvshi\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowIng - PF/CN/LowIng | -0.23 | 0.26 | 1038 | -0.91 | 0.364 |
| PF/Conv/LowIng - PF/CN/LowIng | 0.00 | 0.24 | 1038 | -0.02 | 0.986 |
| PF/SN/LowIng - PF/CN/LowIng | -0.12 | 0.26 | 1038 | -0.47 | 0.641 |
| PF/MN/LowIng - PF/CN/LowIng | -0.28 | 0.25 | 1038 | -1.09 | 0.274 |
| PF/DN/HiIng - PF/CN/HiIng | -0.11 | 0.26 | 1038 | -0.40 | 0.689 |
| PF/Conv/HiIng - PF/CN/HiIng | -0.14 | 0.26 | 1038 | -0.55 | 0.585 |
| PF/SN/HiIng - PF/CN/HiIng | -0.25 | 0.27 | 1038 | -0.94 | 0.346 |
| PF/MN/HiIng - PF/CN/HiIng | -0.19 | 0.26 | 1038 | -0.73 | 0.463 |

# confidence intervals  
proenvframe\_lowvshi\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowIng - PF/CN/LowIng | -0.23 | 0.26 | 1038 | -0.74 | 0.27 |
| PF/Conv/LowIng - PF/CN/LowIng | 0.00 | 0.24 | 1038 | -0.48 | 0.47 |
| PF/SN/LowIng - PF/CN/LowIng | -0.12 | 0.26 | 1038 | -0.63 | 0.39 |
| PF/MN/LowIng - PF/CN/LowIng | -0.28 | 0.25 | 1038 | -0.77 | 0.22 |
| PF/DN/HiIng - PF/CN/HiIng | -0.11 | 0.26 | 1038 | -0.62 | 0.41 |
| PF/Conv/HiIng - PF/CN/HiIng | -0.14 | 0.26 | 1038 | -0.66 | 0.37 |
| PF/SN/HiIng - PF/CN/HiIng | -0.25 | 0.27 | 1038 | -0.78 | 0.28 |
| PF/MN/HiIng - PF/CN/HiIng | -0.19 | 0.26 | 1038 | -0.70 | 0.32 |

# effect sizes  
eff\_size(combinations,   
 method = list("PF/DN/LowIng - PF/CN/LowIng" = pf\_dn\_low\_ing - pf\_cn\_low\_ing,  
 "PF/Conv/LowIng - PF/CN/LowIng" = pf\_conv\_low\_ing - pf\_cn\_low\_ing,  
 "PF/SN/LowIng - PF/CN/LowIng" = pf\_sn\_low\_ing - pf\_cn\_low\_ing,  
 "PF/MN/LowIng - PF/CN/LowIng" = pf\_mn\_low\_ing - pf\_cn\_low\_ing,  
 "PF/DN/HiIng - PF/CN/HiIng" = pf\_dn\_hi\_ing - pf\_cn\_hi\_ing,  
 "PF/Conv/HiIng - PF/CN/HiIng" = pf\_conv\_hi\_ing - pf\_cn\_hi\_ing,  
 "PF/SN/HiIng - PF/CN/HiIng" = pf\_sn\_hi\_ing - pf\_cn\_hi\_ing,  
 "PF/MN/HiIng - PF/CN/HiIng" = pf\_mn\_hi\_ing - pf\_cn\_hi\_ing), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2) # need to fix

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowIng - PF/CN/LowIng | -0.22 | 0.24 | 1038 | -0.69 | 0.25 |
| PF/Conv/LowIng - PF/CN/LowIng | 0.00 | 0.23 | 1038 | -0.45 | 0.44 |
| PF/SN/LowIng - PF/CN/LowIng | -0.11 | 0.24 | 1038 | -0.59 | 0.36 |
| PF/MN/LowIng - PF/CN/LowIng | -0.26 | 0.24 | 1038 | -0.72 | 0.21 |
| PF/DN/HiIng - PF/CN/HiIng | -0.10 | 0.25 | 1038 | -0.58 | 0.39 |
| PF/Conv/HiIng - PF/CN/HiIng | -0.13 | 0.25 | 1038 | -0.62 | 0.35 |
| PF/SN/HiIng - PF/CN/HiIng | -0.24 | 0.25 | 1038 | -0.73 | 0.26 |
| PF/MN/HiIng - PF/CN/HiIng | -0.18 | 0.24 | 1038 | -0.66 | 0.30 |

Pairwise comparisons

Custom contrasts

proenvframe\_lowvshi\_ing

## contrast estimate SE df t.ratio p.value  
## PF/DN/LowIng - PF/CN/LowIng -0.23357 0.257 1038 -0.907 0.3644  
## PF/Conv/LowIng - PF/CN/LowIng -0.00432 0.243 1038 -0.018 0.9858  
## PF/SN/LowIng - PF/CN/LowIng -0.12095 0.259 1038 -0.467 0.6407  
## PF/MN/LowIng - PF/CN/LowIng -0.27698 0.253 1038 -1.094 0.2742  
## PF/DN/HiIng - PF/CN/HiIng -0.10543 0.264 1038 -0.400 0.6894  
## PF/Conv/HiIng - PF/CN/HiIng -0.14359 0.263 1038 -0.546 0.5852  
## PF/SN/HiIng - PF/CN/HiIng -0.25475 0.270 1038 -0.943 0.3460  
## PF/MN/HiIng - PF/CN/HiIng -0.19162 0.261 1038 -0.734 0.4631  
##   
## Results are averaged over the levels of: Gender

dn\_vs\_c\_LowIng <- c(1,rep(0,7))  
conv\_vs\_c\_LowIng <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowIng <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowIng <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiIng <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiIng <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiIng <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiIng <- c(rep(0,7),1)

compare\_ing <- contrast(proenvframe\_lowvshi\_ing, method = list("Effect of DN (Low - High ing)" = dn\_vs\_c\_LowIng - dn\_vs\_c\_HiIng,   
 "Effect of Conv (Low - High ing)" = conv\_vs\_c\_LowIng - conv\_vs\_c\_HiIng,  
 "Effect of SN (Low - High ing)" = sn\_vs\_c\_LowIng - sn\_vs\_c\_HiIng,  
 "Effect of MN (Low - High ing)" = mn\_vs\_c\_LowIng - mn\_vs\_c\_HiIng), adjust = "none")  
  
compare\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ing) | -0.13 | 0.37 | 1038 | -0.34 | 0.733 |
| Effect of Conv (Low - High ing) | 0.14 | 0.37 | 1038 | 0.38 | 0.704 |
| Effect of SN (Low - High ing) | 0.13 | 0.38 | 1038 | 0.35 | 0.724 |
| Effect of MN (Low - High ing) | -0.09 | 0.38 | 1038 | -0.23 | 0.820 |

# confidence intervals  
compare\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ing) | -0.13 | 0.37 | 1038 | -0.86 | 0.61 |
| Effect of Conv (Low - High ing) | 0.14 | 0.37 | 1038 | -0.58 | 0.86 |
| Effect of SN (Low - High ing) | 0.13 | 0.38 | 1038 | -0.61 | 0.88 |
| Effect of MN (Low - High ing) | -0.09 | 0.38 | 1038 | -0.82 | 0.65 |

# effect sizes  
eff\_size(proenvframe\_lowvshi\_ing, method = list("Effect of DN (Low - High ing)" = dn\_vs\_c\_LowIng - dn\_vs\_c\_HiIng,   
 "Effect of Conv (Low - High ing)" = conv\_vs\_c\_LowIng - conv\_vs\_c\_HiIng,  
 "Effect of SN (Low - High ing)" = sn\_vs\_c\_LowIng - sn\_vs\_c\_HiIng,  
 "Effect of MN (Low - High ing)" = mn\_vs\_c\_LowIng - mn\_vs\_c\_HiIng), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ing) | -0.12 | 0.35 | 1038 | -0.81 | 0.57 |
| Effect of Conv (Low - High ing) | 0.13 | 0.34 | 1038 | -0.54 | 0.80 |
| Effect of SN (Low - High ing) | 0.13 | 0.35 | 1038 | -0.57 | 0.82 |
| Effect of MN (Low - High ing) | -0.08 | 0.35 | 1038 | -0.77 | 0.61 |

#### Self-enhancing framing

selfenhframe\_lowvshi\_ing <- contrast(combinations,   
 method = list("SF/DN/LowIng - SF/CN/LowIng" = sf\_dn\_low\_ing - sf\_cn\_low\_ing,  
 "SF/Conv/LowIng - SF/CN/LowIng" = sf\_conv\_low\_ing - sf\_cn\_low\_ing,  
 "SF/SN/LowIng - SF/CN/LowIng" = sf\_sn\_low\_ing - sf\_cn\_low\_ing,  
 "SF/MN/LowIng - SF/CN/LowIng" = sf\_mn\_low\_ing - sf\_cn\_low\_ing,  
 "SF/DN/HiIng - SF/CN/HiIng" = sf\_dn\_hi\_ing - sf\_cn\_hi\_ing,  
 "SF/Conv/HiIng - SF/CN/HiIng" = sf\_conv\_hi\_ing - sf\_cn\_hi\_ing,  
 "SF/SN/HiIng - SF/CN/HiIng" = sf\_sn\_hi\_ing - sf\_cn\_hi\_ing,  
 "SF/MN/HiIng - SF/CN/HiIng" = sf\_mn\_hi\_ing - sf\_cn\_hi\_ing),   
 adjust = "none")  
  
selfenhframe\_lowvshi\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowIng - SF/CN/LowIng | 0.06 | 0.25 | 1038 | 0.24 | 0.810 |
| SF/Conv/LowIng - SF/CN/LowIng | -0.03 | 0.25 | 1038 | -0.14 | 0.891 |
| SF/SN/LowIng - SF/CN/LowIng | -0.27 | 0.27 | 1038 | -0.99 | 0.322 |
| SF/MN/LowIng - SF/CN/LowIng | 0.32 | 0.25 | 1038 | 1.29 | 0.198 |
| SF/DN/HiIng - SF/CN/HiIng | 0.42 | 0.25 | 1038 | 1.69 | 0.091 |
| SF/Conv/HiIng - SF/CN/HiIng | 0.50 | 0.28 | 1038 | 1.82 | 0.069 |
| SF/SN/HiIng - SF/CN/HiIng | 0.29 | 0.27 | 1038 | 1.09 | 0.278 |
| SF/MN/HiIng - SF/CN/HiIng | -0.04 | 0.26 | 1038 | -0.15 | 0.878 |

# confidence intervals  
selfenhframe\_lowvshi\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowIng - SF/CN/LowIng | 0.06 | 0.25 | 1038 | -0.43 | 0.55 |
| SF/Conv/LowIng - SF/CN/LowIng | -0.03 | 0.25 | 1038 | -0.53 | 0.46 |
| SF/SN/LowIng - SF/CN/LowIng | -0.27 | 0.27 | 1038 | -0.81 | 0.27 |
| SF/MN/LowIng - SF/CN/LowIng | 0.32 | 0.25 | 1038 | -0.17 | 0.81 |
| SF/DN/HiIng - SF/CN/HiIng | 0.42 | 0.25 | 1038 | -0.07 | 0.90 |
| SF/Conv/HiIng - SF/CN/HiIng | 0.50 | 0.28 | 1038 | -0.04 | 1.04 |
| SF/SN/HiIng - SF/CN/HiIng | 0.29 | 0.27 | 1038 | -0.23 | 0.81 |
| SF/MN/HiIng - SF/CN/HiIng | -0.04 | 0.26 | 1038 | -0.56 | 0.48 |

# effect sizes  
eff\_size(combinations,   
 method = list("SF/DN/LowIng - SF/CN/LowIng" = sf\_dn\_low\_ing - sf\_cn\_low\_ing,  
 "SF/Conv/LowIng - SF/CN/LowIng" = sf\_conv\_low\_ing - sf\_cn\_low\_ing,  
 "SF/SN/LowIng - SF/CN/LowIng" = sf\_sn\_low\_ing - sf\_cn\_low\_ing,  
 "SF/MN/LowIng - SF/CN/LowIng" = sf\_mn\_low\_ing - sf\_cn\_low\_ing,  
 "SF/DN/HiIng - SF/CN/HiIng" = sf\_dn\_hi\_ing - sf\_cn\_hi\_ing,  
 "SF/Conv/HiIng - SF/CN/HiIng" = sf\_conv\_hi\_ing - sf\_cn\_hi\_ing,  
 "SF/SN/HiIng - SF/CN/HiIng" = sf\_sn\_hi\_ing - sf\_cn\_hi\_ing,  
 "SF/MN/HiIng - SF/CN/HiIng" = sf\_mn\_hi\_ing - sf\_cn\_hi\_ing), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2) # need to fix

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowIng - SF/CN/LowIng | 0.06 | 0.23 | 1038 | -0.40 | 0.51 |
| SF/Conv/LowIng - SF/CN/LowIng | -0.03 | 0.24 | 1038 | -0.50 | 0.43 |
| SF/SN/LowIng - SF/CN/LowIng | -0.25 | 0.26 | 1038 | -0.76 | 0.25 |
| SF/MN/LowIng - SF/CN/LowIng | 0.30 | 0.23 | 1038 | -0.16 | 0.76 |
| SF/DN/HiIng - SF/CN/HiIng | 0.39 | 0.23 | 1038 | -0.06 | 0.84 |
| SF/Conv/HiIng - SF/CN/HiIng | 0.47 | 0.26 | 1038 | -0.04 | 0.98 |
| SF/SN/HiIng - SF/CN/HiIng | 0.27 | 0.25 | 1038 | -0.22 | 0.76 |
| SF/MN/HiIng - SF/CN/HiIng | -0.04 | 0.25 | 1038 | -0.52 | 0.45 |

Pairwise comparisons

Custom contrasts

selfenhframe\_lowvshi\_ing

## contrast estimate SE df t.ratio p.value  
## SF/DN/LowIng - SF/CN/LowIng 0.0597 0.248 1038 0.241 0.8098  
## SF/Conv/LowIng - SF/CN/LowIng -0.0348 0.253 1038 -0.138 0.8906  
## SF/SN/LowIng - SF/CN/LowIng -0.2708 0.273 1038 -0.992 0.3216  
## SF/MN/LowIng - SF/CN/LowIng 0.3218 0.250 1038 1.287 0.1984  
## SF/DN/HiIng - SF/CN/HiIng 0.4168 0.246 1038 1.694 0.0906  
## SF/Conv/HiIng - SF/CN/HiIng 0.5024 0.276 1038 1.822 0.0687  
## SF/SN/HiIng - SF/CN/HiIng 0.2885 0.266 1038 1.086 0.2779  
## SF/MN/HiIng - SF/CN/HiIng -0.0405 0.264 1038 -0.153 0.8784  
##   
## Results are averaged over the levels of: Gender

dn\_vs\_c\_LowIng <- c(1,rep(0,7))  
conv\_vs\_c\_LowIng <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowIng <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowIng <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiIng <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiIng <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiIng <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiIng <- c(rep(0,7),1)

compare\_ing <- contrast(selfenhframe\_lowvshi\_ing, method = list("Effect of DN (Low - High ing)" = dn\_vs\_c\_LowIng - dn\_vs\_c\_HiIng,   
 "Effect of Conv (Low - High ing)" = conv\_vs\_c\_LowIng - conv\_vs\_c\_HiIng,  
 "Effect of SN (Low - High ing)" = sn\_vs\_c\_LowIng - sn\_vs\_c\_HiIng,  
 "Effect of MN (Low - High ing)" = mn\_vs\_c\_LowIng - mn\_vs\_c\_HiIng), adjust = "none")  
  
compare\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ing) | -0.36 | 0.35 | 1038 | -1.03 | 0.305 |
| Effect of Conv (Low - High ing) | -0.54 | 0.39 | 1038 | -1.39 | 0.164 |
| Effect of SN (Low - High ing) | -0.56 | 0.39 | 1038 | -1.44 | 0.150 |
| Effect of MN (Low - High ing) | 0.36 | 0.37 | 1038 | 0.99 | 0.324 |

# confidence intervals  
compare\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ing) | -0.36 | 0.35 | 1038 | -1.04 | 0.33 |
| Effect of Conv (Low - High ing) | -0.54 | 0.39 | 1038 | -1.29 | 0.22 |
| Effect of SN (Low - High ing) | -0.56 | 0.39 | 1038 | -1.32 | 0.20 |
| Effect of MN (Low - High ing) | 0.36 | 0.37 | 1038 | -0.36 | 1.08 |

# effect sizes  
eff\_size(selfenhframe\_lowvshi\_ing, method = list("Effect of DN (Low - High ing)" = dn\_vs\_c\_LowIng - dn\_vs\_c\_HiIng,   
 "Effect of Conv (Low - High ing)" = conv\_vs\_c\_LowIng - conv\_vs\_c\_HiIng,  
 "Effect of SN (Low - High ing)" = sn\_vs\_c\_LowIng - sn\_vs\_c\_HiIng,  
 "Effect of MN (Low - High ing)" = mn\_vs\_c\_LowIng - mn\_vs\_c\_HiIng), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ing) | -0.33 | 0.33 | 1038 | -0.97 | 0.31 |
| Effect of Conv (Low - High ing) | -0.50 | 0.36 | 1038 | -1.21 | 0.21 |
| Effect of SN (Low - High ing) | -0.52 | 0.36 | 1038 | -1.24 | 0.19 |
| Effect of MN (Low - High ing) | 0.34 | 0.34 | 1038 | -0.34 | 1.01 |

H5: In-group identification will moderate the effect of norm-intervention condition on people’s clothing consumption intentions and behaviors such that the effect of each norm-intervention condition will be stronger when people are high, versus low, on in-group identification.

### Storing low (-1SD) and high (+1SD) ingroup identification

sd\_below <- mean(average\_df$ingroup\_center) - sd(average\_df$ingroup\_center)  
sd\_above <- mean(average\_df$ingroup\_center) + sd(average\_df$ingroup\_center)

### Calculate EM Means at low and high bio

atlist <- list(ingroup\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(mod\_mice, ~ norm\_condition\*ingroup\_center, at=atlist)  
  
combinations %>% knitr::kable(digits = 2)

| norm\_condition | ingroup\_center | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm | -1.01 | 4.39 | 0.10 | 1038 | 4.20 | 4.58 |
| descriptive\_norm | -1.01 | 4.34 | 0.11 | 1038 | 4.12 | 4.57 |
| convention\_norm | -1.01 | 4.49 | 0.11 | 1038 | 4.28 | 4.69 |
| social\_norm | -1.01 | 4.22 | 0.11 | 1038 | 4.01 | 4.43 |
| moral\_norm | -1.01 | 4.36 | 0.11 | 1038 | 4.14 | 4.57 |
| control\_norm | 1.01 | 4.48 | 0.11 | 1038 | 4.26 | 4.69 |
| descriptive\_norm | 1.01 | 4.46 | 0.10 | 1038 | 4.26 | 4.66 |
| convention\_norm | 1.01 | 4.52 | 0.11 | 1038 | 4.30 | 4.73 |
| social\_norm | 1.01 | 4.33 | 0.11 | 1038 | 4.12 | 4.54 |
| moral\_norm | 1.01 | 4.30 | 0.10 | 1038 | 4.09 | 4.50 |

### Custom contrasts

cn\_low\_ing <- c(1,rep(0,9))  
dn\_low\_ing <- c(0,1,rep(0,8))  
conv\_low\_ing <- c(0,0,1,rep(0,7))  
sn\_low\_ing <- c(rep(0,3),1,rep(0,6))  
mn\_low\_ing <- c(rep(0,4),1,rep(0,5))  
  
cn\_hi\_ing <- c(rep(0,5),1,rep(0,4))  
dn\_hi\_ing <- c(rep(0,6),1,rep(0,3))  
conv\_hi\_ing <- c(rep(0,7),1,rep(0,2))  
sn\_hi\_ing <- c(rep(0,8),1,rep(0,1))  
mn\_hi\_ing <- c(rep(0,9),1)

norm\_effect\_ing <- contrast(combinations,   
 method = list("DN Low Ing - Control Low Ing" = dn\_low\_ing - cn\_low\_ing,  
 "Conv Low Ing - Control Low Ing" = conv\_low\_ing - cn\_low\_ing,  
 "SN Low Ing - Control Low Ing" = sn\_low\_ing - cn\_low\_ing,  
 "MN Low Ing - Control Low Ing" = mn\_low\_ing - cn\_low\_ing,  
 "DN Hi Ing - Control Hi Ing" = dn\_hi\_ing - cn\_hi\_ing,  
 "Conv Hi Ing - Control Hi Ing" = conv\_hi\_ing - cn\_hi\_ing,  
 "SN Hi Ing - Control Hi Ing" = sn\_hi\_ing - cn\_hi\_ing,  
 "MN Hi Ing - Control Hi Ing" = mn\_hi\_ing - cn\_hi\_ing),   
 adjust = "none")  
  
norm\_effect\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| DN Low Ing - Control Low Ing | -0.04 | 0.15 | 1038 | -0.30 | 0.767 |
| Conv Low Ing - Control Low Ing | 0.10 | 0.14 | 1038 | 0.68 | 0.495 |
| SN Low Ing - Control Low Ing | -0.17 | 0.14 | 1038 | -1.15 | 0.249 |
| MN Low Ing - Control Low Ing | -0.03 | 0.15 | 1038 | -0.21 | 0.831 |
| DN Hi Ing - Control Hi Ing | -0.01 | 0.15 | 1038 | -0.10 | 0.919 |
| Conv Hi Ing - Control Hi Ing | 0.04 | 0.15 | 1038 | 0.27 | 0.785 |
| SN Hi Ing - Control Hi Ing | -0.15 | 0.15 | 1038 | -0.96 | 0.337 |
| MN Hi Ing - Control Hi Ing | -0.18 | 0.15 | 1038 | -1.19 | 0.235 |

# confidence intervals  
norm\_effect\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| DN Low Ing - Control Low Ing | -0.04 | 0.15 | 1038 | -0.34 | 0.25 |
| Conv Low Ing - Control Low Ing | 0.10 | 0.14 | 1038 | -0.18 | 0.38 |
| SN Low Ing - Control Low Ing | -0.17 | 0.14 | 1038 | -0.45 | 0.12 |
| MN Low Ing - Control Low Ing | -0.03 | 0.15 | 1038 | -0.32 | 0.26 |
| DN Hi Ing - Control Hi Ing | -0.01 | 0.15 | 1038 | -0.30 | 0.27 |
| Conv Hi Ing - Control Hi Ing | 0.04 | 0.15 | 1038 | -0.26 | 0.34 |
| SN Hi Ing - Control Hi Ing | -0.15 | 0.15 | 1038 | -0.44 | 0.15 |
| MN Hi Ing - Control Hi Ing | -0.18 | 0.15 | 1038 | -0.47 | 0.12 |

# effect sizes  
eff\_size(combinations,   
 method = list("DN Low Ing - Control Low Ing" = dn\_low\_ing - cn\_low\_ing,  
 "Conv Low Ing - Control Low Ing" = conv\_low\_ing - cn\_low\_ing,  
 "SN Low Ing - Control Low Ing" = sn\_low\_ing - cn\_low\_ing,  
 "MN Low Ing - Control Low Ing" = mn\_low\_ing - cn\_low\_ing,  
 "DN Hi Ing - Control Hi Ing" = dn\_hi\_ing - cn\_hi\_ing,  
 "Conv Hi Ing - Control Hi Ing" = conv\_hi\_ing - cn\_hi\_ing,  
 "SN Hi Ing - Control Hi Ing" = sn\_hi\_ing - cn\_hi\_ing,  
 "MN Hi Ing - Control Hi Ing" = mn\_hi\_ing - cn\_hi\_ing), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2) # need to fix

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| DN Low Ing - Control Low Ing | -0.04 | 0.14 | 1038 | -0.32 | 0.23 |
| Conv Low Ing - Control Low Ing | 0.09 | 0.13 | 1038 | -0.17 | 0.36 |
| SN Low Ing - Control Low Ing | -0.16 | 0.14 | 1038 | -0.42 | 0.11 |
| MN Low Ing - Control Low Ing | -0.03 | 0.14 | 1038 | -0.30 | 0.24 |
| DN Hi Ing - Control Hi Ing | -0.01 | 0.14 | 1038 | -0.28 | 0.26 |
| Conv Hi Ing - Control Hi Ing | 0.04 | 0.14 | 1038 | -0.24 | 0.32 |
| SN Hi Ing - Control Hi Ing | -0.14 | 0.14 | 1038 | -0.41 | 0.14 |
| MN Hi Ing - Control Hi Ing | -0.17 | 0.14 | 1038 | -0.44 | 0.11 |

Pairwise comparisons

Custom contrasts

norm\_effect\_ing

## contrast estimate SE df t.ratio p.value  
## DN Low Ing - Control Low Ing -0.0443 0.150 1038 -0.296 0.7672  
## Conv Low Ing - Control Low Ing 0.0984 0.144 1038 0.683 0.4949  
## SN Low Ing - Control Low Ing -0.1673 0.145 1038 -1.155 0.2486  
## MN Low Ing - Control Low Ing -0.0313 0.146 1038 -0.214 0.8306  
## DN Hi Ing - Control Hi Ing -0.0149 0.147 1038 -0.101 0.9194  
## Conv Hi Ing - Control Hi Ing 0.0420 0.154 1038 0.273 0.7845  
## SN Hi Ing - Control Hi Ing -0.1450 0.151 1038 -0.961 0.3366  
## MN Hi Ing - Control Hi Ing -0.1774 0.149 1038 -1.188 0.2351  
##   
## Results are averaged over the levels of: framing\_condition, Gender

dn\_vs\_c\_LowIng <- c(1,rep(0,7))  
conv\_vs\_c\_LowIng <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowIng <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowIng <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiIng <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiIng <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiIng <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiIng <- c(rep(0,7),1)

norm\_compare\_ing <- contrast(norm\_effect\_ing, method = list("Effect of DN (Low - High ing)" = dn\_vs\_c\_LowIng - dn\_vs\_c\_HiIng,   
 "Effect of Conv (Low - High ing)" = conv\_vs\_c\_LowIng - conv\_vs\_c\_HiIng,  
 "Effect of SN (Low - High ing)" = sn\_vs\_c\_LowIng - sn\_vs\_c\_HiIng,  
 "Effect of MN (Low - High ing)" = mn\_vs\_c\_LowIng - mn\_vs\_c\_HiIng), adjust = "none")  
  
norm\_compare\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ing) | -0.03 | 0.21 | 1038 | -0.14 | 0.890 |
| Effect of Conv (Low - High ing) | 0.06 | 0.21 | 1038 | 0.26 | 0.792 |
| Effect of SN (Low - High ing) | -0.02 | 0.21 | 1038 | -0.11 | 0.916 |
| Effect of MN (Low - High ing) | 0.15 | 0.21 | 1038 | 0.70 | 0.484 |

# confidence intervals  
norm\_compare\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ing) | -0.03 | 0.21 | 1038 | -0.45 | 0.39 |
| Effect of Conv (Low - High ing) | 0.06 | 0.21 | 1038 | -0.36 | 0.48 |
| Effect of SN (Low - High ing) | -0.02 | 0.21 | 1038 | -0.43 | 0.39 |
| Effect of MN (Low - High ing) | 0.15 | 0.21 | 1038 | -0.26 | 0.56 |

# effect sizes  
eff\_size(norm\_effect\_ing, method = list("Effect of DN (Low - High ing)" = dn\_vs\_c\_LowIng - dn\_vs\_c\_HiIng,   
 "Effect of Conv (Low - High ing)" = conv\_vs\_c\_LowIng - conv\_vs\_c\_HiIng,  
 "Effect of SN (Low - High ing)" = sn\_vs\_c\_LowIng - sn\_vs\_c\_HiIng,  
 "Effect of MN (Low - High ing)" = mn\_vs\_c\_LowIng - mn\_vs\_c\_HiIng), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low - High ing) | -0.03 | 0.2 | 1038 | -0.42 | 0.36 |
| Effect of Conv (Low - High ing) | 0.05 | 0.2 | 1038 | -0.34 | 0.44 |
| Effect of SN (Low - High ing) | -0.02 | 0.2 | 1038 | -0.41 | 0.37 |
| Effect of MN (Low - High ing) | 0.14 | 0.2 | 1038 | -0.25 | 0.52 |

# Exploratory Analyses

## Comparing Continuous Slopes across Conditions

## Biospheric Values

### Bio x Norm

Is the slope of the relationship between biospheric values & consumer intentions stronger in any one of the norm conditions compared to the others?

bio\_norm\_slopes <- emtrends(mod\_mice, pairwise~norm\_condition, var = "biospheric\_center", adjust = "none")  
  
bio\_norm\_slopes$emtrends %>%  
 knitr::kable(digits = 2)

| norm\_condition | biospheric\_center.trend | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_norm | 0.45 | 0.10 | 1038 | 0.26 | 0.64 |
| descriptive\_norm | 0.31 | 0.10 | 1038 | 0.10 | 0.51 |
| convention\_norm | 0.61 | 0.10 | 1038 | 0.41 | 0.81 |
| social\_norm | 0.26 | 0.10 | 1038 | 0.06 | 0.45 |
| moral\_norm | 0.19 | 0.11 | 1038 | -0.04 | 0.42 |

bio\_norm\_slopes$contrasts %>%  
 knitr::kable(digits = c(NA,2,2,2,2,3)) # correct p-values

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| control\_norm - descriptive\_norm | 0.14 | 0.14 | 1038 | 0.99 | 0.324 |
| control\_norm - convention\_norm | -0.16 | 0.14 | 1038 | -1.16 | 0.245 |
| control\_norm - social\_norm | 0.19 | 0.14 | 1038 | 1.34 | 0.180 |
| control\_norm - moral\_norm | 0.26 | 0.15 | 1038 | 1.70 | 0.089 |
| descriptive\_norm - convention\_norm | -0.30 | 0.15 | 1038 | -2.10 | 0.036 |
| descriptive\_norm - social\_norm | 0.05 | 0.14 | 1038 | 0.34 | 0.734 |
| descriptive\_norm - moral\_norm | 0.12 | 0.15 | 1038 | 0.75 | 0.452 |
| convention\_norm - social\_norm | 0.35 | 0.14 | 1038 | 2.46 | 0.014 |
| convention\_norm - moral\_norm | 0.42 | 0.15 | 1038 | 2.73 | 0.006 |
| social\_norm - moral\_norm | 0.07 | 0.15 | 1038 | 0.44 | 0.663 |

Confidence interval

confint(bio\_norm\_slopes$contrasts) %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_norm - descriptive\_norm | 0.14 | 0.14 | 1038 | -0.14 | 0.42 |
| control\_norm - convention\_norm | -0.16 | 0.14 | 1038 | -0.44 | 0.11 |
| control\_norm - social\_norm | 0.19 | 0.14 | 1038 | -0.09 | 0.47 |
| control\_norm - moral\_norm | 0.26 | 0.15 | 1038 | -0.04 | 0.55 |
| descriptive\_norm - convention\_norm | -0.30 | 0.15 | 1038 | -0.59 | -0.02 |
| descriptive\_norm - social\_norm | 0.05 | 0.14 | 1038 | -0.23 | 0.33 |
| descriptive\_norm - moral\_norm | 0.12 | 0.15 | 1038 | -0.19 | 0.42 |
| convention\_norm - social\_norm | 0.35 | 0.14 | 1038 | 0.07 | 0.64 |
| convention\_norm - moral\_norm | 0.42 | 0.15 | 1038 | 0.12 | 0.72 |
| social\_norm - moral\_norm | 0.07 | 0.15 | 1038 | -0.23 | 0.37 |

# On a single graph  
describe(average\_df$biospheric\_center)

## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 0 0.99 0.15 0.12 1.11 -4.85 1.15 6 -1.1 1.59 0.03

at\_list <- list(biospheric\_center = seq(-4.9, 1.2, by = 1)) # add .05 to the bounds set by min and max  
  
# without data overlaid  
emmip(mod\_mice, norm\_condition ~ biospheric\_center, at = at\_list, CIs = TRUE, CIarg = list(lwd = 1, alpha = 0.8), xlab = "Biospheric Values (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Norm Condition", breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"),  
 labels=c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) + theme\_apa() + text\_settings
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# with data overlaid  
emmip(mod\_mice, ~ biospheric\_center | norm\_condition, at = at\_list, CIs = TRUE, CIarg = list(lwd = 0.8, alpha = 0.5), xlab = "Biospheric Values (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Norm Condition", breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels=c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) + geom\_point(data = average\_df, aes(x = biospheric\_center, y = consumer\_intentions, color = norm\_condition), alpha = 0.5) + facet\_wrap(~norm\_condition, labeller = labeller(norm\_condition = norm\_labs)) + theme\_apa() + text\_settings
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### Bio x Framing

Is the slope of the relationship between biospheric values & consumer intentions stronger in any one of the framing conditions compared to the others?

bio\_frame\_trends <- emtrends(mod\_mice, pairwise~framing\_condition, var = "biospheric\_center", adjust = "none")  
  
bio\_frame\_trends$emtrends %>%  
 knitr::kable(digits = 2)

| framing\_condition | biospheric\_center.trend | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_framing | 0.37 | 0.09 | 1038 | 0.20 | 0.53 |
| pro\_env\_framing | 0.40 | 0.07 | 1038 | 0.27 | 0.54 |
| self\_enh\_framing | 0.32 | 0.09 | 1038 | 0.15 | 0.49 |

bio\_frame\_trends$contrasts %>%  
 knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| control\_framing - pro\_env\_framing | -0.04 | 0.11 | 1038 | -0.35 | 0.727 |
| control\_framing - self\_enh\_framing | 0.05 | 0.12 | 1038 | 0.39 | 0.695 |
| pro\_env\_framing - self\_enh\_framing | 0.09 | 0.11 | 1038 | 0.78 | 0.438 |

Confidence interval

confint(bio\_frame\_trends$contrasts) %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_framing - pro\_env\_framing | -0.04 | 0.11 | 1038 | -0.25 | 0.18 |
| control\_framing - self\_enh\_framing | 0.05 | 0.12 | 1038 | -0.19 | 0.29 |
| pro\_env\_framing - self\_enh\_framing | 0.09 | 0.11 | 1038 | -0.13 | 0.30 |

# without data overlaid  
emmip(mod\_mice, framing\_condition ~ biospheric\_center, at = at\_list, CIs = TRUE, CIarg = list(lwd = 1.5, alpha = 0.6), xlab = "Biospheric Values (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Framing Condition", breaks=c("control\_framing","pro\_env\_framing","self\_enh\_framing"),  
 labels=c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) + theme\_apa() + text\_settings
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# with data overlaid  
emmip(mod\_mice, ~ biospheric\_center | framing\_condition, at = at\_list, CIs = TRUE, CIarg = list(lwd = 0.8, alpha = 0.5), xlab = "Biospheric Values (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Framing Condition", breaks=c("control\_framing","pro\_env\_framing","self\_enh\_framing"), labels=c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) + geom\_point(data = average\_df, aes(x = biospheric\_center, y = consumer\_intentions, color = framing\_condition), alpha = 0.5) + facet\_wrap(~framing\_condition, labeller = labeller(framing\_condition = frame\_labs)) + theme\_apa() + text\_settings

![](data:image/png;base64,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)

### Bio x Norm x Framing

H4: There will be a three-way interaction between values (biospheric, egoistic, altruistic, hedonic), framing condition, & norm condition such that when a pro-environmental or control framing is used, values will moderate the effect of each norm condition, but not when a self-enhancing framing is used.

AKA, is there a two-way interaction between values & norm condition across the three different framing conditions?

bio\_frame\_norm\_trends <- emtrends(mod\_mice, pairwise~norm\_condition | framing\_condition, var = "biospheric\_center", adjust = "none")  
  
bio\_frame\_norm\_trends$emtrends %>%  
 knitr::kable(digits = 2)

| norm\_condition | framing\_condition | biospheric\_center.trend | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm | control\_framing | 0.57 | 0.16 | 1038 | 0.26 | 0.88 |
| descriptive\_norm | control\_framing | 0.47 | 0.19 | 1038 | 0.08 | 0.85 |
| convention\_norm | control\_framing | 0.83 | 0.19 | 1038 | 0.46 | 1.20 |
| social\_norm | control\_framing | 0.04 | 0.16 | 1038 | -0.28 | 0.36 |
| moral\_norm | control\_framing | -0.08 | 0.24 | 1038 | -0.55 | 0.39 |
| control\_norm | pro\_env\_framing | 0.27 | 0.16 | 1038 | -0.04 | 0.58 |
| descriptive\_norm | pro\_env\_framing | 0.18 | 0.16 | 1038 | -0.14 | 0.49 |
| convention\_norm | pro\_env\_framing | 0.68 | 0.16 | 1038 | 0.36 | 1.00 |
| social\_norm | pro\_env\_framing | 0.35 | 0.14 | 1038 | 0.07 | 0.64 |
| moral\_norm | pro\_env\_framing | 0.54 | 0.15 | 1038 | 0.25 | 0.83 |
| control\_norm | self\_enh\_framing | 0.50 | 0.19 | 1038 | 0.13 | 0.87 |
| descriptive\_norm | self\_enh\_framing | 0.28 | 0.18 | 1038 | -0.08 | 0.63 |
| convention\_norm | self\_enh\_framing | 0.32 | 0.18 | 1038 | -0.04 | 0.68 |
| social\_norm | self\_enh\_framing | 0.38 | 0.21 | 1038 | -0.03 | 0.78 |
| moral\_norm | self\_enh\_framing | 0.11 | 0.20 | 1038 | -0.29 | 0.51 |

bio\_frame\_norm\_trends$contrasts %>%  
 knitr::kable(digits = c(NA,NA,2,2,2,2,3))

| contrast | framing\_condition | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm - descriptive\_norm | control\_framing | 0.10 | 0.25 | 1038 | 0.41 | 0.684 |
| control\_norm - convention\_norm | control\_framing | -0.26 | 0.24 | 1038 | -1.08 | 0.282 |
| control\_norm - social\_norm | control\_framing | 0.53 | 0.23 | 1038 | 2.31 | 0.021 |
| control\_norm - moral\_norm | control\_framing | 0.65 | 0.29 | 1038 | 2.27 | 0.024 |
| descriptive\_norm - convention\_norm | control\_framing | -0.36 | 0.27 | 1038 | -1.35 | 0.176 |
| descriptive\_norm - social\_norm | control\_framing | 0.42 | 0.26 | 1038 | 1.66 | 0.098 |
| descriptive\_norm - moral\_norm | control\_framing | 0.55 | 0.31 | 1038 | 1.77 | 0.076 |
| convention\_norm - social\_norm | control\_framing | 0.79 | 0.25 | 1038 | 3.17 | 0.002 |
| convention\_norm - moral\_norm | control\_framing | 0.91 | 0.30 | 1038 | 3.01 | 0.003 |
| social\_norm - moral\_norm | control\_framing | 0.12 | 0.29 | 1038 | 0.42 | 0.674 |
| control\_norm - descriptive\_norm | pro\_env\_framing | 0.09 | 0.22 | 1038 | 0.42 | 0.674 |
| control\_norm - convention\_norm | pro\_env\_framing | -0.41 | 0.23 | 1038 | -1.80 | 0.071 |
| control\_norm - social\_norm | pro\_env\_framing | -0.08 | 0.21 | 1038 | -0.39 | 0.693 |
| control\_norm - moral\_norm | pro\_env\_framing | -0.27 | 0.22 | 1038 | -1.23 | 0.221 |
| descriptive\_norm - convention\_norm | pro\_env\_framing | -0.51 | 0.23 | 1038 | -2.22 | 0.027 |
| descriptive\_norm - social\_norm | pro\_env\_framing | -0.18 | 0.21 | 1038 | -0.84 | 0.402 |
| descriptive\_norm - moral\_norm | pro\_env\_framing | -0.36 | 0.22 | 1038 | -1.67 | 0.096 |
| convention\_norm - social\_norm | pro\_env\_framing | 0.33 | 0.22 | 1038 | 1.50 | 0.133 |
| convention\_norm - moral\_norm | pro\_env\_framing | 0.15 | 0.22 | 1038 | 0.66 | 0.507 |
| social\_norm - moral\_norm | pro\_env\_framing | -0.18 | 0.21 | 1038 | -0.88 | 0.379 |
| control\_norm - descriptive\_norm | self\_enh\_framing | 0.22 | 0.26 | 1038 | 0.85 | 0.398 |
| control\_norm - convention\_norm | self\_enh\_framing | 0.18 | 0.26 | 1038 | 0.70 | 0.486 |
| control\_norm - social\_norm | self\_enh\_framing | 0.13 | 0.28 | 1038 | 0.45 | 0.655 |
| control\_norm - moral\_norm | self\_enh\_framing | 0.39 | 0.28 | 1038 | 1.40 | 0.162 |
| descriptive\_norm - convention\_norm | self\_enh\_framing | -0.04 | 0.26 | 1038 | -0.16 | 0.871 |
| descriptive\_norm - social\_norm | self\_enh\_framing | -0.10 | 0.28 | 1038 | -0.36 | 0.722 |
| descriptive\_norm - moral\_norm | self\_enh\_framing | 0.16 | 0.27 | 1038 | 0.60 | 0.549 |
| convention\_norm - social\_norm | self\_enh\_framing | -0.06 | 0.28 | 1038 | -0.20 | 0.838 |
| convention\_norm - moral\_norm | self\_enh\_framing | 0.20 | 0.27 | 1038 | 0.75 | 0.453 |
| social\_norm - moral\_norm | self\_enh\_framing | 0.26 | 0.29 | 1038 | 0.89 | 0.372 |

Confidence interval

confint(bio\_frame\_norm\_trends$contrasts) %>%  
 knitr::kable(digits = 2)

| contrast | framing\_condition | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm - descriptive\_norm | control\_framing | 0.10 | 0.25 | 1038 | -0.39 | 0.59 |
| control\_norm - convention\_norm | control\_framing | -0.26 | 0.24 | 1038 | -0.74 | 0.22 |
| control\_norm - social\_norm | control\_framing | 0.53 | 0.23 | 1038 | 0.08 | 0.97 |
| control\_norm - moral\_norm | control\_framing | 0.65 | 0.29 | 1038 | 0.09 | 1.21 |
| descriptive\_norm - convention\_norm | control\_framing | -0.36 | 0.27 | 1038 | -0.89 | 0.16 |
| descriptive\_norm - social\_norm | control\_framing | 0.42 | 0.26 | 1038 | -0.08 | 0.93 |
| descriptive\_norm - moral\_norm | control\_framing | 0.55 | 0.31 | 1038 | -0.06 | 1.15 |
| convention\_norm - social\_norm | control\_framing | 0.79 | 0.25 | 1038 | 0.30 | 1.28 |
| convention\_norm - moral\_norm | control\_framing | 0.91 | 0.30 | 1038 | 0.32 | 1.50 |
| social\_norm - moral\_norm | control\_framing | 0.12 | 0.29 | 1038 | -0.45 | 0.69 |
| control\_norm - descriptive\_norm | pro\_env\_framing | 0.09 | 0.22 | 1038 | -0.35 | 0.54 |
| control\_norm - convention\_norm | pro\_env\_framing | -0.41 | 0.23 | 1038 | -0.86 | 0.04 |
| control\_norm - social\_norm | pro\_env\_framing | -0.08 | 0.21 | 1038 | -0.51 | 0.34 |
| control\_norm - moral\_norm | pro\_env\_framing | -0.27 | 0.22 | 1038 | -0.69 | 0.16 |
| descriptive\_norm - convention\_norm | pro\_env\_framing | -0.51 | 0.23 | 1038 | -0.96 | -0.06 |
| descriptive\_norm - social\_norm | pro\_env\_framing | -0.18 | 0.21 | 1038 | -0.60 | 0.24 |
| descriptive\_norm - moral\_norm | pro\_env\_framing | -0.36 | 0.22 | 1038 | -0.79 | 0.06 |
| convention\_norm - social\_norm | pro\_env\_framing | 0.33 | 0.22 | 1038 | -0.10 | 0.76 |
| convention\_norm - moral\_norm | pro\_env\_framing | 0.15 | 0.22 | 1038 | -0.29 | 0.58 |
| social\_norm - moral\_norm | pro\_env\_framing | -0.18 | 0.21 | 1038 | -0.59 | 0.22 |
| control\_norm - descriptive\_norm | self\_enh\_framing | 0.22 | 0.26 | 1038 | -0.30 | 0.74 |
| control\_norm - convention\_norm | self\_enh\_framing | 0.18 | 0.26 | 1038 | -0.33 | 0.69 |
| control\_norm - social\_norm | self\_enh\_framing | 0.13 | 0.28 | 1038 | -0.43 | 0.68 |
| control\_norm - moral\_norm | self\_enh\_framing | 0.39 | 0.28 | 1038 | -0.15 | 0.93 |
| descriptive\_norm - convention\_norm | self\_enh\_framing | -0.04 | 0.26 | 1038 | -0.54 | 0.46 |
| descriptive\_norm - social\_norm | self\_enh\_framing | -0.10 | 0.28 | 1038 | -0.64 | 0.44 |
| descriptive\_norm - moral\_norm | self\_enh\_framing | 0.16 | 0.27 | 1038 | -0.37 | 0.69 |
| convention\_norm - social\_norm | self\_enh\_framing | -0.06 | 0.28 | 1038 | -0.60 | 0.48 |
| convention\_norm - moral\_norm | self\_enh\_framing | 0.20 | 0.27 | 1038 | -0.33 | 0.74 |
| social\_norm - moral\_norm | self\_enh\_framing | 0.26 | 0.29 | 1038 | -0.31 | 0.83 |

# without data overlaid  
emmip(mod\_mice, norm\_condition ~ biospheric\_center | framing\_condition, at = at\_list, CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 0.8), xlab = "Biospheric Values (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Norm Condition", breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels=c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) + facet\_wrap(~framing\_condition, labeller = labeller(framing\_condition = frame\_labs)) + theme\_apa() + text\_settings
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# with data overlaid - doesn't work

## Altruistic Values

### Altruistic x Norm

Is the slope of the relationship between altruistic values & consumer intentions stronger in any one of the norm conditions compared to the others?

alt\_norm\_slopes <- emtrends(mod\_mice, pairwise~norm\_condition, var = "altruistic\_center", adjust = "none")  
  
alt\_norm\_slopes$emtrends %>%  
 knitr::kable(digits = 2)

| norm\_condition | altruistic\_center.trend | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_norm | 0.12 | 0.16 | 1038 | -0.18 | 0.43 |
| descriptive\_norm | -0.13 | 0.13 | 1038 | -0.39 | 0.13 |
| convention\_norm | -0.05 | 0.13 | 1038 | -0.31 | 0.21 |
| social\_norm | 0.10 | 0.15 | 1038 | -0.19 | 0.39 |
| moral\_norm | 0.35 | 0.13 | 1038 | 0.09 | 0.60 |

alt\_norm\_slopes$contrasts %>%  
 knitr::kable(digits = c(NA,2,2,2,2,3)) # correct p-values

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| control\_norm - descriptive\_norm | 0.25 | 0.20 | 1038 | 1.26 | 0.210 |
| control\_norm - convention\_norm | 0.17 | 0.20 | 1038 | 0.85 | 0.393 |
| control\_norm - social\_norm | 0.02 | 0.21 | 1038 | 0.10 | 0.922 |
| control\_norm - moral\_norm | -0.22 | 0.20 | 1038 | -1.10 | 0.271 |
| descriptive\_norm - convention\_norm | -0.08 | 0.19 | 1038 | -0.43 | 0.670 |
| descriptive\_norm - social\_norm | -0.23 | 0.20 | 1038 | -1.18 | 0.238 |
| descriptive\_norm - moral\_norm | -0.48 | 0.18 | 1038 | -2.58 | 0.010 |
| convention\_norm - social\_norm | -0.15 | 0.20 | 1038 | -0.78 | 0.438 |
| convention\_norm - moral\_norm | -0.40 | 0.18 | 1038 | -2.14 | 0.032 |
| social\_norm - moral\_norm | -0.24 | 0.20 | 1038 | -1.24 | 0.216 |

Confidence interval

confint(alt\_norm\_slopes$contrasts) %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_norm - descriptive\_norm | 0.25 | 0.20 | 1038 | -0.14 | 0.65 |
| control\_norm - convention\_norm | 0.17 | 0.20 | 1038 | -0.23 | 0.58 |
| control\_norm - social\_norm | 0.02 | 0.21 | 1038 | -0.40 | 0.44 |
| control\_norm - moral\_norm | -0.22 | 0.20 | 1038 | -0.62 | 0.17 |
| descriptive\_norm - convention\_norm | -0.08 | 0.19 | 1038 | -0.45 | 0.29 |
| descriptive\_norm - social\_norm | -0.23 | 0.20 | 1038 | -0.62 | 0.15 |
| descriptive\_norm - moral\_norm | -0.48 | 0.18 | 1038 | -0.84 | -0.11 |
| convention\_norm - social\_norm | -0.15 | 0.20 | 1038 | -0.54 | 0.23 |
| convention\_norm - moral\_norm | -0.40 | 0.18 | 1038 | -0.76 | -0.03 |
| social\_norm - moral\_norm | -0.24 | 0.20 | 1038 | -0.63 | 0.14 |

# On a single graph  
describe(average\_df$altruistic\_center)

## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 0 0.8 0.29 0.12 0.74 -5.21 0.79 6 -1.91 6.11 0.02

at\_list <- list(altruistic\_center = seq(-5.26, 0.84, by = 1))  
  
# without data overlaid  
emmip(mod\_mice, norm\_condition ~ altruistic\_center, at = at\_list, CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 0.8), xlab = "Altruistic Values (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Norm Condition", breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels=c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) +theme\_apa() + text\_settings
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# with data overlaid  
emmip(mod\_mice, ~ altruistic\_center | norm\_condition, at = at\_list, CIs = TRUE, CIarg = list(lwd = 0.8, alpha = 0.5), xlab = "Altruistic Values (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Norm Condition", breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels=c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) + geom\_point(data = average\_df, aes(x = altruistic\_center, y = consumer\_intentions, color = norm\_condition), alpha = 0.5) + facet\_wrap(~norm\_condition, labeller = labeller(norm\_condition = norm\_labs)) +theme\_apa() + text\_settings
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### Altruistic x Framing

Is the slope of the relationship between altruistic values & consumer intentions stronger in any one of the framing conditions compared to the others?

alt\_frame\_trends <- emtrends(mod\_mice, pairwise~framing\_condition, var = "altruistic\_center", adjust = "none")  
  
alt\_frame\_trends$emtrends %>%  
 knitr::kable(digits = 2)

| framing\_condition | altruistic\_center.trend | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_framing | 0.11 | 0.11 | 1038 | -0.09 | 0.32 |
| pro\_env\_framing | -0.01 | 0.10 | 1038 | -0.20 | 0.19 |
| self\_enh\_framing | 0.13 | 0.12 | 1038 | -0.10 | 0.37 |

alt\_frame\_trends$contrasts %>%  
 knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| control\_framing - pro\_env\_framing | 0.12 | 0.14 | 1038 | 0.85 | 0.396 |
| control\_framing - self\_enh\_framing | -0.02 | 0.16 | 1038 | -0.12 | 0.903 |
| pro\_env\_framing - self\_enh\_framing | -0.14 | 0.15 | 1038 | -0.91 | 0.361 |

Confidence interval

confint(alt\_frame\_trends$contrasts) %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_framing - pro\_env\_framing | 0.12 | 0.14 | 1038 | -0.16 | 0.40 |
| control\_framing - self\_enh\_framing | -0.02 | 0.16 | 1038 | -0.33 | 0.29 |
| pro\_env\_framing - self\_enh\_framing | -0.14 | 0.15 | 1038 | -0.44 | 0.16 |

# without data overlaid  
emmip(mod\_mice, framing\_condition ~ altruistic\_center, at = at\_list, CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 0.8), xlab = "Altruistic Values (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Framing Condition", breaks=c("control\_framing","pro\_env\_framing","self\_enh\_framing"), labels=c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) +theme\_apa() + text\_settings
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# with data overlaid  
emmip(mod\_mice, ~ altruistic\_center | framing\_condition, at = at\_list, CIs = TRUE, CIarg = list(lwd = 0.8, alpha = 0.5), xlab = "Altruistic Values (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Framing Condition", breaks=c("control\_framing","pro\_env\_framing","self\_enh\_framing"), labels=c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) + geom\_point(data = average\_df, aes(x = altruistic\_center, y = consumer\_intentions, color = framing\_condition), alpha = 0.5) + facet\_wrap(~framing\_condition, labeller = labeller(framing\_condition = frame\_labs)) +theme\_apa() + text\_settings
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### Altruistic x Norm x Framing

alt\_frame\_norm\_trends <- emtrends(mod\_mice, pairwise~norm\_condition | framing\_condition, var = "altruistic\_center", adjust = "none")  
  
alt\_frame\_norm\_trends$emtrends %>%  
 knitr::kable(digits = 2)

| norm\_condition | framing\_condition | altruistic\_center.trend | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm | control\_framing | 0.18 | 0.20 | 1038 | -0.21 | 0.56 |
| descriptive\_norm | control\_framing | -0.13 | 0.24 | 1038 | -0.61 | 0.35 |
| convention\_norm | control\_framing | -0.40 | 0.23 | 1038 | -0.85 | 0.06 |
| social\_norm | control\_framing | 0.41 | 0.24 | 1038 | -0.05 | 0.87 |
| moral\_norm | control\_framing | 0.50 | 0.27 | 1038 | -0.02 | 1.03 |
| control\_norm | pro\_env\_framing | -0.01 | 0.25 | 1038 | -0.49 | 0.47 |
| descriptive\_norm | pro\_env\_framing | 0.02 | 0.23 | 1038 | -0.42 | 0.47 |
| convention\_norm | pro\_env\_framing | -0.04 | 0.21 | 1038 | -0.45 | 0.38 |
| social\_norm | pro\_env\_framing | -0.06 | 0.23 | 1038 | -0.51 | 0.39 |
| moral\_norm | pro\_env\_framing | 0.03 | 0.19 | 1038 | -0.33 | 0.40 |
| control\_norm | self\_enh\_framing | 0.20 | 0.34 | 1038 | -0.47 | 0.88 |
| descriptive\_norm | self\_enh\_framing | -0.28 | 0.21 | 1038 | -0.71 | 0.14 |
| convention\_norm | self\_enh\_framing | 0.28 | 0.24 | 1038 | -0.20 | 0.76 |
| social\_norm | self\_enh\_framing | -0.04 | 0.30 | 1038 | -0.62 | 0.54 |
| moral\_norm | self\_enh\_framing | 0.50 | 0.21 | 1038 | 0.09 | 0.91 |

alt\_frame\_norm\_trends$contrasts %>%  
 knitr::kable(digits = c(NA,NA,2,2,2,2,3))

| contrast | framing\_condition | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm - descriptive\_norm | control\_framing | 0.31 | 0.31 | 1038 | 0.98 | 0.326 |
| control\_norm - convention\_norm | control\_framing | 0.57 | 0.30 | 1038 | 1.90 | 0.058 |
| control\_norm - social\_norm | control\_framing | -0.23 | 0.31 | 1038 | -0.76 | 0.446 |
| control\_norm - moral\_norm | control\_framing | -0.33 | 0.33 | 1038 | -0.99 | 0.321 |
| descriptive\_norm - convention\_norm | control\_framing | 0.27 | 0.34 | 1038 | 0.80 | 0.423 |
| descriptive\_norm - social\_norm | control\_framing | -0.54 | 0.34 | 1038 | -1.59 | 0.113 |
| descriptive\_norm - moral\_norm | control\_framing | -0.63 | 0.36 | 1038 | -1.76 | 0.079 |
| convention\_norm - social\_norm | control\_framing | -0.81 | 0.33 | 1038 | -2.45 | 0.014 |
| convention\_norm - moral\_norm | control\_framing | -0.90 | 0.35 | 1038 | -2.57 | 0.010 |
| social\_norm - moral\_norm | control\_framing | -0.09 | 0.36 | 1038 | -0.27 | 0.790 |
| control\_norm - descriptive\_norm | pro\_env\_framing | -0.03 | 0.33 | 1038 | -0.09 | 0.927 |
| control\_norm - convention\_norm | pro\_env\_framing | 0.03 | 0.32 | 1038 | 0.10 | 0.924 |
| control\_norm - social\_norm | pro\_env\_framing | 0.05 | 0.33 | 1038 | 0.16 | 0.875 |
| control\_norm - moral\_norm | pro\_env\_framing | -0.04 | 0.31 | 1038 | -0.13 | 0.897 |
| descriptive\_norm - convention\_norm | pro\_env\_framing | 0.06 | 0.31 | 1038 | 0.20 | 0.843 |
| descriptive\_norm - social\_norm | pro\_env\_framing | 0.08 | 0.32 | 1038 | 0.26 | 0.796 |
| descriptive\_norm - moral\_norm | pro\_env\_framing | -0.01 | 0.29 | 1038 | -0.03 | 0.975 |
| convention\_norm - social\_norm | pro\_env\_framing | 0.02 | 0.31 | 1038 | 0.07 | 0.944 |
| convention\_norm - moral\_norm | pro\_env\_framing | -0.07 | 0.28 | 1038 | -0.25 | 0.803 |
| social\_norm - moral\_norm | pro\_env\_framing | -0.09 | 0.30 | 1038 | -0.31 | 0.754 |
| control\_norm - descriptive\_norm | self\_enh\_framing | 0.49 | 0.41 | 1038 | 1.20 | 0.231 |
| control\_norm - convention\_norm | self\_enh\_framing | -0.08 | 0.42 | 1038 | -0.19 | 0.846 |
| control\_norm - social\_norm | self\_enh\_framing | 0.24 | 0.45 | 1038 | 0.54 | 0.592 |
| control\_norm - moral\_norm | self\_enh\_framing | -0.30 | 0.40 | 1038 | -0.75 | 0.454 |
| descriptive\_norm - convention\_norm | self\_enh\_framing | -0.57 | 0.32 | 1038 | -1.75 | 0.080 |
| descriptive\_norm - social\_norm | self\_enh\_framing | -0.24 | 0.36 | 1038 | -0.67 | 0.502 |
| descriptive\_norm - moral\_norm | self\_enh\_framing | -0.78 | 0.30 | 1038 | -2.60 | 0.009 |
| convention\_norm - social\_norm | self\_enh\_framing | 0.32 | 0.38 | 1038 | 0.85 | 0.397 |
| convention\_norm - moral\_norm | self\_enh\_framing | -0.22 | 0.32 | 1038 | -0.67 | 0.506 |
| social\_norm - moral\_norm | self\_enh\_framing | -0.54 | 0.36 | 1038 | -1.49 | 0.137 |

Confidence interval

confint(alt\_frame\_norm\_trends$contrasts) %>%  
 knitr::kable(digits = 2)

| contrast | framing\_condition | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm - descriptive\_norm | control\_framing | 0.31 | 0.31 | 1038 | -0.31 | 0.92 |
| control\_norm - convention\_norm | control\_framing | 0.57 | 0.30 | 1038 | -0.02 | 1.17 |
| control\_norm - social\_norm | control\_framing | -0.23 | 0.31 | 1038 | -0.83 | 0.37 |
| control\_norm - moral\_norm | control\_framing | -0.33 | 0.33 | 1038 | -0.97 | 0.32 |
| descriptive\_norm - convention\_norm | control\_framing | 0.27 | 0.34 | 1038 | -0.39 | 0.93 |
| descriptive\_norm - social\_norm | control\_framing | -0.54 | 0.34 | 1038 | -1.20 | 0.13 |
| descriptive\_norm - moral\_norm | control\_framing | -0.63 | 0.36 | 1038 | -1.34 | 0.07 |
| convention\_norm - social\_norm | control\_framing | -0.81 | 0.33 | 1038 | -1.45 | -0.16 |
| convention\_norm - moral\_norm | control\_framing | -0.90 | 0.35 | 1038 | -1.59 | -0.21 |
| social\_norm - moral\_norm | control\_framing | -0.09 | 0.36 | 1038 | -0.79 | 0.60 |
| control\_norm - descriptive\_norm | pro\_env\_framing | -0.03 | 0.33 | 1038 | -0.69 | 0.62 |
| control\_norm - convention\_norm | pro\_env\_framing | 0.03 | 0.32 | 1038 | -0.60 | 0.66 |
| control\_norm - social\_norm | pro\_env\_framing | 0.05 | 0.33 | 1038 | -0.60 | 0.71 |
| control\_norm - moral\_norm | pro\_env\_framing | -0.04 | 0.31 | 1038 | -0.64 | 0.56 |
| descriptive\_norm - convention\_norm | pro\_env\_framing | 0.06 | 0.31 | 1038 | -0.55 | 0.67 |
| descriptive\_norm - social\_norm | pro\_env\_framing | 0.08 | 0.32 | 1038 | -0.55 | 0.72 |
| descriptive\_norm - moral\_norm | pro\_env\_framing | -0.01 | 0.29 | 1038 | -0.59 | 0.57 |
| convention\_norm - social\_norm | pro\_env\_framing | 0.02 | 0.31 | 1038 | -0.59 | 0.63 |
| convention\_norm - moral\_norm | pro\_env\_framing | -0.07 | 0.28 | 1038 | -0.63 | 0.48 |
| social\_norm - moral\_norm | pro\_env\_framing | -0.09 | 0.30 | 1038 | -0.67 | 0.49 |
| control\_norm - descriptive\_norm | self\_enh\_framing | 0.49 | 0.41 | 1038 | -0.31 | 1.29 |
| control\_norm - convention\_norm | self\_enh\_framing | -0.08 | 0.42 | 1038 | -0.91 | 0.75 |
| control\_norm - social\_norm | self\_enh\_framing | 0.24 | 0.45 | 1038 | -0.65 | 1.13 |
| control\_norm - moral\_norm | self\_enh\_framing | -0.30 | 0.40 | 1038 | -1.07 | 0.48 |
| descriptive\_norm - convention\_norm | self\_enh\_framing | -0.57 | 0.32 | 1038 | -1.21 | 0.07 |
| descriptive\_norm - social\_norm | self\_enh\_framing | -0.24 | 0.36 | 1038 | -0.96 | 0.47 |
| descriptive\_norm - moral\_norm | self\_enh\_framing | -0.78 | 0.30 | 1038 | -1.38 | -0.19 |
| convention\_norm - social\_norm | self\_enh\_framing | 0.32 | 0.38 | 1038 | -0.43 | 1.08 |
| convention\_norm - moral\_norm | self\_enh\_framing | -0.22 | 0.32 | 1038 | -0.85 | 0.42 |
| social\_norm - moral\_norm | self\_enh\_framing | -0.54 | 0.36 | 1038 | -1.25 | 0.17 |

# without data overlaid  
emmip(mod\_mice, norm\_condition ~ altruistic\_center | framing\_condition, at = at\_list, CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 0.8), xlab = "Altruistic Values (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Norm Condition", breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels=c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) + facet\_wrap(~framing\_condition, labeller = labeller(framing\_condition = frame\_labs)) +theme\_apa() + text\_settings
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## Egoistic Values

### Ego x Norm

Is the slope of the relationship between egoistic values & consumer intentions stronger in any one of the norm conditions compared to the others?

ego\_norm\_slopes <- emtrends(mod\_mice, pairwise~norm\_condition, var = "egoistic\_center", adjust = "none")  
  
ego\_norm\_slopes$emtrends %>%  
 knitr::kable(digits = 2)

| norm\_condition | egoistic\_center.trend | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_norm | -0.36 | 0.09 | 1038 | -0.54 | -0.19 |
| descriptive\_norm | -0.26 | 0.11 | 1038 | -0.47 | -0.06 |
| convention\_norm | -0.36 | 0.09 | 1038 | -0.53 | -0.19 |
| social\_norm | -0.26 | 0.09 | 1038 | -0.44 | -0.08 |
| moral\_norm | -0.24 | 0.09 | 1038 | -0.42 | -0.05 |

ego\_norm\_slopes$contrasts %>%  
 knitr::kable(digits = c(NA,2,2,2,2,3)) # correct p-values

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| control\_norm - descriptive\_norm | -0.10 | 0.14 | 1038 | -0.73 | 0.467 |
| control\_norm - convention\_norm | 0.00 | 0.12 | 1038 | -0.01 | 0.994 |
| control\_norm - social\_norm | -0.10 | 0.13 | 1038 | -0.80 | 0.422 |
| control\_norm - moral\_norm | -0.13 | 0.13 | 1038 | -0.98 | 0.327 |
| descriptive\_norm - convention\_norm | 0.10 | 0.13 | 1038 | 0.74 | 0.457 |
| descriptive\_norm - social\_norm | 0.00 | 0.14 | 1038 | -0.01 | 0.995 |
| descriptive\_norm - moral\_norm | -0.03 | 0.14 | 1038 | -0.19 | 0.850 |
| convention\_norm - social\_norm | -0.10 | 0.12 | 1038 | -0.82 | 0.414 |
| convention\_norm - moral\_norm | -0.13 | 0.13 | 1038 | -1.00 | 0.316 |
| social\_norm - moral\_norm | -0.03 | 0.13 | 1038 | -0.20 | 0.843 |

Confidence interval

confint(ego\_norm\_slopes$contrasts) %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_norm - descriptive\_norm | -0.10 | 0.14 | 1038 | -0.37 | 0.17 |
| control\_norm - convention\_norm | 0.00 | 0.12 | 1038 | -0.24 | 0.24 |
| control\_norm - social\_norm | -0.10 | 0.13 | 1038 | -0.35 | 0.15 |
| control\_norm - moral\_norm | -0.13 | 0.13 | 1038 | -0.38 | 0.13 |
| descriptive\_norm - convention\_norm | 0.10 | 0.13 | 1038 | -0.16 | 0.36 |
| descriptive\_norm - social\_norm | 0.00 | 0.14 | 1038 | -0.27 | 0.27 |
| descriptive\_norm - moral\_norm | -0.03 | 0.14 | 1038 | -0.30 | 0.25 |
| convention\_norm - social\_norm | -0.10 | 0.12 | 1038 | -0.34 | 0.14 |
| convention\_norm - moral\_norm | -0.13 | 0.13 | 1038 | -0.37 | 0.12 |
| social\_norm - moral\_norm | -0.03 | 0.13 | 1038 | -0.28 | 0.23 |

# On a single graph  
describe(average\_df$egoistic\_center)

## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 0 0.92 0 0.03 0.89 -3.4 2 5.4 -0.4 0.31 0.03

at\_list <- list(egoistic\_center = seq(-3.45, 2.05, by = 1))  
  
# without data overlaid  
emmip(mod\_mice, norm\_condition ~ egoistic\_center, at = at\_list, CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 0.8), xlab = "Egoistic Values (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Norm Condition", breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels=c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) +theme\_apa() + text\_settings
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# with data overlaid  
emmip(mod\_mice, ~ egoistic\_center | norm\_condition, at = at\_list, CIs = TRUE, CIarg = list(lwd = 0.8, alpha = 0.5), xlab = "Egoistic Values (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Norm Condition", breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels=c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) + geom\_point(data = average\_df, aes(x = egoistic\_center, y = consumer\_intentions, color = norm\_condition), alpha = 0.5) + facet\_wrap(~norm\_condition, labeller = labeller(norm\_condition = norm\_labs)) +theme\_apa() + text\_settings
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### Ego x Framing

Is the slope of the relationship between egoistic values & consumer intentions stronger in any one of the framing conditions compared to the others?

ego\_frame\_trends <- emtrends(mod\_mice, pairwise~framing\_condition, var = "egoistic\_center", adjust = "none")  
  
ego\_frame\_trends$emtrends %>%  
 knitr::kable(digits = 2)

| framing\_condition | egoistic\_center.trend | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_framing | -0.30 | 0.07 | 1038 | -0.44 | -0.15 |
| pro\_env\_framing | -0.27 | 0.07 | 1038 | -0.40 | -0.13 |
| self\_enh\_framing | -0.33 | 0.07 | 1038 | -0.47 | -0.18 |

ego\_frame\_trends$contrasts %>%  
 knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| control\_framing - pro\_env\_framing | -0.03 | 0.1 | 1038 | -0.30 | 0.763 |
| control\_framing - self\_enh\_framing | 0.03 | 0.1 | 1038 | 0.33 | 0.745 |
| pro\_env\_framing - self\_enh\_framing | 0.06 | 0.1 | 1038 | 0.63 | 0.528 |

Confidence interval

confint(ego\_frame\_trends$contrasts) %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_framing - pro\_env\_framing | -0.03 | 0.1 | 1038 | -0.23 | 0.17 |
| control\_framing - self\_enh\_framing | 0.03 | 0.1 | 1038 | -0.17 | 0.24 |
| pro\_env\_framing - self\_enh\_framing | 0.06 | 0.1 | 1038 | -0.13 | 0.26 |

# without data overlaid  
emmip(mod\_mice, framing\_condition ~ egoistic\_center, at = at\_list, CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 0.8), xlab = "Egoistic Values (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Framing Condition", breaks=c("control\_framing","pro\_env\_framing","self\_enh\_framing"), labels=c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) +theme\_apa() + text\_settings
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# with data overlaid  
emmip(mod\_mice, ~ egoistic\_center | framing\_condition, at = at\_list, CIs = TRUE, CIarg = list(lwd = 0.8, alpha = 0.5), xlab = "Egoistic Values (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Framing Condition", breaks=c("control\_framing","pro\_env\_framing","self\_enh\_framing"), labels=c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) + geom\_point(data = average\_df, aes(x = egoistic\_center, y = consumer\_intentions, color = framing\_condition), alpha = 0.5) + facet\_wrap(~framing\_condition, labeller = labeller(framing\_condition = frame\_labs)) +theme\_apa() + text\_settings
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### Egoistic x Norm x Framing

ego\_frame\_norm\_trends <- emtrends(mod\_mice, pairwise~norm\_condition | framing\_condition, var = "egoistic\_center", adjust = "none")  
  
ego\_frame\_norm\_trends$emtrends %>%  
 knitr::kable(digits = 2)

| norm\_condition | framing\_condition | egoistic\_center.trend | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm | control\_framing | -0.24 | 0.15 | 1038 | -0.53 | 0.05 |
| descriptive\_norm | control\_framing | -0.28 | 0.18 | 1038 | -0.62 | 0.07 |
| convention\_norm | control\_framing | -0.44 | 0.15 | 1038 | -0.73 | -0.16 |
| social\_norm | control\_framing | -0.45 | 0.14 | 1038 | -0.73 | -0.17 |
| moral\_norm | control\_framing | -0.06 | 0.19 | 1038 | -0.44 | 0.31 |
| control\_norm | pro\_env\_framing | -0.52 | 0.14 | 1038 | -0.79 | -0.24 |
| descriptive\_norm | pro\_env\_framing | -0.24 | 0.16 | 1038 | -0.56 | 0.07 |
| convention\_norm | pro\_env\_framing | -0.11 | 0.16 | 1038 | -0.42 | 0.21 |
| social\_norm | pro\_env\_framing | -0.15 | 0.16 | 1038 | -0.46 | 0.16 |
| moral\_norm | pro\_env\_framing | -0.31 | 0.15 | 1038 | -0.60 | -0.02 |
| control\_norm | self\_enh\_framing | -0.33 | 0.17 | 1038 | -0.67 | 0.01 |
| descriptive\_norm | self\_enh\_framing | -0.27 | 0.21 | 1038 | -0.67 | 0.14 |
| convention\_norm | self\_enh\_framing | -0.54 | 0.13 | 1038 | -0.80 | -0.27 |
| social\_norm | self\_enh\_framing | -0.18 | 0.16 | 1038 | -0.50 | 0.14 |
| moral\_norm | self\_enh\_framing | -0.33 | 0.15 | 1038 | -0.62 | -0.05 |

ego\_frame\_norm\_trends$contrasts %>%  
 knitr::kable(digits = c(NA,NA,2,2,2,2,3))

| contrast | framing\_condition | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm - descriptive\_norm | control\_framing | 0.03 | 0.23 | 1038 | 0.15 | 0.884 |
| control\_norm - convention\_norm | control\_framing | 0.20 | 0.21 | 1038 | 0.98 | 0.330 |
| control\_norm - social\_norm | control\_framing | 0.21 | 0.21 | 1038 | 1.01 | 0.313 |
| control\_norm - moral\_norm | control\_framing | -0.18 | 0.24 | 1038 | -0.74 | 0.462 |
| descriptive\_norm - convention\_norm | control\_framing | 0.17 | 0.23 | 1038 | 0.74 | 0.460 |
| descriptive\_norm - social\_norm | control\_framing | 0.17 | 0.23 | 1038 | 0.77 | 0.443 |
| descriptive\_norm - moral\_norm | control\_framing | -0.21 | 0.26 | 1038 | -0.82 | 0.415 |
| convention\_norm - social\_norm | control\_framing | 0.01 | 0.20 | 1038 | 0.03 | 0.979 |
| convention\_norm - moral\_norm | control\_framing | -0.38 | 0.24 | 1038 | -1.58 | 0.114 |
| social\_norm - moral\_norm | control\_framing | -0.39 | 0.24 | 1038 | -1.62 | 0.106 |
| control\_norm - descriptive\_norm | pro\_env\_framing | -0.27 | 0.21 | 1038 | -1.28 | 0.201 |
| control\_norm - convention\_norm | pro\_env\_framing | -0.41 | 0.21 | 1038 | -1.94 | 0.053 |
| control\_norm - social\_norm | pro\_env\_framing | -0.36 | 0.21 | 1038 | -1.73 | 0.085 |
| control\_norm - moral\_norm | pro\_env\_framing | -0.21 | 0.20 | 1038 | -1.02 | 0.306 |
| descriptive\_norm - convention\_norm | pro\_env\_framing | -0.14 | 0.23 | 1038 | -0.61 | 0.539 |
| descriptive\_norm - social\_norm | pro\_env\_framing | -0.09 | 0.22 | 1038 | -0.41 | 0.682 |
| descriptive\_norm - moral\_norm | pro\_env\_framing | 0.06 | 0.22 | 1038 | 0.29 | 0.771 |
| convention\_norm - social\_norm | pro\_env\_framing | 0.05 | 0.22 | 1038 | 0.21 | 0.834 |
| convention\_norm - moral\_norm | pro\_env\_framing | 0.20 | 0.22 | 1038 | 0.93 | 0.354 |
| social\_norm - moral\_norm | pro\_env\_framing | 0.16 | 0.22 | 1038 | 0.72 | 0.473 |
| control\_norm - descriptive\_norm | self\_enh\_framing | -0.06 | 0.27 | 1038 | -0.23 | 0.815 |
| control\_norm - convention\_norm | self\_enh\_framing | 0.21 | 0.22 | 1038 | 0.93 | 0.351 |
| control\_norm - social\_norm | self\_enh\_framing | -0.15 | 0.24 | 1038 | -0.62 | 0.533 |
| control\_norm - moral\_norm | self\_enh\_framing | 0.00 | 0.23 | 1038 | 0.02 | 0.986 |
| descriptive\_norm - convention\_norm | self\_enh\_framing | 0.27 | 0.24 | 1038 | 1.11 | 0.267 |
| descriptive\_norm - social\_norm | self\_enh\_framing | -0.08 | 0.26 | 1038 | -0.32 | 0.747 |
| descriptive\_norm - moral\_norm | self\_enh\_framing | 0.07 | 0.25 | 1038 | 0.27 | 0.784 |
| convention\_norm - social\_norm | self\_enh\_framing | -0.35 | 0.21 | 1038 | -1.68 | 0.094 |
| convention\_norm - moral\_norm | self\_enh\_framing | -0.20 | 0.19 | 1038 | -1.04 | 0.301 |
| social\_norm - moral\_norm | self\_enh\_framing | 0.15 | 0.22 | 1038 | 0.70 | 0.482 |

Confidence interval

confint(ego\_frame\_norm\_trends$contrasts) %>%  
 knitr::kable(digits = 2)

| contrast | framing\_condition | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm - descriptive\_norm | control\_framing | 0.03 | 0.23 | 1038 | -0.42 | 0.48 |
| control\_norm - convention\_norm | control\_framing | 0.20 | 0.21 | 1038 | -0.20 | 0.61 |
| control\_norm - social\_norm | control\_framing | 0.21 | 0.21 | 1038 | -0.20 | 0.61 |
| control\_norm - moral\_norm | control\_framing | -0.18 | 0.24 | 1038 | -0.65 | 0.30 |
| descriptive\_norm - convention\_norm | control\_framing | 0.17 | 0.23 | 1038 | -0.28 | 0.62 |
| descriptive\_norm - social\_norm | control\_framing | 0.17 | 0.23 | 1038 | -0.27 | 0.62 |
| descriptive\_norm - moral\_norm | control\_framing | -0.21 | 0.26 | 1038 | -0.72 | 0.30 |
| convention\_norm - social\_norm | control\_framing | 0.01 | 0.20 | 1038 | -0.40 | 0.41 |
| convention\_norm - moral\_norm | control\_framing | -0.38 | 0.24 | 1038 | -0.85 | 0.09 |
| social\_norm - moral\_norm | control\_framing | -0.39 | 0.24 | 1038 | -0.85 | 0.08 |
| control\_norm - descriptive\_norm | pro\_env\_framing | -0.27 | 0.21 | 1038 | -0.69 | 0.14 |
| control\_norm - convention\_norm | pro\_env\_framing | -0.41 | 0.21 | 1038 | -0.83 | 0.01 |
| control\_norm - social\_norm | pro\_env\_framing | -0.36 | 0.21 | 1038 | -0.78 | 0.05 |
| control\_norm - moral\_norm | pro\_env\_framing | -0.21 | 0.20 | 1038 | -0.61 | 0.19 |
| descriptive\_norm - convention\_norm | pro\_env\_framing | -0.14 | 0.23 | 1038 | -0.58 | 0.30 |
| descriptive\_norm - social\_norm | pro\_env\_framing | -0.09 | 0.22 | 1038 | -0.53 | 0.35 |
| descriptive\_norm - moral\_norm | pro\_env\_framing | 0.06 | 0.22 | 1038 | -0.36 | 0.49 |
| convention\_norm - social\_norm | pro\_env\_framing | 0.05 | 0.22 | 1038 | -0.39 | 0.49 |
| convention\_norm - moral\_norm | pro\_env\_framing | 0.20 | 0.22 | 1038 | -0.23 | 0.63 |
| social\_norm - moral\_norm | pro\_env\_framing | 0.16 | 0.22 | 1038 | -0.27 | 0.58 |
| control\_norm - descriptive\_norm | self\_enh\_framing | -0.06 | 0.27 | 1038 | -0.60 | 0.47 |
| control\_norm - convention\_norm | self\_enh\_framing | 0.21 | 0.22 | 1038 | -0.23 | 0.64 |
| control\_norm - social\_norm | self\_enh\_framing | -0.15 | 0.24 | 1038 | -0.62 | 0.32 |
| control\_norm - moral\_norm | self\_enh\_framing | 0.00 | 0.23 | 1038 | -0.44 | 0.45 |
| descriptive\_norm - convention\_norm | self\_enh\_framing | 0.27 | 0.24 | 1038 | -0.21 | 0.75 |
| descriptive\_norm - social\_norm | self\_enh\_framing | -0.08 | 0.26 | 1038 | -0.60 | 0.43 |
| descriptive\_norm - moral\_norm | self\_enh\_framing | 0.07 | 0.25 | 1038 | -0.42 | 0.56 |
| convention\_norm - social\_norm | self\_enh\_framing | -0.35 | 0.21 | 1038 | -0.77 | 0.06 |
| convention\_norm - moral\_norm | self\_enh\_framing | -0.20 | 0.19 | 1038 | -0.58 | 0.18 |
| social\_norm - moral\_norm | self\_enh\_framing | 0.15 | 0.22 | 1038 | -0.27 | 0.58 |

# without data overlaid  
emmip(mod\_mice, norm\_condition ~ egoistic\_center | framing\_condition, at = at\_list, CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 0.8), xlab = "Egoistic Values (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Norm Condition", breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels=c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) + facet\_wrap(~framing\_condition, labeller = labeller(framing\_condition = frame\_labs)) +theme\_apa() + text\_settings
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## Hedonic Values

### Hedonic x Norm

Is the slope of the relationship between hedonic values & consumer intentions stronger in any one of the norm conditions compared to the others?

hed\_norm\_slopes <- emtrends(mod\_mice, pairwise~norm\_condition, var = "hedonic\_center", adjust = "none")  
  
hed\_norm\_slopes$emtrends %>%  
 knitr::kable(digits = 2)

| norm\_condition | hedonic\_center.trend | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_norm | -0.08 | 0.13 | 1038 | -0.33 | 0.17 |
| descriptive\_norm | -0.05 | 0.13 | 1038 | -0.30 | 0.21 |
| convention\_norm | 0.12 | 0.11 | 1038 | -0.10 | 0.35 |
| social\_norm | -0.18 | 0.12 | 1038 | -0.42 | 0.06 |
| moral\_norm | -0.28 | 0.11 | 1038 | -0.49 | -0.06 |

hed\_norm\_slopes$contrasts %>%  
 knitr::kable(digits = c(NA,2,2,2,2,3)) # correct p-values

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| control\_norm - descriptive\_norm | -0.04 | 0.18 | 1038 | -0.20 | 0.844 |
| control\_norm - convention\_norm | -0.21 | 0.17 | 1038 | -1.22 | 0.224 |
| control\_norm - social\_norm | 0.10 | 0.18 | 1038 | 0.54 | 0.587 |
| control\_norm - moral\_norm | 0.19 | 0.17 | 1038 | 1.17 | 0.243 |
| descriptive\_norm - convention\_norm | -0.17 | 0.17 | 1038 | -0.99 | 0.321 |
| descriptive\_norm - social\_norm | 0.13 | 0.18 | 1038 | 0.73 | 0.463 |
| descriptive\_norm - moral\_norm | 0.23 | 0.17 | 1038 | 1.35 | 0.176 |
| convention\_norm - social\_norm | 0.30 | 0.17 | 1038 | 1.81 | 0.070 |
| convention\_norm - moral\_norm | 0.40 | 0.16 | 1038 | 2.54 | 0.011 |
| social\_norm - moral\_norm | 0.10 | 0.16 | 1038 | 0.60 | 0.546 |

Confidence interval

confint(hed\_norm\_slopes$contrasts) %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_norm - descriptive\_norm | -0.04 | 0.18 | 1038 | -0.39 | 0.32 |
| control\_norm - convention\_norm | -0.21 | 0.17 | 1038 | -0.54 | 0.13 |
| control\_norm - social\_norm | 0.10 | 0.18 | 1038 | -0.25 | 0.44 |
| control\_norm - moral\_norm | 0.19 | 0.17 | 1038 | -0.13 | 0.52 |
| descriptive\_norm - convention\_norm | -0.17 | 0.17 | 1038 | -0.51 | 0.17 |
| descriptive\_norm - social\_norm | 0.13 | 0.18 | 1038 | -0.22 | 0.48 |
| descriptive\_norm - moral\_norm | 0.23 | 0.17 | 1038 | -0.10 | 0.56 |
| convention\_norm - social\_norm | 0.30 | 0.17 | 1038 | -0.03 | 0.63 |
| convention\_norm - moral\_norm | 0.40 | 0.16 | 1038 | 0.09 | 0.71 |
| social\_norm - moral\_norm | 0.10 | 0.16 | 1038 | -0.22 | 0.42 |

# On a single graph  
describe(average\_df$hedonic\_center)

## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 0 0.79 0.28 0.09 0.49 -5.05 0.95 6 -1.45 3.69 0.02

at\_list <- list(hedonic\_center = seq(-5.1, 1, by = 1))  
  
# without data overlaid  
emmip(mod\_mice, norm\_condition ~ hedonic\_center, at = at\_list, CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 0.8), xlab = "Hedonic Values (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Norm Condition", breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels=c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) +theme\_apa() + text\_settings
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# with data overlaid  
emmip(mod\_mice, ~ hedonic\_center | norm\_condition, at = at\_list, CIs = TRUE, CIarg = list(lwd = 0.8, alpha = 0.5), xlab = "Hedonic Values (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Norm Condition", breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels=c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) + geom\_point(data = average\_df, aes(x = hedonic\_center, y = consumer\_intentions, color = norm\_condition), alpha = 0.5) + facet\_wrap(~norm\_condition, labeller = labeller(norm\_condition = norm\_labs)) +theme\_apa() + text\_settings

![](data:image/png;base64,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)

### Hedonic x Framing

Is the slope of the relationship between hedonic values & consumer intentions stronger in any one of the framing conditions compared to the others?

hed\_frame\_trends <- emtrends(mod\_mice, pairwise~framing\_condition, var = "hedonic\_center", adjust = "none")  
  
hed\_frame\_trends$emtrends %>%  
 knitr::kable(digits = 2)

| framing\_condition | hedonic\_center.trend | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_framing | -0.15 | 0.09 | 1038 | -0.33 | 0.03 |
| pro\_env\_framing | 0.01 | 0.09 | 1038 | -0.17 | 0.19 |
| self\_enh\_framing | -0.14 | 0.10 | 1038 | -0.33 | 0.05 |

hed\_frame\_trends$contrasts %>%  
 knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| control\_framing - pro\_env\_framing | -0.16 | 0.13 | 1038 | -1.22 | 0.223 |
| control\_framing - self\_enh\_framing | -0.01 | 0.13 | 1038 | -0.06 | 0.955 |
| pro\_env\_framing - self\_enh\_framing | 0.15 | 0.13 | 1038 | 1.12 | 0.264 |

Confidence interval

confint(hed\_frame\_trends$contrasts) %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_framing - pro\_env\_framing | -0.16 | 0.13 | 1038 | -0.41 | 0.10 |
| control\_framing - self\_enh\_framing | -0.01 | 0.13 | 1038 | -0.27 | 0.26 |
| pro\_env\_framing - self\_enh\_framing | 0.15 | 0.13 | 1038 | -0.11 | 0.41 |

# without data overlaid  
emmip(mod\_mice, framing\_condition ~ hedonic\_center, at = at\_list, CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 0.8), xlab = "Hedonic Values (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Framing Condition", breaks=c("control\_framing","pro\_env\_framing","self\_enh\_framing"), labels=c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) +theme\_apa() + text\_settings
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# with data overlaid  
emmip(mod\_mice, ~ hedonic\_center | framing\_condition, at = at\_list, CIs = TRUE, CIarg = list(lwd = 0.8, alpha = 0.5), xlab = "Hedonic Values (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Framing Condition", breaks=c("control\_framing","pro\_env\_framing","self\_enh\_framing"), labels=c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) + geom\_point(data = average\_df, aes(x = hedonic\_center, y = consumer\_intentions, color = framing\_condition), alpha = 0.5) + facet\_wrap(~framing\_condition, labeller = labeller(framing\_condition = frame\_labs)) +theme\_apa() + text\_settings
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### Hedonic x Norm x Framing

hed\_frame\_norm\_trends <- emtrends(mod\_mice, pairwise~norm\_condition | framing\_condition, var = "hedonic\_center", adjust = "none")  
  
hed\_frame\_norm\_trends$emtrends %>%  
 knitr::kable(digits = 2)

| norm\_condition | framing\_condition | hedonic\_center.trend | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm | control\_framing | -0.34 | 0.18 | 1038 | -0.70 | 0.02 |
| descriptive\_norm | control\_framing | -0.14 | 0.22 | 1038 | -0.57 | 0.29 |
| convention\_norm | control\_framing | 0.15 | 0.21 | 1038 | -0.27 | 0.57 |
| social\_norm | control\_framing | -0.05 | 0.19 | 1038 | -0.42 | 0.32 |
| moral\_norm | control\_framing | -0.36 | 0.22 | 1038 | -0.79 | 0.06 |
| control\_norm | pro\_env\_framing | 0.15 | 0.21 | 1038 | -0.27 | 0.57 |
| descriptive\_norm | pro\_env\_framing | -0.12 | 0.22 | 1038 | -0.54 | 0.31 |
| convention\_norm | pro\_env\_framing | 0.20 | 0.20 | 1038 | -0.20 | 0.60 |
| social\_norm | pro\_env\_framing | -0.11 | 0.19 | 1038 | -0.49 | 0.27 |
| moral\_norm | pro\_env\_framing | -0.08 | 0.18 | 1038 | -0.44 | 0.28 |
| control\_norm | self\_enh\_framing | -0.06 | 0.25 | 1038 | -0.56 | 0.44 |
| descriptive\_norm | self\_enh\_framing | 0.12 | 0.24 | 1038 | -0.36 | 0.59 |
| convention\_norm | self\_enh\_framing | 0.02 | 0.17 | 1038 | -0.32 | 0.35 |
| social\_norm | self\_enh\_framing | -0.38 | 0.25 | 1038 | -0.87 | 0.10 |
| moral\_norm | self\_enh\_framing | -0.39 | 0.17 | 1038 | -0.72 | -0.06 |

hed\_frame\_norm\_trends$contrasts %>%  
 knitr::kable(digits = c(NA,NA,2,2,2,2,3))

| contrast | framing\_condition | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm - descriptive\_norm | control\_framing | -0.19 | 0.28 | 1038 | -0.68 | 0.495 |
| control\_norm - convention\_norm | control\_framing | -0.49 | 0.28 | 1038 | -1.74 | 0.082 |
| control\_norm - social\_norm | control\_framing | -0.29 | 0.26 | 1038 | -1.11 | 0.269 |
| control\_norm - moral\_norm | control\_framing | 0.03 | 0.28 | 1038 | 0.09 | 0.927 |
| descriptive\_norm - convention\_norm | control\_framing | -0.30 | 0.31 | 1038 | -0.97 | 0.335 |
| descriptive\_norm - social\_norm | control\_framing | -0.10 | 0.29 | 1038 | -0.34 | 0.738 |
| descriptive\_norm - moral\_norm | control\_framing | 0.22 | 0.31 | 1038 | 0.72 | 0.473 |
| convention\_norm - social\_norm | control\_framing | 0.20 | 0.29 | 1038 | 0.69 | 0.488 |
| convention\_norm - moral\_norm | control\_framing | 0.52 | 0.30 | 1038 | 1.70 | 0.090 |
| social\_norm - moral\_norm | control\_framing | 0.32 | 0.29 | 1038 | 1.11 | 0.267 |
| control\_norm - descriptive\_norm | pro\_env\_framing | 0.26 | 0.31 | 1038 | 0.86 | 0.390 |
| control\_norm - convention\_norm | pro\_env\_framing | -0.06 | 0.30 | 1038 | -0.19 | 0.851 |
| control\_norm - social\_norm | pro\_env\_framing | 0.25 | 0.29 | 1038 | 0.88 | 0.380 |
| control\_norm - moral\_norm | pro\_env\_framing | 0.23 | 0.28 | 1038 | 0.81 | 0.416 |
| descriptive\_norm - convention\_norm | pro\_env\_framing | -0.32 | 0.30 | 1038 | -1.07 | 0.286 |
| descriptive\_norm - social\_norm | pro\_env\_framing | -0.01 | 0.29 | 1038 | -0.03 | 0.976 |
| descriptive\_norm - moral\_norm | pro\_env\_framing | -0.03 | 0.28 | 1038 | -0.12 | 0.906 |
| convention\_norm - social\_norm | pro\_env\_framing | 0.31 | 0.28 | 1038 | 1.10 | 0.271 |
| convention\_norm - moral\_norm | pro\_env\_framing | 0.28 | 0.27 | 1038 | 1.04 | 0.298 |
| social\_norm - moral\_norm | pro\_env\_framing | -0.02 | 0.27 | 1038 | -0.09 | 0.925 |
| control\_norm - descriptive\_norm | self\_enh\_framing | -0.18 | 0.35 | 1038 | -0.50 | 0.617 |
| control\_norm - convention\_norm | self\_enh\_framing | -0.08 | 0.31 | 1038 | -0.25 | 0.804 |
| control\_norm - social\_norm | self\_enh\_framing | 0.32 | 0.35 | 1038 | 0.92 | 0.360 |
| control\_norm - moral\_norm | self\_enh\_framing | 0.33 | 0.30 | 1038 | 1.09 | 0.276 |
| descriptive\_norm - convention\_norm | self\_enh\_framing | 0.10 | 0.29 | 1038 | 0.34 | 0.736 |
| descriptive\_norm - social\_norm | self\_enh\_framing | 0.50 | 0.35 | 1038 | 1.45 | 0.148 |
| descriptive\_norm - moral\_norm | self\_enh\_framing | 0.50 | 0.29 | 1038 | 1.72 | 0.085 |
| convention\_norm - social\_norm | self\_enh\_framing | 0.40 | 0.30 | 1038 | 1.34 | 0.182 |
| convention\_norm - moral\_norm | self\_enh\_framing | 0.41 | 0.24 | 1038 | 1.69 | 0.092 |
| social\_norm - moral\_norm | self\_enh\_framing | 0.00 | 0.30 | 1038 | 0.02 | 0.987 |

Confidence interval

confint(hed\_frame\_norm\_trends$contrasts) %>%  
 knitr::kable(digits = 2)

| contrast | framing\_condition | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm - descriptive\_norm | control\_framing | -0.19 | 0.28 | 1038 | -0.75 | 0.36 |
| control\_norm - convention\_norm | control\_framing | -0.49 | 0.28 | 1038 | -1.04 | 0.06 |
| control\_norm - social\_norm | control\_framing | -0.29 | 0.26 | 1038 | -0.81 | 0.23 |
| control\_norm - moral\_norm | control\_framing | 0.03 | 0.28 | 1038 | -0.53 | 0.58 |
| descriptive\_norm - convention\_norm | control\_framing | -0.30 | 0.31 | 1038 | -0.90 | 0.30 |
| descriptive\_norm - social\_norm | control\_framing | -0.10 | 0.29 | 1038 | -0.66 | 0.47 |
| descriptive\_norm - moral\_norm | control\_framing | 0.22 | 0.31 | 1038 | -0.38 | 0.82 |
| convention\_norm - social\_norm | control\_framing | 0.20 | 0.29 | 1038 | -0.36 | 0.76 |
| convention\_norm - moral\_norm | control\_framing | 0.52 | 0.30 | 1038 | -0.08 | 1.11 |
| social\_norm - moral\_norm | control\_framing | 0.32 | 0.29 | 1038 | -0.24 | 0.88 |
| control\_norm - descriptive\_norm | pro\_env\_framing | 0.26 | 0.31 | 1038 | -0.34 | 0.86 |
| control\_norm - convention\_norm | pro\_env\_framing | -0.06 | 0.30 | 1038 | -0.63 | 0.52 |
| control\_norm - social\_norm | pro\_env\_framing | 0.25 | 0.29 | 1038 | -0.31 | 0.82 |
| control\_norm - moral\_norm | pro\_env\_framing | 0.23 | 0.28 | 1038 | -0.32 | 0.78 |
| descriptive\_norm - convention\_norm | pro\_env\_framing | -0.32 | 0.30 | 1038 | -0.90 | 0.27 |
| descriptive\_norm - social\_norm | pro\_env\_framing | -0.01 | 0.29 | 1038 | -0.58 | 0.56 |
| descriptive\_norm - moral\_norm | pro\_env\_framing | -0.03 | 0.28 | 1038 | -0.59 | 0.52 |
| convention\_norm - social\_norm | pro\_env\_framing | 0.31 | 0.28 | 1038 | -0.24 | 0.86 |
| convention\_norm - moral\_norm | pro\_env\_framing | 0.28 | 0.27 | 1038 | -0.25 | 0.82 |
| social\_norm - moral\_norm | pro\_env\_framing | -0.02 | 0.27 | 1038 | -0.55 | 0.50 |
| control\_norm - descriptive\_norm | self\_enh\_framing | -0.18 | 0.35 | 1038 | -0.86 | 0.51 |
| control\_norm - convention\_norm | self\_enh\_framing | -0.08 | 0.31 | 1038 | -0.68 | 0.53 |
| control\_norm - social\_norm | self\_enh\_framing | 0.32 | 0.35 | 1038 | -0.37 | 1.02 |
| control\_norm - moral\_norm | self\_enh\_framing | 0.33 | 0.30 | 1038 | -0.26 | 0.92 |
| descriptive\_norm - convention\_norm | self\_enh\_framing | 0.10 | 0.29 | 1038 | -0.48 | 0.68 |
| descriptive\_norm - social\_norm | self\_enh\_framing | 0.50 | 0.35 | 1038 | -0.18 | 1.18 |
| descriptive\_norm - moral\_norm | self\_enh\_framing | 0.50 | 0.29 | 1038 | -0.07 | 1.08 |
| convention\_norm - social\_norm | self\_enh\_framing | 0.40 | 0.30 | 1038 | -0.19 | 0.99 |
| convention\_norm - moral\_norm | self\_enh\_framing | 0.41 | 0.24 | 1038 | -0.07 | 0.88 |
| social\_norm - moral\_norm | self\_enh\_framing | 0.00 | 0.30 | 1038 | -0.58 | 0.59 |

# without data overlaid  
emmip(mod\_mice, norm\_condition ~ hedonic\_center | framing\_condition, at = at\_list, CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 0.8), xlab = "Hedonic Values (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Norm Condition", breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels=c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) + facet\_wrap(~framing\_condition, labeller = labeller(framing\_condition = frame\_labs)) +theme\_apa() + text\_settings
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## Ingroup Identification Interactions

### Ingroup x Norm

Is the slope of the relationship between ingroup identification & consumer intentions stronger in any one of the norm conditions compared to the others?

ing\_norm\_slopes <- emtrends(mod\_mice, pairwise~norm\_condition, var = "ingroup\_center", adjust = "none")  
  
ing\_norm\_slopes$emtrends %>%  
 knitr::kable(digits = 2)

| norm\_condition | ingroup\_center.trend | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_norm | 0.04 | 0.07 | 1038 | -0.10 | 0.18 |
| descriptive\_norm | 0.06 | 0.08 | 1038 | -0.09 | 0.21 |
| convention\_norm | 0.02 | 0.08 | 1038 | -0.14 | 0.17 |
| social\_norm | 0.05 | 0.08 | 1038 | -0.09 | 0.20 |
| moral\_norm | -0.03 | 0.07 | 1038 | -0.17 | 0.11 |

ing\_norm\_slopes$contrasts %>%  
 knitr::kable(digits = c(NA,2,2,2,2,3)) # correct p-values

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| control\_norm - descriptive\_norm | -0.01 | 0.11 | 1038 | -0.14 | 0.890 |
| control\_norm - convention\_norm | 0.03 | 0.11 | 1038 | 0.26 | 0.792 |
| control\_norm - social\_norm | -0.01 | 0.10 | 1038 | -0.11 | 0.916 |
| control\_norm - moral\_norm | 0.07 | 0.10 | 1038 | 0.70 | 0.484 |
| descriptive\_norm - convention\_norm | 0.04 | 0.11 | 1038 | 0.39 | 0.698 |
| descriptive\_norm - social\_norm | 0.00 | 0.11 | 1038 | 0.03 | 0.974 |
| descriptive\_norm - moral\_norm | 0.09 | 0.11 | 1038 | 0.81 | 0.416 |
| convention\_norm - social\_norm | -0.04 | 0.11 | 1038 | -0.36 | 0.719 |
| convention\_norm - moral\_norm | 0.04 | 0.11 | 1038 | 0.42 | 0.677 |
| social\_norm - moral\_norm | 0.08 | 0.11 | 1038 | 0.79 | 0.429 |

Confidence interval

confint(ing\_norm\_slopes$contrasts) %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_norm - descriptive\_norm | -0.01 | 0.11 | 1038 | -0.22 | 0.19 |
| control\_norm - convention\_norm | 0.03 | 0.11 | 1038 | -0.18 | 0.23 |
| control\_norm - social\_norm | -0.01 | 0.10 | 1038 | -0.21 | 0.19 |
| control\_norm - moral\_norm | 0.07 | 0.10 | 1038 | -0.13 | 0.27 |
| descriptive\_norm - convention\_norm | 0.04 | 0.11 | 1038 | -0.17 | 0.26 |
| descriptive\_norm - social\_norm | 0.00 | 0.11 | 1038 | -0.21 | 0.21 |
| descriptive\_norm - moral\_norm | 0.09 | 0.11 | 1038 | -0.12 | 0.30 |
| convention\_norm - social\_norm | -0.04 | 0.11 | 1038 | -0.25 | 0.17 |
| convention\_norm - moral\_norm | 0.04 | 0.11 | 1038 | -0.16 | 0.25 |
| social\_norm - moral\_norm | 0.08 | 0.11 | 1038 | -0.12 | 0.29 |

# On a single graph  
describe(average\_df$ingroup\_center)

## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 0 1.01 0.01 0.03 0.95 -3.64 2.36 6 -0.27 0.17 0.03

at\_list <- list(ingroup\_center = seq(-3.69, 2.41, by = 1))  
  
# without data overlaid  
emmip(mod\_mice, norm\_condition ~ ingroup\_center, at = at\_list, CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 0.8), xlab = "Ingroup Identification (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Norm Condition", breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels=c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) +theme\_apa() + text\_settings
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# with data overlaid  
emmip(mod\_mice, ~ ingroup\_center | norm\_condition, at = at\_list, CIs = TRUE, CIarg = list(lwd = 0.8, alpha = 0.5), xlab = "Ingroup Identification (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Norm Condition", breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels=c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) + geom\_point(data = average\_df, aes(x = ingroup\_center, y = consumer\_intentions, color = norm\_condition), alpha = 0.5) + facet\_wrap(~norm\_condition, labeller = labeller(norm\_condition = norm\_labs)) +theme\_apa() + text\_settings
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### Ingroup x Framing

Is the slope of the relationship between ingroup identification & consumer intentions stronger in any one of the framing conditions compared to the others?

ing\_frame\_trends <- emtrends(mod\_mice, pairwise~framing\_condition, var = "ingroup\_center", adjust = "none")  
  
ing\_frame\_trends$emtrends %>%  
 knitr::kable(digits = 2)

| framing\_condition | ingroup\_center.trend | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_framing | 0.04 | 0.06 | 1038 | -0.08 | 0.15 |
| pro\_env\_framing | -0.01 | 0.06 | 1038 | -0.13 | 0.10 |
| self\_enh\_framing | 0.06 | 0.06 | 1038 | -0.06 | 0.18 |

ing\_frame\_trends$contrasts %>%  
 knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| control\_framing - pro\_env\_framing | 0.05 | 0.08 | 1038 | 0.58 | 0.563 |
| control\_framing - self\_enh\_framing | -0.02 | 0.08 | 1038 | -0.30 | 0.768 |
| pro\_env\_framing - self\_enh\_framing | -0.07 | 0.08 | 1038 | -0.86 | 0.392 |

Confidence interval

confint(ing\_frame\_trends$contrasts) %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| control\_framing - pro\_env\_framing | 0.05 | 0.08 | 1038 | -0.11 | 0.21 |
| control\_framing - self\_enh\_framing | -0.02 | 0.08 | 1038 | -0.19 | 0.14 |
| pro\_env\_framing - self\_enh\_framing | -0.07 | 0.08 | 1038 | -0.23 | 0.09 |

# without data overlaid  
emmip(mod\_mice, framing\_condition ~ ingroup\_center, at = at\_list, CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 0.8), xlab = "Ingroup Identification (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Framing Condition", breaks=c("control\_framing","pro\_env\_framing","self\_enh\_framing"), labels=c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) +theme\_apa() + text\_settings
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# with data overlaid  
emmip(mod\_mice, ~ ingroup\_center | framing\_condition, at = at\_list, CIs = TRUE, CIarg = list(lwd = 0.8, alpha = 0.5), xlab = "Ingroup Identification (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Framing Condition", breaks=c("control\_framing","pro\_env\_framing","self\_enh\_framing"), labels=c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) + geom\_point(data = average\_df, aes(x = ingroup\_center, y = consumer\_intentions, color = framing\_condition), alpha = 0.5) + facet\_wrap(~framing\_condition, labeller = labeller(framing\_condition = frame\_labs)) +theme\_apa() + text\_settings
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### Ingroup x Norm x Framing

Exploratory RQ1: Is there a three-way interaction between ingroup identification, framing, and norm condition?

ing\_frame\_norm\_trends <- emtrends(mod\_mice, pairwise~norm\_condition | framing\_condition, var = "ingroup\_center", adjust = "none")  
  
ing\_frame\_norm\_trends$emtrends %>%  
 knitr::kable(digits = 2)

| norm\_condition | framing\_condition | ingroup\_center.trend | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm | control\_framing | 0.18 | 0.12 | 1038 | -0.05 | 0.41 |
| descriptive\_norm | control\_framing | -0.01 | 0.15 | 1038 | -0.31 | 0.28 |
| convention\_norm | control\_framing | -0.10 | 0.13 | 1038 | -0.36 | 0.16 |
| social\_norm | control\_framing | 0.01 | 0.11 | 1038 | -0.21 | 0.22 |
| moral\_norm | control\_framing | 0.10 | 0.12 | 1038 | -0.13 | 0.33 |
| control\_norm | pro\_env\_framing | -0.01 | 0.13 | 1038 | -0.26 | 0.25 |
| descriptive\_norm | pro\_env\_framing | 0.06 | 0.13 | 1038 | -0.20 | 0.31 |
| convention\_norm | pro\_env\_framing | -0.07 | 0.12 | 1038 | -0.32 | 0.17 |
| social\_norm | pro\_env\_framing | -0.07 | 0.13 | 1038 | -0.33 | 0.19 |
| moral\_norm | pro\_env\_framing | 0.04 | 0.13 | 1038 | -0.22 | 0.29 |
| control\_norm | self\_enh\_framing | -0.05 | 0.13 | 1038 | -0.29 | 0.20 |
| descriptive\_norm | self\_enh\_framing | 0.13 | 0.12 | 1038 | -0.10 | 0.36 |
| convention\_norm | self\_enh\_framing | 0.22 | 0.14 | 1038 | -0.07 | 0.50 |
| social\_norm | self\_enh\_framing | 0.23 | 0.15 | 1038 | -0.06 | 0.51 |
| moral\_norm | self\_enh\_framing | -0.23 | 0.13 | 1038 | -0.49 | 0.03 |

ing\_frame\_norm\_trends$contrasts %>%  
 knitr::kable(digits = c(NA,NA,2,2,2,2,3))

| contrast | framing\_condition | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm - descriptive\_norm | control\_framing | 0.20 | 0.19 | 1038 | 1.03 | 0.303 |
| control\_norm - convention\_norm | control\_framing | 0.28 | 0.18 | 1038 | 1.59 | 0.112 |
| control\_norm - social\_norm | control\_framing | 0.18 | 0.16 | 1038 | 1.10 | 0.270 |
| control\_norm - moral\_norm | control\_framing | 0.08 | 0.17 | 1038 | 0.48 | 0.631 |
| descriptive\_norm - convention\_norm | control\_framing | 0.08 | 0.20 | 1038 | 0.42 | 0.675 |
| descriptive\_norm - social\_norm | control\_framing | -0.02 | 0.19 | 1038 | -0.10 | 0.919 |
| descriptive\_norm - moral\_norm | control\_framing | -0.12 | 0.19 | 1038 | -0.61 | 0.544 |
| convention\_norm - social\_norm | control\_framing | -0.10 | 0.17 | 1038 | -0.60 | 0.550 |
| convention\_norm - moral\_norm | control\_framing | -0.20 | 0.18 | 1038 | -1.13 | 0.259 |
| social\_norm - moral\_norm | control\_framing | -0.10 | 0.16 | 1038 | -0.60 | 0.546 |
| control\_norm - descriptive\_norm | pro\_env\_framing | -0.06 | 0.19 | 1038 | -0.34 | 0.733 |
| control\_norm - convention\_norm | pro\_env\_framing | 0.07 | 0.18 | 1038 | 0.38 | 0.704 |
| control\_norm - social\_norm | pro\_env\_framing | 0.07 | 0.19 | 1038 | 0.35 | 0.724 |
| control\_norm - moral\_norm | pro\_env\_framing | -0.04 | 0.19 | 1038 | -0.23 | 0.820 |
| descriptive\_norm - convention\_norm | pro\_env\_framing | 0.13 | 0.18 | 1038 | 0.73 | 0.465 |
| descriptive\_norm - social\_norm | pro\_env\_framing | 0.13 | 0.19 | 1038 | 0.70 | 0.486 |
| descriptive\_norm - moral\_norm | pro\_env\_framing | 0.02 | 0.18 | 1038 | 0.11 | 0.909 |
| convention\_norm - social\_norm | pro\_env\_framing | 0.00 | 0.18 | 1038 | -0.01 | 0.988 |
| convention\_norm - moral\_norm | pro\_env\_framing | -0.11 | 0.18 | 1038 | -0.61 | 0.539 |
| social\_norm - moral\_norm | pro\_env\_framing | -0.11 | 0.19 | 1038 | -0.58 | 0.562 |
| control\_norm - descriptive\_norm | self\_enh\_framing | -0.18 | 0.17 | 1038 | -1.03 | 0.305 |
| control\_norm - convention\_norm | self\_enh\_framing | -0.27 | 0.19 | 1038 | -1.39 | 0.164 |
| control\_norm - social\_norm | self\_enh\_framing | -0.28 | 0.19 | 1038 | -1.44 | 0.150 |
| control\_norm - moral\_norm | self\_enh\_framing | 0.18 | 0.18 | 1038 | 0.99 | 0.324 |
| descriptive\_norm - convention\_norm | self\_enh\_framing | -0.09 | 0.19 | 1038 | -0.48 | 0.632 |
| descriptive\_norm - social\_norm | self\_enh\_framing | -0.10 | 0.19 | 1038 | -0.53 | 0.595 |
| descriptive\_norm - moral\_norm | self\_enh\_framing | 0.36 | 0.18 | 1038 | 2.01 | 0.045 |
| convention\_norm - social\_norm | self\_enh\_framing | -0.01 | 0.21 | 1038 | -0.05 | 0.958 |
| convention\_norm - moral\_norm | self\_enh\_framing | 0.44 | 0.20 | 1038 | 2.28 | 0.023 |
| social\_norm - moral\_norm | self\_enh\_framing | 0.46 | 0.20 | 1038 | 2.31 | 0.021 |

Confidence interval

confint(ing\_frame\_norm\_trends$contrasts) %>%  
 knitr::kable(digits = 2)

| contrast | framing\_condition | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm - descriptive\_norm | control\_framing | 0.20 | 0.19 | 1038 | -0.18 | 0.57 |
| control\_norm - convention\_norm | control\_framing | 0.28 | 0.18 | 1038 | -0.07 | 0.63 |
| control\_norm - social\_norm | control\_framing | 0.18 | 0.16 | 1038 | -0.14 | 0.49 |
| control\_norm - moral\_norm | control\_framing | 0.08 | 0.17 | 1038 | -0.25 | 0.41 |
| descriptive\_norm - convention\_norm | control\_framing | 0.08 | 0.20 | 1038 | -0.31 | 0.48 |
| descriptive\_norm - social\_norm | control\_framing | -0.02 | 0.19 | 1038 | -0.38 | 0.35 |
| descriptive\_norm - moral\_norm | control\_framing | -0.12 | 0.19 | 1038 | -0.49 | 0.26 |
| convention\_norm - social\_norm | control\_framing | -0.10 | 0.17 | 1038 | -0.44 | 0.23 |
| convention\_norm - moral\_norm | control\_framing | -0.20 | 0.18 | 1038 | -0.55 | 0.15 |
| social\_norm - moral\_norm | control\_framing | -0.10 | 0.16 | 1038 | -0.41 | 0.22 |
| control\_norm - descriptive\_norm | pro\_env\_framing | -0.06 | 0.19 | 1038 | -0.43 | 0.30 |
| control\_norm - convention\_norm | pro\_env\_framing | 0.07 | 0.18 | 1038 | -0.29 | 0.42 |
| control\_norm - social\_norm | pro\_env\_framing | 0.07 | 0.19 | 1038 | -0.30 | 0.43 |
| control\_norm - moral\_norm | pro\_env\_framing | -0.04 | 0.19 | 1038 | -0.41 | 0.32 |
| descriptive\_norm - convention\_norm | pro\_env\_framing | 0.13 | 0.18 | 1038 | -0.22 | 0.49 |
| descriptive\_norm - social\_norm | pro\_env\_framing | 0.13 | 0.19 | 1038 | -0.23 | 0.49 |
| descriptive\_norm - moral\_norm | pro\_env\_framing | 0.02 | 0.18 | 1038 | -0.34 | 0.38 |
| convention\_norm - social\_norm | pro\_env\_framing | 0.00 | 0.18 | 1038 | -0.36 | 0.36 |
| convention\_norm - moral\_norm | pro\_env\_framing | -0.11 | 0.18 | 1038 | -0.47 | 0.24 |
| social\_norm - moral\_norm | pro\_env\_framing | -0.11 | 0.19 | 1038 | -0.47 | 0.26 |
| control\_norm - descriptive\_norm | self\_enh\_framing | -0.18 | 0.17 | 1038 | -0.51 | 0.16 |
| control\_norm - convention\_norm | self\_enh\_framing | -0.27 | 0.19 | 1038 | -0.64 | 0.11 |
| control\_norm - social\_norm | self\_enh\_framing | -0.28 | 0.19 | 1038 | -0.65 | 0.10 |
| control\_norm - moral\_norm | self\_enh\_framing | 0.18 | 0.18 | 1038 | -0.18 | 0.53 |
| descriptive\_norm - convention\_norm | self\_enh\_framing | -0.09 | 0.19 | 1038 | -0.45 | 0.28 |
| descriptive\_norm - social\_norm | self\_enh\_framing | -0.10 | 0.19 | 1038 | -0.47 | 0.27 |
| descriptive\_norm - moral\_norm | self\_enh\_framing | 0.36 | 0.18 | 1038 | 0.01 | 0.70 |
| convention\_norm - social\_norm | self\_enh\_framing | -0.01 | 0.21 | 1038 | -0.41 | 0.39 |
| convention\_norm - moral\_norm | self\_enh\_framing | 0.44 | 0.20 | 1038 | 0.06 | 0.83 |
| social\_norm - moral\_norm | self\_enh\_framing | 0.46 | 0.20 | 1038 | 0.07 | 0.84 |

# without data overlaid  
emmip(mod\_mice, norm\_condition ~ ingroup\_center | framing\_condition, at = at\_list, CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 0.8), xlab = "Ingroup Identification (Centered)", ylab = "Consumer Intentions") + scale\_colour\_discrete(name = "Norm Condition", breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels=c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) + facet\_wrap(~framing\_condition, labeller = labeller(framing\_condition = frame\_labs)) +theme\_apa() + text\_settings
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